**1)Introduction to Java**

Topic 1: Power of Java

**Java** is an [object-oriented programming](http://www.freejavaguide.com/object_oriented_programming.html) language developed by James Gosling and colleagues at Sun Microsystems in the early 1990s. Unlike conventional languages which are generally designed either to be compiled to native (machine) code, or to be interpreted from source code at runtime, Java is intended to be compiled to a bytecode, which is then run (generally using JIT compilation) by a [Java Virtual Machine](http://www.freejavaguide.com/virtual_machine.html).

The language itself borrows much syntax from C and C++ but has a simpler object model and fewer low-level facilities. Java is only distantly related to JavaScript, though they have similar names and share a C-like syntax.

**History**

Java was started as a project called "Oak" by James Gosling in June 1991. Gosling's goals were to implement a virtual machine and a language that had a familiar C-like notation but with greater uniformity and simplicity than C/C++. The first public implementation was Java 1.0 in 1995. It made the promise of "Write Once, Run Anywhere", with free runtimes on popular platforms. It was fairly secure and its security was configurable, allowing for network and file access to be limited. The major web browsers soon incorporated it into their standard configurations in a secure "[applet](http://www.freejavaguide.com/java_applet.html)" configuration. popular quickly. New versions for large and small platforms (J2EE and J2ME) soon were designed with the advent of "Java 2". Sun has not announced any plans for a "Java 3".

In 1997, Sun approached the ISO/IEC JTC1 standards body and later the Ecma International to formalize Java, but it soon withdrew from the process. Java remains a proprietary de facto standard that is controlled through the Java Community Process. Sun makes most of its Java implementations available without charge, with revenue being generated by specialized products such as the Java Enterprise System. Sun distinguishes between its Software Development Kit (SDK) and Runtime Environment (JRE) which is a subset of the SDK, the primary distinction being that in the JRE the compiler is not present.

**Philosophy**

There were five primary goals in the creation of the Java language:  
  
1. It should use the [object-oriented programming](http://www.freejavaguide.com/object_oriented_programming.html) methodology.  
2. It should allow the same program to be executed on multiple operating systems.  
3. It should contain built-in support for using computer networks.  
4. It should be designed to execute code from remote sources securely.  
5. It should be easy to use by selecting what was considered the good parts of other object-oriented languages.  
  
To achieve the goals of networking support and remote code execution, Java programmers sometimes find it necessary to use extensions such as CORBA, Internet Communications Engine, or OSGi.  
  
**Object orientation**  
  
The first characteristic, object orientation ("OO"), refers to a method of programming and language design. Although there are many interpretations of OO, one primary distinguishing idea is to design software so that the various types of data it manipulates are combined together with their relevant operations. Thus, data and code are combined into entities called objects. An object can be thought of as a self-contained bundle of behavior (code) and state (data). The principle is to separate the things that change from the things that stay the same; often, a change to some data structure requires a corresponding change to the code that operates on that data, or vice versa. This separation into coherent objects provides a more stable foundation for a software system's design. The intent is to make large software projects easier to manage, thus improving quality and reducing the number of failed projects.  
  
Another primary goal of OO programming is to develop more generic objects so that software can become more reusable between projects. A generic "customer" object, for example, should have roughly the same basic set of behaviors between different software projects, especially when these projects overlap on some fundamental level as they often do in large organizations. In this sense, software objects can hopefully be seen more as pluggable components, helping the software industry build projects largely from existing and well-tested pieces, thus leading to a massive reduction in development times. Software reusability has met with mixed practical results, with two main difficulties: the design of truly generic objects is poorly understood, and a methodology for broad communication of reuse opportunities is lacking. Some open source communities want to help ease the reuse problem, by providing authors with ways to disseminate information about generally reusable objects and object libraries.  
  
**Platform independence**  
  
The second characteristic, platform independence, means that programs written in the Java language must run similarly on diverse hardware. One should be able to write a program once and run it anywhere.  
  
This is achieved by most Java compilers by compiling the Java language code "halfway" to bytecode (specifically Java bytecode)—simplified machine instructions specific to the Java platform. The code is then run on a virtual machine (VM), a program written in native code on the host hardware that interprets and executes generic Java bytecode. Further, standardized libraries are provided to allow access to features of the host machines (such as graphics, threading and networking) in unified ways. Note that, although there's an explicit compiling stage, at some point, the Java bytecode is interpreted or converted to native machine instructions by the JIT compiler.  
  
There are also implementations of Java compilers that compile to native object code, such as GCJ, removing the intermediate bytecode stage, but the output of these compilers can only be run on a single architecture.  
  
Sun's license for Java insists that all implementations be "compatible". This resulted in a legal dispute with Microsoft after Sun claimed that the Microsoft implementation did not support the RMI and JNI interfaces and had added platform-specific features of their own. In response, Microsoft no longer ships Java with Windows, and in recent versions of Windows, Internet Explorer cannot support [Java applets](http://www.freejavaguide.com/java_applet.html) without a third-party plug-in. However, Sun and others have made available Java run-time systems at no cost for those and other versions of Windows.  
  
The first implementations of the language used an interpreted virtual machine to achieve portability. These implementations produced programs that ran more slowly than programs compiled to native executables, for instance written in C or C++, so the language suffered a reputation for poor performance. More recent [JVM](http://www.freejavaguide.com/virtual_machine.html)implementations produce programs that run significantly faster than before, using multiple techniques.  
  
The first technique is to simply compile directly into native code like a more traditional compiler, skipping bytecodes entirely. This achieves good performance, but at the expense of portability. Another technique, known as just-in-time compilation (JIT), translates the Java bytecodes into native code at the time that the program is run which results in a program that executes faster than interpreted code but also incurs compilation overhead during execution. More sophisticated VMs use dynamic recompilation, in which the VM can analyze the behavior of the running program and selectively recompile and optimize critical parts of the program. Dynamic recompilation can achieve optimizations superior to static compilation because the dynamic compiler can base optimizations on knowledge about the runtime environment and the set of loaded classes. JIT compilation and dynamic recompilation allow Java programs to take advantage of the speed of native code without losing portability.  
  
Portability is a technically difficult goal to achieve, and Java's success at that goal has been mixed. Although it is indeed possible to write programs for the Java platform that behave consistently across many host platforms, the large number of available platforms with small errors or inconsistencies led some to parody Sun's "Write once, run anywhere" slogan as "Write once, debug everywhere".  
  
Platform-independent Java is however very successful with server-side applications, such as Web services, [servlets](http://www.freejavaguide.com/java_servlet.html), and Enterprise JavaBeans, as well as with Embedded systems based on OSGi, using Embedded Java environments.  
  
**Automatic garbage collection**  
  
One idea behind Java's automatic memory management model is that programmers should be spared the burden of having to perform manual memory management. In some languages the programmer allocates memory to create any object stored on the heap and is responsible for later manually deallocating that memory to delete any such objects. If a programmer forgets to deallocate memory or writes code that fails to do so in a timely fashion, a memory leak can occur: the program will consume a potentially arbitrarily large amount of memory. In addition, if a region of memory is deallocated twice, the program can become unstable and may crash. Finally, in non garbage collected environments, there is a certain degree of overhead and complexity of user-code to track and finalize allocations.  
  
In Java, this potential problem is avoided by automatic garbage collection. The programmer determines when objects are created, and the Java runtime is responsible for managing the object's lifecycle. The program or other objects can reference an object by holding a reference to it (which, from a low-level point of view, is its address on the heap). When no references to an object remain, the Java garbage collector automatically deletes the unreachable object, freeing memory and preventing a memory leak. Memory leaks may still occur if a programmer's code holds a reference to an object that is no longer needed—in other words, they can still occur but at higher conceptual levels.  
  
The use of garbage collection in a language can also affect programming paradigms. If, for example, the developer assumes that the cost of memory allocation/recollection is low, they may choose to more freely construct objects instead of pre-initializing, holding and reusing them. With the small cost of potential performance penalties (inner-loop construction of large/complex objects), this facilitates thread-isolation (no need to synchronize as different threads work on different object instances) and data-hiding. The use of transient immutable value-objects minimizes side-effect programming.  
  
Comparing Java and C++, it is possible in C++ to implement similar functionality (for example, a memory management model for specific classes can be designed in C++ to improve speed and lower memory fragmentation considerably), with the possible cost of extra development time and some application complexity. In Java, garbage collection is built-in and virtually invisible to the developer. That is, developers may have no notion of when garbage collection will take place as it may not necessarily correlate with any actions being explicitly performed by the code they write. Depending on intended application, this can be beneficial or disadvantageous: the programmer is freed from performing low-level tasks, but at the same time loses the option of writing lower level code.  
  
**Syntax**  
  
The syntax of Java is largely derived from C++. However, unlike C++, which combines the syntax for structured, generic, and [object-oriented programming](http://www.freejavaguide.com/object_oriented_programming.html), Java was built from the ground up to be virtually fully object-oriented: everything in Java is an object with the exceptions of atomic datatypes (ordinal and real numbers, boolean values, and characters) and everything in Java is written inside a class.  
  
**Applet**  
  
[Java applets](http://www.freejavaguide.com/java_applet.html) are programs that are embedded in other applications, typically in a Web page displayed in a Web browser.  
  
// Hello.java  
import java.applet.Applet;  
import java.awt.Graphics;  
  
public class Hello extends Applet {  
public void paint(Graphics gc) {  
gc.drawString("Hello, world!", 65, 95);  
}   
}  
  
This applet will simply draw the string "Hello, world!" in the rectangle within which the applet will run. This is a slightly better example of using Java's OO features in that the class explicitly extends the basic "Applet" class, that it overrides the "paint" method and that it uses import statements.  
  
<!-- Hello.html -->  
<html>  
<head>  
<title>Hello World Applet</title>  
</head>  
<body>  
<applet code="Hello" width="200" height="200">  
</applet>  
</body>  
</html>  
  
An applet is placed in an [HTML](http://www.freejavaguide.com/html.htm) document using the <applet> HTML element. The applet tag has three attributes set: code="Hello" specifies the name of the Applet class and width="200" height="200" sets the pixel width and height of the applet. (Applets may also be embedded in HTML using either the object or embed element, although support for these elements by Web browsers is inconsistent.  
  
**Servlet**  
  
[Java servlets](http://www.freejavaguide.com/java_servlet.html) are server-side Java EE components that generate responses to requests from clients.  
  
// Hello.java  
import java.io.\*;  
import javax.servlet.\*;  
  
public class Hello extends GenericServlet {  
public void service(ServletRequest request, ServletResponse response)  
throws ServletException, IOException  
{  
response.setContentType("text/html");  
PrintWriter pw = response.getWriter();  
pw.println("Hello, world!");  
pw.close();  
}  
}  
  
The import statements direct the Java compiler to include all of the public classes and interfaces from the java.io and javax.servlet packages in the compilation. The Hello class extends the GenericServlet class; the GenericServlet class provides the interface for the server to forward requests to the servlet and control the servlet's lifecycle.  
  
The Hello class overrides the service(ServletRequest, ServletResponse) method defined by the Servlet interface to provide the code for the service request handler. The service() method is passed a ServletRequest object that contains the request from the client and a ServletResponse object used to create the response returned to the client. The service() method declares that it throws the exceptions ServletException and IOException if a problem prevents it from responding to the request.  
  
The setContentType(String) method in the response object is called to set the MIME content type of the returned data to "text/html". The getWriter() method in the response returns a PrintWriter object that is used to write the data that is sent to the client. The println(String) method is called to write the "Hello, world!" string to the response and then the close() method is called to close the print writer, which causes the data that has been written to the stream to be returned to the client.  
  
**Swing application**  
  
[Swing](http://www.freejavaguide.com/java_swing.html) is the advanced graphical user interface library for the Java SE platform.  
  
// Hello.java  
import javax.swing.\*;  
  
public class Hello extends JFrame {  
Hello() {  
setDefaultCloseOperation(WindowConstants.DISPOSE\_ON\_CLOSE);  
add(new JLabel("Hello, world!"));  
pack();  
}  
  
public static void main(String[] args) {  
new Hello().setVisible(true);  
}  
}  
  
The import statement directs the Java compiler to include all of the public classes and interfaces from the javax.swing package in the compilation. The Hello class extends the JFrame class; the JFrame class implements a window with a title bar with a close control.  
  
The Hello() constructor initializes the frame by first calling the setDefaultCloseOperation(int) method inherited from JFrame to set the default operation when the close control on the title bar is selected to WindowConstants.DISPOSE\_ON\_CLOSE—this causes the JFrame to be disposed of when the frame is closed (as opposed to merely hidden), which allows the JVM to exit and the program to terminate. Next a new JLabel is created for the string "Hello, world!" and the add(Component) method inherited from the Container superclass is called to add the label to the frame. The pack() method inherited from the Window superclass is called to size the window and layout its contents.  
  
The main() method is called by the JVM when the program starts. It instantiates a new Hello frame and causes it to be displayed by calling the setVisible(boolean) method inherited from the Component superclass with the boolean parameter true. Note that once the frame is displayed, exiting the main method does not cause the program to terminate because the AWT event dispatching thread remains active until all of the Swing top-level windows have been disposed.  
  
**Look and feel**  
  
The default look and feel of GUI applications written in Java using the [Swing toolkit](http://www.freejavaguide.com/java_swing.html) is very different from native applications. It is possible to specify a different look and feel through the pluggable look and feel system of Swing. Clones of Windows, GTK and Motif are supplied by Sun. Apple also provides an Aqua look and feel for Mac OS X. Though prior implementations of these look and feels have been considered lacking, Swing in Java SE 6 addresses this problem by using more native widget drawing routines of the underlying platforms. Alternatively, third party toolkits such as wx4j or SWT may be used for increased integration with the native windowing system.  
  
**Lack of OO purity and facilities**  
  
Java's primitive types are not objects. Primitive types hold their values in the stack rather than being references to values. This was a conscious decision by Java's designers for performance reasons. Because of this, Java is not considered to be a pure object-oriented programming language. However, as of Java 5.0, autoboxing enables programmers to write as if primitive types are their wrapper classes, and freely interchange between them for improved flexibility. Java designers decided not to implement certain features present in other OO languages, including:  
  
\* multiple inheritance  
\* operator overloading  
\* class properties  
\* tuples   
  
**Java Runtime Environment**  
  
The Java Runtime Environment or JRE is the software required to run any application deployed on the Java Platform. End-users commonly use a JRE in software packages and Web browser plugins. Sun also distributes a superset of the JRE called the Java 2 SDK (more commonly known as the JDK), which includes development tools such as the Java compiler, Javadoc, and debugger.

Topic 2: Java features:

Features of Java

1. [Features of Java](http://www.javatpoint.com/features-of-java#features)
   1. [Simple](http://www.javatpoint.com/features-of-java#featuressimple)
   2. [Object-Oriented](http://www.javatpoint.com/features-of-java#featuresobject)
   3. [Platform Independent](http://www.javatpoint.com/features-of-java#featuresplateform)
   4. [secured](http://www.javatpoint.com/features-of-java#featuressecured)
   5. [Robust](http://www.javatpoint.com/features-of-java#featuresrobust)
   6. [Architecture Neutral](http://www.javatpoint.com/features-of-java#featuresarchitecture)
   7. [Portable](http://www.javatpoint.com/features-of-java#featuresportable)
   8. [High Performance](http://www.javatpoint.com/features-of-java#featureshigh)
   9. [Distributed](http://www.javatpoint.com/features-of-java#featuresdistributed)
   10. [Multi-threaded](http://www.javatpoint.com/features-of-java#featuresmulti)

There is given many features of java. They are also known as java buzzwords. The Java Features given below are simple and easy to understand.

1. Simple
2. Object-Oriented
3. Platform independent
4. Secured
5. Robust
6. Architecture neutral
7. Portable
8. Dynamic
9. Interpreted
10. High Performance
11. Multithreaded
12. Distributed

Simple

|  |
| --- |
| According to Sun, Java language is simple because: |
| syntax is based on C++ (so easier for programmers to learn it after C++). |
| removed many confusing and/or rarely-used features e.g., explicit pointers, operator overloading etc. |
| No need to remove unreferenced objects because there is Automatic Garbage Collection in java. |

Object-oriented

|  |
| --- |
| Object-oriented means we organize our software as a combination of different types of objects that incorporates both data and behaviour. |
| Object-oriented programming(OOPs) is a methodology that simplify software development and maintenance by providing some rules. |
| Basic concepts of OOPs are: |
| 1. Object 2. Class 3. Inheritance 4. Polymorphism 5. Abstraction 6. Encapsulation |

Platform Independent

|  |
| --- |
| A platform is the hardware or software environment in which a program runs. There are two types of platforms software-based and hardware-based. Java provides software-based platform. The Java platform differs from most other platforms in the sense that it's a software-based platform that runs on top of other hardware-based platforms.It has two components:   1. Runtime Environment 2. API(Application Programming Interface) |

|  |
| --- |
| java is platform independentJava code can be run on multiple platforms e.g.Windows,Linux,Sun Solaris,Mac/OS etc. Java code is compiled by the compiler and converted into bytecode.This bytecode is a platform independent code because it can be run on multiple platforms i.e. Write Once and Run Anywhere(WORA). |

Secured

|  |
| --- |
| Java is secured because: |
| * No explicit pointer * Programs run inside virtual machine sandbox. |

|  |  |
| --- | --- |
| how java is secured | how java is secured |

|  |
| --- |
| * **Classloader-** adds security by separating the package for the classes of the local file system from those that are imported from network sources. * **Bytecode Verifier-** checks the code fragments for illegal code that can violate access right to objects. * **Security Manager-** determines what resources a class can access such as reading and writing to the local disk. |
| These security are provided by java language. Some security can also be provided by application developer through SSL,JAAS,cryptography etc. |

Robust

|  |
| --- |
| Robust simply means strong. Java uses strong memory management. There are lack of pointers that avoids security problem. There is automatic garbage collection in java. There is exception handling and type checking mechanism in java. All these points makes java robust. |

Architecture-neutral

|  |
| --- |
| There is no implementation dependent features e.g. size of primitive types is set. |

Portable

|  |
| --- |
| We may carry the java bytecode to any platform. |

High-performance

|  |
| --- |
| Java is faster than traditional interpretation since byte code is "close" to native code still somewhat slower than a compiled language (e.g., C++) |

Distributed

|  |
| --- |
| We can create distributed applications in java. RMI and EJB are used for creating distributed applications. We may access files by calling the methods from any machine on the internet. |

Multi-threaded

A thread is like a separate program, executing concurrently. We can write Java programs that deal with many tasks at once by defining multiple threads. The main advantage of multi-threading is that it shares the same memory. Threads are important for multi-media, Web applications etc.

Topic 3:Compilation and Execution:

The computer age is here to stay. Households and businesses all over the world use computers in one way or another because computers help individuals and businesses perform a wide range of tasks with speed, accuracy, and efficiency. Computers can perform all kinds of tasks ranging from running an animated 3D graphics application with background sound to calculating the number of vacation days you have coming to handling the payroll for a Fortune 500 company.

When you want a computer to perform tasks, you write a program. A program is a sequence of instructions that define tasks for the computer to execute. This lesson explains how to write, compile, and run a simple program written in the Java language (Java program) that tells your computer to print a one-line string of text on the console.

But before you can write and compile programs, you need to understand what the Java platform is, and set your computer up to run the programs.

* [A Word About the Java Platform](http://www.oracle.com/technetwork/java/compile-136656.html#platform)
* [Setting Up Your Computer](http://www.oracle.com/technetwork/java/compile-136656.html#setup)
* [Writing a Program](http://www.oracle.com/technetwork/java/compile-136656.html#simple)
* [Compiling the Program](http://www.oracle.com/technetwork/java/compile-136656.html#comp)
* [Interpreting and Running the Program](http://www.oracle.com/technetwork/java/compile-136656.html#run)
* [Common Compiler and Interpreter Problems](http://www.oracle.com/technetwork/java/compile-136656.html#debug)
* [Code Comments](http://www.oracle.com/technetwork/java/compile-136656.html#comm)
* [API Documentation](http://www.oracle.com/technetwork/java/compile-136656.html#api)
* [More Information](http://www.oracle.com/technetwork/java/compile-136656.html#more)

|  |
| --- |
|  |

**A Word About the Java Platform**

The Java platform consists of the Java application programming interfaces (APIs) and the Java [1](http://www.oracle.com/technetwork/java/compile-136656.html#TJVM)virtual machine (JVM).

Java APIs are libraries of compiled code that you can use in your programs. They let you add ready-made and customizable functionality to save you programming time.

The simple program in this lesson uses a Java API to print a line of text to the console. The console printing capability is provided in the API ready for you to use; you supply the text to be printed.

Java programs are run (or interpreted) by another program called the Java VM. If you are familiar with Visual Basic or another interpreted language, this concept is probably familiar to you. Rather than running directly on the native operating system, the program is interpreted by the Java VM for the native operating system. This means that any computer system with the Java VM installed can run Java programs regardless of the computer system on which the applications were originally developed.

For example, a Java program developed on a Personal Computer (PC) with the Windows NT operating system should run equally well without modification on a Sun Ultra workstation with the Solaris operating system, and vice versa.

**Setting Up Your Computer**

Before you can write and run the simple Java program in this lesson, you need to install the Java platform on your computer system.

The Java platform is available free of charge from the [Java](http://www.oracle.com/technetwork/java/j2se-eol-137618.html) web site. You can choose between the Java® 2 Platform software for Windows 95/98/NT or for Solaris. The download page contains the information you need to install and configure the Java platform for writing and running Java programs.

|  |
| --- |
|  |

**Note:** Make sure you have the Java platform installed and configured for your system before you try to write and run the simple program presented next.

|  |
| --- |
|  |

**Writing a Program**

The easiest way to write a simple program is with a text editor. So, using the text editor of your choice, create a text file with the following text, and be sure to name the text fileExampleProgram.java. Java programs are case sensitive, so if you type the code in yourself, pay particular attention to the capitalization.

|  |
| --- |
| //A Very Simple Example  class ExampleProgram {  public static void main(String[] args){  System.out.println("I'm a Simple Program");  }  } |

Here is the [ExampleProgram.java](http://www.oracle.com/technetwork/java/compile-136656.html) source code file if you do not want to type the program text in yourself.

**Compiling the Program**

A program has to be converted to a form the Java VM can understand so any computer with a Java VM can interpret and run the program. Compiling a Java program means taking the programmer-readable text in your program file (also called source code) and converting it to bytecodes, which are platform-independent instructions for the Java VM.

The Java compiler is invoked at the command line on Unix and DOS shell operating systems as follows:

javac ExampleProgram.java

|  |
| --- |
|  |

**Note:** Part of the configuration process for setting up the Java platform is setting the class path. The class path can be set using either the -classpath option with the javac compiler command andjava interpreter command, or by setting the CLASSPATH environment variable. You need to set the class path to point to the directory where the ExampleProgram class is so the compiler and interpreter commands can find it. See [Java 2 SDK Tools](http://www.oracle.com/technetwork/java/j2se-eol-137618.html) for more information.

|  |
| --- |
|  |

**Interpreting and Running the Program**

Once your program successfully compiles into Java bytecodes, you can interpret and run applications on any Java VM, or interpret and run applets in any Web browser with a Java VM built in such as Netscape or Internet Explorer. Interpreting and running a Java program means invoking the Java VM byte code interpreter, which converts the Java byte codes to platform-dependent machine codes so your computer can understand and run the program.

The Java interpreter is invoked at the command line on Unix and DOS shell operating systems as follows:

java ExampleProgram

At the command line, you should see:

I'm a Simple Program

Here is how the entire sequence looks in a terminal window:

**Common Compiler and Interpreter Problems**

If you have trouble compiling or running the simple example in this lesson, refer to the [Common Compiler and Interpreter Problems](http://docs.oracle.com/javase/tutorial/getStarted/problems/index.html) lesson in The Java Tutorial for troubleshooting help.

**Code Comments**

Code comments are placed in source files to describe what is happening in the code to someone who might be reading the file, to comment-out lines of code to isolate the source of a problem for debugging purposes, or to generate API documentation. To these ends, the Java language supports three kinds of comments: double slashes, C-style, and doc comments.

**Double Slashes**

Double slashes ( //) are used in the C++ programming language, and tell the compiler to treat everything from the slashes to the end of the line as text.

|  |
| --- |
| //A Very Simple Example  class ExampleProgram {  public static void main(String[] args){  System.out.println("I'm a Simple Program");  }  } |

**C-Style Comments**

Instead of double slashes, you can use C-style comments ( /\* \*/) to enclose one or more lines of code to be treated as text.

|  |
| --- |
| /\* These are  C-style comments  \*/  class ExampleProgram {  public static void main(String[] args){  System.out.println("I'm a Simple Program");  }  } |

**Doc Comments**

To generate documentation for your program, use the doc comments ( /\*\* \*/) to enclose lines of text for the javadoc tool to find. The javadoc tool locates the doc comments embedded in source files and uses those comments to generate API documentation.

|  |
| --- |
| /\*\* This class displays a text string at  \* the console.  \*/  class ExampleProgram {  public static void main(String[] args){  System.out.println("I'm a Simple Program");  }  } |

HTML[javadoc Home Page](http://www.oracle.com/technetwork/java/javase/documentation/index-jsp-135444.html)javadoc**API Documentation**

The Java platform installation includes API Documentation, which describes the APIs available for you to use in your programs. The files are stored in a doc directory beneath the directory where you installed the platform. For example, if the platform is installed in /usr/local/java/jdk1.2, the API Documentation is in /usr/local/java/jdk1.2/doc/api. **More Information**

See [Java 2 SDK Tools](http://www.oracle.com/technetwork/java/j2se-eol-137618.html) for more information on setting the class path and using the javac, andjava commands.

See [Common Compiler and Interpreter Problems](http://docs.oracle.com/javase/tutorial/getStarted/problems/index.html) lesson in The Java Tutorial for troubleshooting help.

The [javadoc Home Page](http://www.oracle.com/technetwork/java/javase/documentation/index-jsp-135444.html) has more information on the javadoc command and its output.

You can also view the API Documentation for the Java 2 Platform on the [Java Sun](http://www.oracle.com/technetwork/java/j2se-eol-137618.html) site.

\_\_\_\_\_\_\_   
1 As used on this web site, the terms "Java virtual machine" or "JVM" mean a virtual machine for the Java platform.

Topic 4:JDK-JRE-JVM:

JVM (Java Virtual Machine)

1. [Java Virtual Machine](http://www.javatpoint.com/internal-details-of-jvm)
2. [Internal Architecture of JVM](http://www.javatpoint.com/internal-details-of-jvm#jvminternalarch)

JVM (Java Virtual Machine) is an abstract machine. It is a specification that provides runtime environment in which java bytecode can be executed.

JVMs are available for many hardware and software platforms (i.e.JVM is plateform dependent).

What is JVM?

It is:

1. **A specification** where working of Java Virtual Machine is specified. But implementation provider is independent to choose the algorithm. Its implementation has been provided by Sun and other companies.
2. **An implementation** Its implementation is known as JRE (Java Runtime Environment).
3. **Runtime Instance** Whenever you write java command on the command prompt to run the java class, and instance of JVM is created.

What it does?

The JVM performs following operation:

* Loads code
* Verifies code
* Executes code
* Provides runtime environment

JVM provides definitions for the:

* Memory area
* Class file format
* Register set
* Garbage-collected heap
* Fatal error reporting etc.

Internal Architecture of JVM

|  |
| --- |
| Let's understand the internal architecture of JVM. It contains classloader, memory area, execution engine etc. |
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1) Classloader:

Classloader is a subsystem of JVM that is used to load class files.

2) Class(Method) Area:

Class(Method) Area stores per-class structures such as the runtime constant pool, field and method data, the code for methods.

3) Heap:

It is the runtime data area in which objects are allocated.

4) Stack:

|  |
| --- |
| Java Stack stores frames.It holds local variables and partial results, and plays a part in method invocation and return. |
| Each thread has a private JVM stack, created at the same time as thread. |
| A new frame is created each time a method is invoked. A frame is destroyed when its method invocation completes. |

5) Program Counter Register:

PC (program counter) register. It contains the address of the Java virtual machine instruction currently being executed.

6) Native Method Stack:

It contains all the native methods used in the application.

7) Execution Engine:

|  |
| --- |
| It contains: |
| **1) A virtual processor** |
| **2) Interpreter:**Read bytecode stream then execute the instructions. |
| **3) Just-In-Time(JIT) compiler:**It is used to improve the performance.JIT compiles parts of the byte code that have similar functionality at the same time, and hence reduces the amount of time needed for compilation.Here the term ?compiler? refers to a translator from the instruction set of a Java virtual machine (JVM) to the instruction set of a specific CPU. |

Toopic 5:Structure of Java Program

# Let’s use example of HelloWorld Java program to understand structure and features of class. This program is written on few lines, and its only task is to print “Hello World from Java” on the screen. Refer the following picture.
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## 1. “package sct”:

It is package declaration statement. The package statement defines a name space in which classes are stored. Package is used to organize the classes based on functionality. If you omit the package statement, the class names are put into the default package, which has no name. Package statement cannot appear anywhere in program. It must be first line of your program or you can omit it.

## 2. “public class HelloWorld”:

This line has various aspects of java programming.

**a.** public: This is access modifier keyword which tells compiler access to class. Various values of access modifiers can be public, protected,private or default (no value).

**b.** class: This keyword used to declare class. Name of class (HelloWorld) followed by this keyword.

## 3. Comments section:

We can write comments in java in two ways.

**a.** Line comments: It start with two forward slashes (//) and continue to the end of the current line. Line comments do not require an ending symbol.

**b.** Block comments start with a forward slash and an asterisk (/\*) and end with an asterisk and a forward slash (\*/).Block comments can also extend across as many lines as needed.

## 4. “public static void main (String [ ] args)”:

Its method (Function) named main with string array as argument.

**a.** public : Access Modifier

**b.** static: static is reserved keyword which means that a method is accessible and usable even though no objects of the class exist.

**c.** void: This keyword declares nothing would be returned from method. Method can return any primitive or object.

**d.** Method content inside curly braces. { } asdfla;sd

## 5. System.out.println("Hello World from Java") :

**a.** System:It is name of Java utility class.

**b.** out:It is an object which belongs to System class.

**c.** println:It is utility method name which is used to send any String to console.

**d.** “Hello World from Java”:It is String literal set as argument to println method.

## More Information regarding Java Class:

* Java is an object-oriented language, which means that it has constructs to represent objects from the real world. Each Java program has at least one class that knows how to do certain things or how to represent some type of object. For example, the simplest class, HelloWorld,knows how to greet the world.
* Classes in Java may have methods (or functions) and fields (or attributes or properties).
* Let’s take example of Car object which has various properties like color, max speed etc. along with it has functions like run and stop. In Java world we will represent it like below:

[view plaincopy to clipboardprint?](http://www.w3resource.com/java-tutorial/java-program-structure.php)

1. package sct;
2. **public** **class** Car {
3. **private** String color;
4. **private** int maxSpeed;
5. **public** String carInfo(){
6. **return** color + " Max Speed:-" + maxSpeed;
7. }
8. //This is constructor of Car Class
9. Car(String carColor, int speedLimit){
10. this.color = carColor;
11. this.maxSpeed =speedLimit;
12. }
13. }

* Lets make a class named CarTestwhich will instantiate the car class object and call carInfo method of it and see output.

[view plaincopy to clipboardprint?](http://www.w3resource.com/java-tutorial/java-program-structure.php)

1. package sct;
2. //This is car test class to instantiate and call Car objects.
3. **public** **class** CarTest {
4. **public** **static** void main(String[] args) {
5. Car maruti = **new** Car("Red", 160);
6. Car ferrari = **new** Car ("Yellow", 400);
7. System.out.println(maruti.carInfo());
8. System.out.println(ferrari.carInfo());
9. }
10. }

Output of above CarTest java class is as below. We can run CarTest java program because it has main method. Main method is starting point for any java program execution. Running a program means telling the Java VIrtual Machine (JVM) to "Load theclass, then start executing its main () method. Keep running 'til all thecode in main is finished."
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## Common Programming guidelines:

* Java identifiers must start with with a letter, a currency character ($), or a connecting character such as the underscore ( \_ ). Identifiers cannot start with a number. After first character identifiers can contain any combination of letters,currency characters, connecting characters, or numbers. For example,
  + int variable1 = 10 ; //This is valid
  + int 4var =10 ; // this is invalid, identifier can’t start with digit.
* Identifiers, method names, class names are case-sensitive; var and Varare two different identifiers.
* You can’t use Java keywords as identifiers, Below table shows list of Java keywords.

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| abstract | boolean | break | byte | case | catch |
| char | class | const | continue | default | do |
| double | clse | extends | final | finally | float |
| for | goto | if | implements | import | instanceof |
| int | interface | long | native | new | package |
| private | protected | public | return | short | static |
| strictfp | super | switch | synchronized | this | throw |
| throws | transient | try | void | volatile | while |
| assert | enum |  |  |  |  |

* **Classes and interfaces:** The first letter should be capitalized, and if several words are linked together to form the name, the first letter of the inner words should be uppercase (a format that's sometimes called "camelCase").
* **Methods:** The first letter should be lowercase, and then normal camelCaserules should be used.For example:
  + getBalance
  + doCalculation
  + setCustomerName
* **Variables:** Like methods, the camelCase format should be used, starting witha lowercase letter. Sun recommends short, meaningful names, which sounds good to us. Some examples:
  + buttonWidth
  + accountBalance
  + empName
* **Constants:** Java constants are created by marking variables static and final. They should be named using uppercase letters with underscore characters as separators:
  + MIN\_HEIGHT
* There can be only one public class per source code file.
* Comments can appear at the beginning or end of any line in the source code file; they are independent of any of the positioning rules discussed here.
* If there is a public class in a file, the name of the file must match the nameof the public class. For example, a class declared as “public class Dog { }” must be in a source code file named Dog.java.
* To understand more about access modifiers applicable to classes, methods, variables in [access modifier tutorial.](http://www.w3resource.com/java-tutorial/java-class-methods-instance-variables.php)

We will understand more about constructors, access modifiers in coming tutorials. Source code of sample discussed attached here to run directly on your system.

## Summary

* Java program has first statement as package statement (if package declared).
* One Java file can have multiple classes declared in it but only one public class which should be same as file name.
* Java class can have instance variable such as methods, instance variable.

In next session we will discuss about Setup Classpath/ Environment variable and Compiling, running and debugging Java programs.

Chapter 2:Language Fundamentals

Topic 1:Primitive Data Types

Variables are nothing but reserved memory locations to store values. This means that when you create a variable you reserve some space in memory.

Based on the data type of a variable, the operating system allocates memory and decides what can be stored in the reserved memory. Therefore, by assigning different data types to variables, you can store integers, decimals, or characters in these variables.

There are two data types available in Java:

* Primitive Data Types
* Reference/Object Data Types

## Primitive Data Types:

There are eight primitive data types supported by Java. Primitive data types are predefined by the language and named by a keyword. Let us now look into detail about the eight primitive data types.

## byte:

* Byte data type is an 8-bit signed two's complement integer.
* Minimum value is -128 (-2^7)
* Maximum value is 127 (inclusive)(2^7 -1)
* Default value is 0
* Byte data type is used to save space in large arrays, mainly in place of integers, since a byte is four times smaller than an int.
* Example: byte a = 100 , byte b = -50

## short:

* Short data type is a 16-bit signed two's complement integer.
* Minimum value is -32,768 (-2^15)
* Maximum value is 32,767 (inclusive) (2^15 -1)
* Short data type can also be used to save memory as byte data type. A short is 2 times smaller than an int
* Default value is 0.
* Example: short s = 10000, short r = -20000

## int:

* Int data type is a 32-bit signed two's complement integer.
* Minimum value is - 2,147,483,648.(-2^31)
* Maximum value is 2,147,483,647(inclusive).(2^31 -1)
* Int is generally used as the default data type for integral values unless there is a concern about memory.
* The default value is 0.
* Example: int a = 100000, int b = -200000

## long:

* Long data type is a 64-bit signed two's complement integer.
* Minimum value is -9,223,372,036,854,775,808.(-2^63)
* Maximum value is 9,223,372,036,854,775,807 (inclusive). (2^63 -1)
* This type is used when a wider range than int is needed.
* Default value is 0L.
* Example: long a = 100000L, int b = -200000L

## float:

* Float data type is a single-precision 32-bit IEEE 754 floating point.
* Float is mainly used to save memory in large arrays of floating point numbers.
* Default value is 0.0f.
* Float data type is never used for precise values such as currency.
* Example: float f1 = 234.5f

## double:

* double data type is a double-precision 64-bit IEEE 754 floating point.
* This data type is generally used as the default data type for decimal values, generally the default choice.
* Double data type should never be used for precise values such as currency.
* Default value is 0.0d.
* Example: double d1 = 123.4

## boolean:

* boolean data type represents one bit of information.
* There are only two possible values: true and false.
* This data type is used for simple flags that track true/false conditions.
* Default value is false.
* Example: boolean one = true

## char:

* char data type is a single 16-bit Unicode character.
* Minimum value is '\u0000' (or 0).
* Maximum value is '\uffff' (or 65,535 inclusive).
* Char data type is used to store any character.
* Example: char letterA ='A'

## Reference Data Types:

* Reference variables are created using defined constructors of the classes. They are used to access objects. These variables are declared to be of a specific type that cannot be changed. For example, Employee, Puppy etc.
* Class objects, and various type of array variables come under reference data type.
* Default value of any reference variable is null.
* A reference variable can be used to refer to any object of the declared type or any compatible type.
* Example: Animal animal = new Animal("giraffe");

## Java Literals:

A literal is a source code representation of a fixed value. They are represented directly in the code without any computation.

Literals can be assigned to any primitive type variable. For example:

byte a = 68;

char a = 'A'

byte, int, long, and short can be expressed in decimal(base 10), hexadecimal(base 16) or octal(base 8) number systems as well.

Prefix 0 is used to indicate octal and prefix 0x indicates hexadecimal when using these number systems for literals. For example:

int decimal = 100;

int octal = 0144;

int hexa = 0x64;

String literals in Java are specified like they are in most other languages by enclosing a sequence of characters between a pair of double quotes. Examples of string literals are:

"Hello World"

"two\nlines"

"\"This is in quotes\""

String and char types of literals can contain any Unicode characters. For example:

char a = '\u0001';

String a = "\u0001";

Java language supports few special escape sequences for String and char literals as well. They are:

|  |  |
| --- | --- |
| **Notation** | **Character represented** |
| \n | Newline (0x0a) |
| \r | Carriage return (0x0d) |
| \f | Formfeed (0x0c) |
| \b | Backspace (0x08) |
| \s | Space (0x20) |
| \t | tab |
| \" | Double quote |
| \' | Single quote |
| \\ | backslash |
| \ddd | Octal character (ddd) |
| \uxxxx | Hexadecimal UNICODE character (xxxx) |

## What is Next?

This chapter explained you various data types, next topic explains different variable types and their usage. This will give you a good understanding about how they can be used in the Java classes, interfaces, etc.

Topic 1:Declaring Variables

A variable provides us with named storage that our programs can manipulate. Each variable in Java has a specific type, which determines the size and layout of the variable's memory; the range of values that can be stored within that memory; and the set of operations that can be applied to the variable.

You must declare all variables before they can be used. The basic form of a variable declaration is shown here:

data type variable [ = value][, variable [= value] ...] ;

Here *data type* is one of Java's datatypes and *variable* is the name of the variable. To declare more than one variable of the specified type, you can use a comma-separated list.

Following are valid examples of variable declaration and initialization in Java:

int a, b, c; // Declares three ints, a, b, and c.

int a = 10, b = 10; // Example of initialization

byte B = 22; // initializes a byte type variable B.

double pi = 3.14159; // declares and assigns a value of PI.

char a = 'a'; // the char variable a iis initialized with value 'a'

This chapter will explain various variable types available in Java Language. There are three kinds of variables in Java:

* Local variables
* Instance variables
* Class/static variables

## Local variables:

* Local variables are declared in methods, constructors, or blocks.
* Local variables are created when the method, constructor or block is entered and the variable will be destroyed once it exits the method, constructor or block.
* Access modifiers cannot be used for local variables.
* Local variables are visible only within the declared method, constructor or block.
* Local variables are implemented at stack level internally.
* There is no default value for local variables so local variables should be declared and an initial value should be assigned before the first use.

## Example:

Here, *age* is a local variable. This is defined inside *pupAge()* method and its scope is limited to this method only.

public class Test{

public void pupAge(){

int age = 0;

age = age + 7;

System.out.println("Puppy age is : " + age);

}

public static void main(String args[]){

Test test = new Test();

test.pupAge();

}

}

This would produce the following result:

Puppy age is: 7

## Example:

Following example uses *age* without initializing it, so it would give an error at the time of compilation.

public class Test{

public void pupAge(){

int age;

age = age + 7;

System.out.println("Puppy age is : " + age);

}

public static void main(String args[]){

Test test = new Test();

test.pupAge();

}

}

This would produce the following error while compiling it:

Test.java:4:variable number might not have been initialized

age = age + 7;

^

1 error

## Instance variables:

* Instance variables are declared in a class, but outside a method, constructor or any block.
* When a space is allocated for an object in the heap, a slot for each instance variable value is created.
* Instance variables are created when an object is created with the use of the keyword 'new' and destroyed when the object is destroyed.
* Instance variables hold values that must be referenced by more than one method, constructor or block, or essential parts of an object's state that must be present throughout the class.
* Instance variables can be declared in class level before or after use.
* Access modifiers can be given for instance variables.
* The instance variables are visible for all methods, constructors and block in the class. Normally, it is recommended to make these variables private (access level). However visibility for subclasses can be given for these variables with the use of access modifiers.
* Instance variables have default values. For numbers the default value is 0, for Booleans it is false and for object references it is null. Values can be assigned during the declaration or within the constructor.
* Instance variables can be accessed directly by calling the variable name inside the class. However within static methods and different class ( when instance variables are given accessibility) should be called using the fully qualified name .*ObjectReference.VariableName*.

## Example:

import java.io.\*;

public class Employee{

// this instance variable is visible for any child class.

public String name;

// salary variable is visible in Employee class only.

private double salary;

// The name variable is assigned in the constructor.

public Employee (String empName){

name = empName;

}

// The salary variable is assigned a value.

public void setSalary(double empSal){

salary = empSal;

}

// This method prints the employee details.

public void printEmp(){

System.out.println("name : " + name );

System.out.println("salary :" + salary);

}

public static void main(String args[]){

Employee empOne = new Employee("Ransika");

empOne.setSalary(1000);

empOne.printEmp();

}

}

This would produce the following result:

name : Ransika

salary :1000.0

## Class/static variables:

* Class variables also known as static variables are declared with the *static* keyword in a class, but outside a method, constructor or a block.
* There would only be one copy of each class variable per class, regardless of how many objects are created from it.
* Static variables are rarely used other than being declared as constants. Constants are variables that are declared as public/private, final and static. Constant variables never change from their initial value.
* Static variables are stored in static memory. It is rare to use static variables other than declared final and used as either public or private constants.
* Static variables are created when the program starts and destroyed when the program stops.
* Visibility is similar to instance variables. However, most static variables are declared public since they must be available for users of the class.
* Default values are same as instance variables. For numbers, the default value is 0; for Booleans, it is false; and for object references, it is null. Values can be assigned during the declaration or within the constructor. Additionally values can be assigned in special static initializer blocks.
* Static variables can be accessed by calling with the class name .*ClassName.VariableName*.
* When declaring class variables as public static final, then variables names (constants) are all in upper case. If the static variables are not public and final the naming syntax is the same as instance and local variables.

## Example:

import java.io.\*;

public class Employee{

// salary variable is a private static variable

private static double salary;

// DEPARTMENT is a constant

public static final String DEPARTMENT = "Development ";

public static void main(String args[]){

salary = 1000;

System.out.println(DEPARTMENT+"average salary:"+salary);

}

}

This would produce the following result:

Development average salary:1000

**Note:** If the variables are access from an outside class the constant should be accessed as Employee.DEPARTMENT

## What is Next?

You already have used access modifiers ( public & private ) in this chapter. The next chapter will explain you Access Modifiers and Non Access Modifiers in detail.

Topic 1:Literals

**By literal we mean any number, text, or other information that represents a value. This means what you type is what you get. We will use literals in addition to variables in Java statement.**

Java Literals
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By literal we mean any number, text, or other information that represents a value. This means what you type is what you get. We will use literals in addition to variables in Java statement. While writing a source code as a character sequence, we can specify any value as a literal such as an integer. This character sequence will specify the syntax based on the value's type. This will give a literal as a result. For instance

int month  = 10;

In the above statement the literal is an integer value i.e 10. The literal is 10 because it directly represents the integer value.

In Java programming language there are some special type of literals that represent numbers, characters, strings and boolean values. Lets have a closer look on each of the following.

**Integer Literals**Integer literals is a sequence of digits and a suffix as L. To represent the type as long integer we use L as a suffix. We can specify the integers either in decimal, hexadecimal or octal format. To indicate a **decimal format**put the left most digit as nonzero. Similarly put the characters as *ox* to the left of at least one hexadecimal digit to indicate **hexadecimal format**. Also we can indicate the **octal format**by a zero digit followed by the digits 0 to 7. Lets tweak the table below.

|  |  |
| --- | --- |
| 659L | Decimal integer literal of type long integer |
| 0x4a | Hexadecimal integer literal of type integer |
| 057L | Octal integer literal of type long integer |

**Character Literals**We can specify a character literal as a single printable character in a pair of single quote characters such as 'a', '#', and '3'. You must be knowing about the ASCII character set. The ASCII character set includes 128 characters including letters, numerals, punctuations etc. There are few character literals which are not readily printable through a keyboard. The table below shows the codes that can  represent these special characters. The letter d such as in the octal, hex etc represents a number.

|  |  |
| --- | --- |
| **Escape** | **Meaning** |
| \n | New line |
| \t | Tab |
| \b | Backspace |
| \r | Carriage return |
| \f | Formfeed |
| \\ | Backslash |
| \' | Single quotation mark |
| \" | Double quotation mark |
| \d | Octal |
| \xd | Hexadecimal |
| \ud | Unicode character |

It is very interesting to know that if we want to specify a single quote, a backslash, or a nonprintable character as a character literal use an **escape sequence.** An escape sequence uses a special syntax to represents a character. The syntax begins with a single backslash character.   
Lets see the table below in which the character literals use Unicode escape sequence to represent printable and nonprintable characters both.

|  |  |
| --- | --- |
| 'u0041' | Capital letter A |
| '\u0030' | Digit 0 |
| '\u0022' | Double quote " |
| '\u003b' | Punctuation ; |
| '\u0020' | Space |
| '\u0009' | Horizontal Tab |

**Boolean Literals**The values true and false are also treated as literals in Java programming. When we assign a value to a boolean variable, we can only use these two values. Unlike C, we can't presume that the value of 1 is equivalent to true and 0 is equivalent to false in Java. We have to use the values true and false to represent a Boolean value. Like   
boolean chosen = true;  
Remember that the **literal true** is not represented by the quotation marks around it. The Java compiler will take it as a string of characters, if its in quotation marks.  
  
**Floating-point literals**Floating-point numbers are like real numbers in mathematics, for example, 4.13179, -0.000001. Java has two kinds of floating-point numbers: float and double. The default type when you write a floating-point literal is double.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Type | Size | | Range | Precision |
| name | bytes | bits | approximate | in decimal digits |
| float | 4 | 32 | +/- 3.4 \* 1038 | 6-7 |
| double | 8 | 64 | +/- 1.8 \* 10308 | 15 |

A floating-point literal can be denoted as a decimal point, a fraction part, an exponent (represented by E or e) and as an integer. We also add a suffix to the floating point literal as D, d, F or f.  The type of a floating-point literal defaults to double-precision floating-point.The following floating-point literals represent double-precision floating-point and floating-point values.

|  |  |
| --- | --- |
| 6.5E+32 (or 6.5E32) | Double-precision floating-point literal |
| 7D | Double-precision floating-point literal |
| .01f | Floating-point literal |

**String Literals**The string of characters is represented as String literals in Java. In Java a string is not a basic data type, rather it is an object. These strings are not stored in arrays as in C language. There are few methods provided in Java to combine strings, modify strings and to know whether to strings have the same value.  
We represent string literals as  
String myString = "How are you?";  
The above example shows how to represent a string. It consists of a series of characters inside double quotation marks.

Lets see some more examples of string literals:  
  
""    // the empty string  
"\""   // a string containing "  
"This is a string"   // a string containing 16 characters  
"This is a " +   // actually a string-valued constant expression,  
"two-line string"   // formed from two string literals

Strings can include the character escape codes as well, as shown here:  
String example = "Your Name, \"Sumit\"";  
System.out.println("Thankingyou,\nRichards\n");

**Null Literals**  
The final literal that we can use in Java programming is a Null literal. We specify the Null literal in the source code as 'null'. To reduce the number of references to an object, use null literal. The type of the null literal is always null. We typically assign null literals to object reference variables. For instance  
  
s = null;  
  
An this example an object is referenced by s. We reduce the number of references to an object by assigning null to s. Now, as in this example the object is no longer referenced so it will be available for the garbage collection i.e. the compiler will destroy it and the free memory will be allocated to the other object. Well, we will later learn about garbage collection.

Topic 1:Escape Sequences

|  |  |
| --- | --- |
| **Escape**  **Sequence** | **Character** |
| \n | newline |
| \t | tab |
| \b | backspace |
| \f | form feed |
| \r | return |
| \" | "   (double quote) |
| \' | '    (single quote) |
| \\ | \    (back slash) |
| \uDDDD | character from the Unicode character set (DDDD is four hex digits) |

Topic 1:Comments

## Comments in Java Code

The bold characters in the following listing are comments.

**/\*\***

**\* The HelloWorldApp class implements an application that**

**\* simply displays "Hello World!" to the standard output.**

**\*/**

class HelloWorldApp {

public static void main(String[] args) {

System.out.println("Hello World!"); **//Display the string.**

}

}

The Java language supports three kinds of comments:

/\* text \*/

The compiler ignores everything from /\* to \*/.

/\*\* documentation \*/

This indicates a documentation comment (doc comment, for short). The compiler ignores this kind of comment, just like it ignores comments that use /\* and \*/. The JDK javadoctool uses doc comments when preparing automatically generated documentation. For more information on javadoc, see the [Java tool documentation](http://java.sun.com/products/JDK/tools/index.html).

// text

The compiler ignores everything from // to the end of the line.

Topic 1:Identifiers and Keywords

## *Keywords*

Keywords have special meaning to the Java compiler. They help in indentifying a data type name or program construct name.  
  
Java Programming Language Keywords :

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| abstract | continue | for | new | switch |
| assert | default | goto | package | synchronized |
| boolean | do | if | private | this |
| break | double | implements | protected | throw |
| byte | else | import | public | throws |
| case | enum | instanceof | return | transient |
| catch | extends | int | short | try |
| char | final | interface | static | void |
| class | finally | long | strictfp | volatile |
| const | float | native | super | while |

## *Literals*

A constant value in a program is denoted by a *literal.* Literals represent numerical (integer or floating-point), character, boolean or string values.  
  
**Example of literals:**  
  
Integer literals:  
33 0 -9  
Floating-point literals:  
.3 0.3 3.14  
Character literals:  
'(' 'R' 'r' '{'  
Boolean literals:(predefined values)  
true false  
  
String literals:  
"language" "0.2" "r" ""

## *Identifiers*

In Java programming language, an *identifier* is a name given to a variable, class or method. Identifiers start with a letter, underscore(\_) or dollar sign ($). The following characters can be digits. Identifiers are case sensitive and have no maximum length.

e.g.

* userName
* user\_name
* \_sys\_var1
* $change

Chapter 3:Operators and Assignments

Topic 1:Precedence and Associativity

Java provides a rich set of operators to manipulate variables. We can divide all the Java operators into the following groups:

* Arithmetic Operators
* Relational Operators
* Bitwise Operators
* Logical Operators
* Assignment Operators
* Misc Operators

## The Arithmetic Operators:

Arithmetic operators are used in mathematical expressions in the same way that they are used in algebra. The following table lists the arithmetic operators:

Assume integer variable A holds 10 and variable B holds 20, then:

[**Show Examples**](http://www.tutorialspoint.com/java/java_arithmatic_operators_examples.htm)

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| + | Addition - Adds values on either side of the operator | A + B will give 30 |
| - | Subtraction - Subtracts right hand operand from left hand operand | A - B will give -10 |
| \* | Multiplication - Multiplies values on either side of the operator | A \* B will give 200 |
| / | Division - Divides left hand operand by right hand operand | B / A will give 2 |
| % | Modulus - Divides left hand operand by right hand operand and returns remainder | B % A will give 0 |
| ++ | Increment - Increases the value of operand by 1 | B++ gives 21 |
| -- | Decrement - Decreases the value of operand by 1 | B-- gives 19 |

## The Relational Operators:

There are following relational operators supported by Java language

Assume variable A holds 10 and variable B holds 20, then:

[**Show Examples**](http://www.tutorialspoint.com/java/java_relational_operators_examples.htm)

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| == | Checks if the values of two operands are equal or not, if yes then condition becomes true. | (A == B) is not true. |
| != | Checks if the values of two operands are equal or not, if values are not equal then condition becomes true. | (A != B) is true. |
| > | Checks if the value of left operand is greater than the value of right operand, if yes then condition becomes true. | (A > B) is not true. |
| < | Checks if the value of left operand is less than the value of right operand, if yes then condition becomes true. | (A < B) is true. |
| >= | Checks if the value of left operand is greater than or equal to the value of right operand, if yes then condition becomes true. | (A >= B) is not true. |
| <= | Checks if the value of left operand is less than or equal to the value of right operand, if yes then condition becomes true. | (A <= B) is true. |

## The Bitwise Operators:

Java defines several bitwise operators, which can be applied to the integer types, long, int, short, char, and byte.

Bitwise operator works on bits and performs bit-by-bit operation. Assume if a = 60; and b = 13; now in binary format they will be as follows:

a = 0011 1100

b = 0000 1101

-----------------

a&b = 0000 1100

a|b = 0011 1101

a^b = 0011 0001

~a  = 1100 0011

The following table lists the bitwise operators:

Assume integer variable A holds 60 and variable B holds 13 then:

[**Show Examples**](http://www.tutorialspoint.com/java/java_bitwise_operators_examples.htm)

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| & | Binary AND Operator copies a bit to the result if it exists in both operands. | (A & B) will give 12 which is 0000 1100 |
| | | Binary OR Operator copies a bit if it exists in either operand. | (A | B) will give 61 which is 0011 1101 |
| ^ | Binary XOR Operator copies the bit if it is set in one operand but not both. | (A ^ B) will give 49 which is 0011 0001 |
| ~ | Binary Ones Complement Operator is unary and has the effect of 'flipping' bits. | (~A ) will give -61 which is 1100 0011 in 2's complement form due to a signed binary number. |
| << | Binary Left Shift Operator. The left operands value is moved left by the number of bits specified by the right operan | A << 2 will give 240 which is 1111 0000 |
| >> | Binary Right Shift Operator. The left operands value is moved right by the number of bits specified by the right operand. | A >> 2 will give 15 which is 1111 |
| >>> | Shift right zero fill operator. The left operands value is moved right by the number of bits specified by the right operand and shifted values are filled up with zeros. | A >>>2 will give 15 which is 0000 1111 |

## The Logical Operators:

The following table lists the logical operators:

Assume Boolean variables A holds true and variable B holds false, then:

[**Show Examples**](http://www.tutorialspoint.com/java/java_logical_operators_examples.htm)

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| && | Called Logical AND operator. If both the operands are non-zero, then the condition becomes true. | (A && B) is false. |
| || | Called Logical OR Operator. If any of the two operands are non-zero, then the condition becomes true. | (A || B) is true. |
| ! | Called Logical NOT Operator. Use to reverses the logical state of its operand. If a condition is true then Logical NOT operator will make false. | !(A && B) is true. |

## The Assignment Operators:

There are following assignment operators supported by Java language:

[**Show Examples**](http://www.tutorialspoint.com/java/java_assignment_operators_examples.htm)

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| = | Simple assignment operator, Assigns values from right side operands to left side operand | C = A + B will assign value of A + B into C |
| += | Add AND assignment operator, It adds right operand to the left operand and assign the result to left operand | C += A is equivalent to C = C + A |
| -= | Subtract AND assignment operator, It subtracts right operand from the left operand and assign the result to left operand | C -= A is equivalent to C = C - A |
| \*= | Multiply AND assignment operator, It multiplies right operand with the left operand and assign the result to left operand | C \*= A is equivalent to C = C \* A |
| /= | Divide AND assignment operator, It divides left operand with the right operand and assign the result to left operand | C /= A is equivalent to C = C / A |
| %= | Modulus AND assignment operator, It takes modulus using two operands and assign the result to left operand | C %= A is equivalent to C = C % A |
| <<= | Left shift AND assignment operator | C <<= 2 is same as C = C << 2 |
| >>= | Right shift AND assignment operator | C >>= 2 is same as C = C >> 2 |
| &= | Bitwise AND assignment operator | C &= 2 is same as C = C & 2 |
| ^= | bitwise exclusive OR and assignment operator | C ^= 2 is same as C = C ^ 2 |
| |= | bitwise inclusive OR and assignment operator | C |= 2 is same as C = C | 2 |

## Misc Operators

There are few other operators supported by Java Language.

## Conditional Operator ( ? : ):

Conditional operator is also known as the ternary operator. This operator consists of three operands and is used to evaluate Boolean expressions. The goal of the operator is to decide which value should be assigned to the variable. The operator is written as:

variable x = (expression) ? value if true : value if false

Following is the example:

public class Test {

public static void main(String args[]){

int a , b;

a = 10;

b = (a == 1) ? 20: 30;

System.out.println( "Value of b is : " + b );

b = (a == 10) ? 20: 30;

System.out.println( "Value of b is : " + b );

}

}

This would produce the following result:

Value of b is : 30

Value of b is : 20

## instanceof Operator:

This operator is used only for object reference variables. The operator checks whether the object is of a particular type(class type or interface type). instanceof operator is wriiten as:

( Object reference variable ) instanceof (class/interface type)

If the object referred by the variable on the left side of the operator passes the IS-A check for the class/interface type on the right side, then the result will be true. Following is the example:

public class Test {

public static void main(String args[]){

String name = "James";

// following will return true since name is type of String

boolean result = name instanceof String;

System.out.println( result );

}

}

This would produce the following result:

true

This operator will still return true if the object being compared is the assignment compatible with the type on the right. Following is one more example:

class Vehicle {}

public class Car extends Vehicle {

public static void main(String args[]){

Vehicle a = new Car();

boolean result = a instanceof Car;

System.out.println( result );

}

}

This would produce the following result:

true

## Precedence of Java Operators:

Operator precedence determines the grouping of terms in an expression. This affects how an expression is evaluated. Certain operators have higher precedence than others; for example, the multiplication operator has higher precedence than the addition operator:

For example, x = 7 + 3 \* 2; here x is assigned 13, not 20 because operator \* has higher precedence than +, so it first gets multiplied with 3\*2 and then adds into 7.

Here, operators with the highest precedence appear at the top of the table, those with the lowest appear at the bottom. Within an expression, higher precedence operators will be evaluated first.

|  |  |  |
| --- | --- | --- |
| **Category** | **Operator** | **Associativity** |
| Postfix | () [] . (dot operator) | Left toright |
| Unary | ++ - - ! ~ | Right to left |
| Multiplicative | \* / % | Left to right |
| Additive | + - | Left to right |
| Shift | >> >>> << | Left to right |
| Relational | > >= < <= | Left to right |
| Equality | == != | Left to right |
| Bitwise AND | & | Left to right |
| Bitwise XOR | ^ | Left to right |
| Bitwise OR | | | Left to right |
| Logical AND | && | Left to right |
| Logical OR | || | Left to right |
| Conditional | ?: | Right to left |
| Assignment | = += -= \*= /= %= >>= <<= &= ^= |= | Right to left |
| Comma | , | Left to right |

## What is Next?

Next chapter would explain about loop control in Java programming. The chapter will describe various types of loops and how these loops can be used in Java program development and for what purposes they are being used.

Topic 1:Conversion

## JAVA OPERATORS

They are used to manipulate primitive data types. **Java operators** can be classified as unary, binary, or ternary—meaning taking one, two, or three arguments, respectively. A unary operator may appear  
before (prefix) its argument or after (postfix) its argument. A binary or ternary operator appears between its arguments.

Operators in java fall into 8 different categories:

Java operators fall into eight different categories: **assignment, arithmetic, relational, logical, bitwise, compound assignment, conditional, and type**.

Assignment Operators =

 Arithmetic Operators - + \* / % ++ --

 Relational Operators > < >= <= == !=

 Logical Operators && || & | ! ^

 Bit wise Operator & | ^ >> >>>

 Compound Assignment Operators += -= \*= /= %=

  <<= >>= >>>= Conditional Operator ?:

Java has eight different operator types: assignment, arithmetic, relational, logical, bitwise, compound assignment, conditional, and type.

## ASSIGNMENT OPERATORS

The java assignment operator statement has the following syntax:

variable> = <*expression*>

If the value already exists in the variable it is overwritten by the assignment operator (=).

public class AssignmentOperatorsDemo {

public AssignmentOperatorsDemo() {

// Assigning Primitive Values

int j, k;

j = 10; // j gets the value 10.

j = 5; // j gets the value 5. Previous value is overwritten.

k = j; // k gets the value 5.

System.out.println("j is : " + j);

System.out.println("k is : " + k);

// Assigning References

Integer i1 = new Integer("1");

Integer i2 = new Integer("2");

System.out.println("i1 is : " + i1);

System.out.println("i2 is : " + i2);

i1 = i2;

System.out.println("i1 is : " + i1);

System.out.println("i2 is : " + i2);

// Multiple Assignments

k = j = 10; // (k = (j = 10))

System.out.println("j is : " + j);

System.out.println("k is : " + k);

}

public static void main(String args[]) {

new AssignmentOperatorsDemo();

}

}

[**Download**](http://www.wideskills.com/sites/default/files/Zip_Files/Assignment-Operators.zip) AssignmentOperatorsDemoSource code

## ARITHMETIC OPERATORS

Java provides eight Arithmetic operators. They are for addition, subtraction, multiplication, division, modulo (or remainder), increment (or add 1), decrement (or subtract 1), and negation. An example program is shown below that demonstrates the different arithmetic operators in java.

The binary operator + is overloaded in the sense that the operation performed is determined by the type of the operands. When one of the operands is a String object, the other operand is implicitly converted to its string representation and string concatenation is performed.

*String message = 100 + “Messages”; //”100 Messages”*

public class ArithmeticOperatorsDemo {

public ArithmeticOperatorsDemo() {

int x, y = 10, z = 5;

x = y + z;

System.out.println("+ operator resulted in " + x);

x = y - z;

System.out.println("- operator resulted in " + x);

x = y \* z;

System.out.println("\* operator resulted in " + x);

x = y / z;

System.out.println("/ operator resulted in " + x);

x = y % z;

System.out.println("% operator resulted in " + x);

x = y++;

System.out.println("Postfix ++ operator resulted in " + x);

x = ++z;

System.out.println("Prefix ++ operator resulted in " + x);

x = -y;

System.out.println("Unary operator resulted in " + x);

// Some examples of special Cases

int tooBig = Integer.MAX\_VALUE + 1; // -2147483648 which is

// Integer.MIN\_VALUE.

int tooSmall = Integer.MIN\_VALUE - 1; // 2147483647 which is

// Integer.MAX\_VALUE.

System.out.println("tooBig becomes " + tooBig);

System.out.println("tooSmall becomes " + tooSmall);

System.out.println(4.0 / 0.0); // Prints: Infinity

System.out.println(-4.0 / 0.0); // Prints: -Infinity

System.out.println(0.0 / 0.0); // Prints: NaN

double d1 = 12 / 8; // result: 1 by integer division.

  // d1 gets the value 1.0.

double d2 = 12.0F / 8; // result: 1.5

System.out.println("d1 is " + d1);

System.out.println("d2 iss " + d2);

}

public static void main(String args[]) {

new ArithmeticOperatorsDemo();

}

}

[**Download**](http://www.wideskills.com/sites/default/files/Zip_Files/Arithmetic-Operators.zip) ArithmeticOperatorsDemo Source code

## RELATIONAL OPERATORS

Relational operators in Java are used to compare 2 or more objects. Java provides six relational operators:

greater than (>), less than (<), greater than or equal (>=), less than or equal (<=), equal (==), and not equal (!=).

All relational operators are binary operators, and their operands are numeric expressions.

Binary numeric promotion is applied to the operands of these operators. The evaluation results in a boolean value. Relational operators have precedence lower than arithmetic operators, but higher than that of the assignment operators. An example program is shown below that demonstrates the different relational operators in java.

public class RelationalOperatorsDemo {

public RelationalOperatorsDemo( ) {

int x = 10, y = 5;

System.out.println("x &gt; y : "+(x &gt; y));

System.out.println("x &lt; y : "+(x &lt; y));

System.out.println("x &gt;= y : "+(x &gt;= y));

System.out.println("x &lt;= y : "+(x &lt;= y));

System.out.println("x == y : "+(x == y));

System.out.println("x != y : "+(x != y));

}

public static void main(String args[]){

new RelationalOperatorsDemo();

}

}

[**Download**](http://www.wideskills.com/sites/default/files/Zip_Files/Relational-Operators.zip) RelationalOperatorsDemo Source code

## LOGICAL OPERATORS

Logical operators return a true or false value based on the state of the Variables. There are six logical, or boolean, operators. They are AND, conditional AND, OR, conditional OR, exclusive OR, and NOT. Each argument to a logical operator must be a boolean data type, and the result is always a boolean data type. An example program is shown below that demonstrates the different Logical operators in java.

public class LogicalOperatorsDemo {

public LogicalOperatorsDemo() {

boolean x = true;

boolean y = false;

System.out.println("x &amp; y : " + (x &amp; y));

System.out.println("x &amp;&amp; y : " + (x &amp;&amp; y));

System.out.println("x | y : " + (x | y));

System.out.println("x || y: " + (x || y));

System.out.println("x ^ y : " + (x ^ y));

System.out.println("!x : " + (!x));

}

public static void main(String args[]) {

new LogicalOperatorsDemo();

}

}

[**Download**](http://www.wideskills.com/sites/default/files/Zip_Files/Logical-Operators.zip) LogicalOperatorsDemo Source code

Given that x and y represent boolean expressions, the boolean logical operators are defined in the Table below.

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **x** | **y** | **!x** | **x & y**  **x && y** | **x | y**  **x || y** | **x ^ y** |
| true | true | false | true | true | false |
| true | false | false | false | true | true |
| false | true | true | false | true | true |
| false | false | true | false | false | false |

### BITWISE OPERATORS

Java provides Bit wise operators to manipulate the contents of variables at the bit level.

These variables must be of numeric data type ( char, short, int, or long). Java provides seven bitwise

operators. They are AND, OR, Exclusive-OR, Complement, Left-shift, Signed Right-shift, and Unsigned Right-shift. An example program is shown below that demonstrates the different Bit wise operators in java.

public class BitwiseOperatorsDemo {

public BitwiseOperatorsDemo() {

int x = 0xFAEF; //1 1 1 1 1 0 1 0 1 1 1 0 1 1 1 1

int y = 0xF8E9; //1 1 1 1 1 0 0 0 1 1 1 0 1 0 0 1

int z; System.out.println("x &amp; y : " + (x &amp; y));

System.out.println("x | y : " + (x | y));

System.out.println("x ^ y : " + (x ^ y));

System.out.println("~x : " + (~x));

System.out.println("x &lt;&lt; y : " + (x &lt;&lt; y));

System.out.println("x &gt;&gt; y : " + (x &gt;&gt; y));

System.out.println("x &gt;&gt;&gt; y : " + (x &gt;&gt;&gt; y));

//There is no unsigned left shift operator

}

public static void main(String args[])

new BitwiseOperatorsDemo();

}

[**Download**](http://www.wideskills.com/sites/default/files/Zip_Files/Bitwise-Operators.zip) BitwiseOperatorsDemo Source code

The result of applying bitwise operators between two corresponding bits in the operands is shown in the Table below.

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **A** | **B** | **~A** | **A & B** | **A | B** | **A ^ B** |
| **1** | **1** | 0 | 1 | 1 | 0 |
| **1** | **0** | 0 | 0 | 1 | 1 |
| **0** | **1** | 1 | 0 | 1 | 1 |
| **0** | **0** | 1 | 0 | 0 | 0 |

**Output**

/\*

\* The below program demonstrates bitwise operators keeping in mind operator precedence

\* Operator Precedence starting with the highest is -&gt; |, ^, &amp;

\*/

public class BitwisePrecedenceEx {

public static void main(String[] args) {

int a = 1 | 2 ^ 3 &amp; 5;

int b = ((1 | 2) ^ 3) &amp; 5;

int c = 1 | (2 ^ (3 &amp; 5));

System.out.print(a + "," + b + "," + c);

}

}

[**Download**](http://www.wideskills.com/sites/default/files/Zip_Files/Bitwise-Operators-2.zip) BitwiseOperatorsDemo2 Source code

### COMPOUND OPERATORS

compound operators perform shortcuts in common programming operations. Java has eleven compound assignment operators.

Syntax:

 = argument2.

The above statement is the same as, argument1 = argument1 operator argument2. An example program is shown below that demonstrates the different Compound operators in java.

public class CompoundOperatorsDemo {

public CompoundOperatorsDemo() {

int x = 0, y = 5;

x += 3;

System.out.println("x : " + x);

y \*= x;

System.out.println("y : " + y);

/\*Similarly other operators can be applied as shortcuts. Other

compound assignment operators include boolean logical

, bitwiseand shift operators\*/

}

public static void main(String args[]) {

new CompoundOperatorsDemo();

}

}

[**Download**](http://www.wideskills.com/sites/default/files/Zip_Files/Compound-Operators.zip) CompoundOperatorsDemo Source code

### CONDITIONAL OPERATORS

The Conditional operator is the only ternary (operator takes three arguments) operator in Java. The operator evaluates the first argument and, if true, evaluates the second argument. If the first argument evaluates to false, then the third argument is evaluated. The conditional operator is the expression equivalent of the if-else statement. The conditional expression can be nested and the conditional operator associates from right to left: **(a?b?c?d:e:f:g) evaluates as (a?(b?(c?d:e):f):g)**

An example program is shown below that demonstrates the Ternary operator in java.

public class TernaryOperatorsDemo {

public TernaryOperatorsDemo() {

int x = 10, y = 12, z = 0;

z = x &gt; y ? x : y;

System.out.println("z : " + z);

}

public static void main(String args[]) {

new TernaryOperatorsDemo();

}

}

[**Download**](http://www.wideskills.com/sites/default/files/Zip_Files/Ternary-Operators.zip) TernaryOperatorsDemo Source code

/\*

\* The following programs shows that when no explicit parenthesis is used then the

conditional operator

\* evaluation is from right to left

\*/

public class BooleanEx1 {

static String m1(boolean b) {

return b ? "T" : "F";

}

public static void main(String[] args) {

boolean t1 = false ? false : true ? false : true ? false : true;

boolean t2 = false ? false

: (true ? false : (true ? false : true));

boolean t3 = ((false ? false : true) ? false : true) ? false

: true;

System.out.println(m1(t1) + m1(t2) + m1(t3));

}

}

**Output**

FFT

[**Download**](http://www.wideskills.com/sites/default/files/Zip_Files/Ternary-Operators-2.zip)TernaryOperatorsDemo2 Source code

Type conversion allows a value to be changed from one primitive data type to another. Conversion can occur explicitly, as specified in

the program, or implicitly, by Java itself. Java allows both type widening and type narrowing conversions.

In java Conversions can occur by the following ways:

* Using a cast operator (explicit promotion)
* Using an arithmetic operator is used with arguments of different data types (arithmetic promotion)
* A value of one type is assigned to a variable of a different type (assignment promotion)

## OPERATOR PRECEDENCE

The order in which operators are applied is known as precedence. Operators with a higher precedence are applied before operators with a lower precedence. The operator precedence order of Java is shown below. Operators at the top of the table are applied before operators lower down in the table. If two operators have the same precedence, they are applied in the order they appear in a statement.

That is, from left to right. You can use parentheses to override the default precedence.

|  |  |
| --- | --- |
| **postfix** | **[] . () expr++ expr–** |
| **unary** | **++expr –expr +expr -expr ! ~** |
| **creation/caste** | **new (type)expr** |
| **multiplicative** | **\* / %** |
| **additive** | **+ -** |
| **shift** | **>> >>>** |
| **relational** | **< <= > >= instanceof** |
| **equality** | **== !=** |
| **bitwise AND** | **&** |
| **bitwise exclusive OR** | **^** |
| **bitwise inclusive OR** | **|** |
| **logical AND** | **&&** |
| **logical OR** | **||** |
| **ternary** | **?:** |
| **assignment** | **= “op=”** |
|  | |

**Example**

In an operation such as,

result = 4 + 5 \* 3

First (5 \* 3) is evaluated and the result is added to 4 giving the Final Result value as 19. Note that ‘\*’ takes higher precedence than ‘+’ according to chart shown above. This kind of precedence of one operator over another applies to all the operators.

**QUIZ**

1. How to generate a random number between 1 to x, x being a whole number greater than 1

Ans: double result = x \* Math.random();

Topic 1:Conditional Operator

The Java programming language has includes five simple arithmetic operators like are **+ (addition), - (subtraction), \* (multiplication), / (division)**, and **% (modulo).**The following table summarizes the binary arithmetic operators in the Java programming language.

The relation operators in Java are: ==, !=, <, >, <=, and >=. The meanings of these operators are:

|  |  |
| --- | --- |
| **Use** | **Returns true if** |
| op1 **+** op2 | op1 added to op2 |
| op1 **-** op2 | op2 subtracted from op1 |
| op1 **\***op2 | op1 multiplied with op2 |
| op1 **/** op2 | op1 divided by op2 |
| op1**%**op2 | Computes the remainder of dividing op1 by op2 |

The following java program, ArithmeticProg , defines two integers and two double-precision floating-point numbers and uses the five arithmetic operators to perform different arithmetic operations. This program also uses + to concatenate strings. The arithmetic operations are shown in boldface.

public class ArithmeticProg {

public static void main(String[] args) {

//a few numbers

int i = 10;

int j = 20;

double x = 10.5;

double y = 20.5;

//adding numbers

System.out.println("Adding");

System.out.println(" i + j = " + (i + j));

System.out.println(" x + y = " + (x + y));

//subtracting numbers

System.out.println("Subtracting");

System.out.println(" i - j = " + (i - j));

System.out.println(" x - y = " + (x - y));

//multiplying numbers

System.out.println("Multiplying");

System.out.println(" i \* j = " + (i \* j));

System.out.println(" x \* y = " + (x \* y));

//dividing numbers

System.out.println("Dividing");

System.out.println(" i / j = " + (i / j));

System.out.println(" x / y = " + (x / y));

//computing the remainder resulting

//from dividing numbers

System.out.println("Modulus");

System.out.println(" i % j = " + (i % j));

System.out.println(" x % y = " + (x % y));

}

}

Topic 1:Types of Operator

Java provides a rich set of operators to manipulate variables. We can divide all the Java operators into the following groups:

* Arithmetic Operators
* Relational Operators
* Bitwise Operators
* Logical Operators
* Assignment Operators
* Misc Operators

## The Arithmetic Operators:

Arithmetic operators are used in mathematical expressions in the same way that they are used in algebra. The following table lists the arithmetic operators:

Assume integer variable A holds 10 and variable B holds 20, then:

[**Show Examples**](http://www.tutorialspoint.com/java/java_arithmatic_operators_examples.htm)

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| + | Addition - Adds values on either side of the operator | A + B will give 30 |
| - | Subtraction - Subtracts right hand operand from left hand operand | A - B will give -10 |
| \* | Multiplication - Multiplies values on either side of the operator | A \* B will give 200 |
| / | Division - Divides left hand operand by right hand operand | B / A will give 2 |
| % | Modulus - Divides left hand operand by right hand operand and returns remainder | B % A will give 0 |
| ++ | Increment - Increases the value of operand by 1 | B++ gives 21 |
| -- | Decrement - Decreases the value of operand by 1 | B-- gives 19 |

## The Relational Operators:

There are following relational operators supported by Java language

Assume variable A holds 10 and variable B holds 20, then:

[**Show Examples**](http://www.tutorialspoint.com/java/java_relational_operators_examples.htm)

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| == | Checks if the values of two operands are equal or not, if yes then condition becomes true. | (A == B) is not true. |
| != | Checks if the values of two operands are equal or not, if values are not equal then condition becomes true. | (A != B) is true. |
| > | Checks if the value of left operand is greater than the value of right operand, if yes then condition becomes true. | (A > B) is not true. |
| < | Checks if the value of left operand is less than the value of right operand, if yes then condition becomes true. | (A < B) is true. |
| >= | Checks if the value of left operand is greater than or equal to the value of right operand, if yes then condition becomes true. | (A >= B) is not true. |
| <= | Checks if the value of left operand is less than or equal to the value of right operand, if yes then condition becomes true. | (A <= B) is true. |

## The Bitwise Operators:

Java defines several bitwise operators, which can be applied to the integer types, long, int, short, char, and byte.

Bitwise operator works on bits and performs bit-by-bit operation. Assume if a = 60; and b = 13; now in binary format they will be as follows:

a = 0011 1100

b = 0000 1101

-----------------

a&b = 0000 1100

a|b = 0011 1101

a^b = 0011 0001

~a  = 1100 0011

The following table lists the bitwise operators:

Assume integer variable A holds 60 and variable B holds 13 then:

[**Show Examples**](http://www.tutorialspoint.com/java/java_bitwise_operators_examples.htm)

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| & | Binary AND Operator copies a bit to the result if it exists in both operands. | (A & B) will give 12 which is 0000 1100 |
| | | Binary OR Operator copies a bit if it exists in either operand. | (A | B) will give 61 which is 0011 1101 |
| ^ | Binary XOR Operator copies the bit if it is set in one operand but not both. | (A ^ B) will give 49 which is 0011 0001 |
| ~ | Binary Ones Complement Operator is unary and has the effect of 'flipping' bits. | (~A ) will give -61 which is 1100 0011 in 2's complement form due to a signed binary number. |
| << | Binary Left Shift Operator. The left operands value is moved left by the number of bits specified by the right operan | A << 2 will give 240 which is 1111 0000 |
| >> | Binary Right Shift Operator. The left operands value is moved right by the number of bits specified by the right operand. | A >> 2 will give 15 which is 1111 |
| >>> | Shift right zero fill operator. The left operands value is moved right by the number of bits specified by the right operand and shifted values are filled up with zeros. | A >>>2 will give 15 which is 0000 1111 |

## The Logical Operators:

The following table lists the logical operators:

Assume Boolean variables A holds true and variable B holds false, then:

[**Show Examples**](http://www.tutorialspoint.com/java/java_logical_operators_examples.htm)

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| && | Called Logical AND operator. If both the operands are non-zero, then the condition becomes true. | (A && B) is false. |
| || | Called Logical OR Operator. If any of the two operands are non-zero, then the condition becomes true. | (A || B) is true. |
| ! | Called Logical NOT Operator. Use to reverses the logical state of its operand. If a condition is true then Logical NOT operator will make false. | !(A && B) is true. |

## The Assignment Operators:

There are following assignment operators supported by Java language:

[**Show Examples**](http://www.tutorialspoint.com/java/java_assignment_operators_examples.htm)

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| = | Simple assignment operator, Assigns values from right side operands to left side operand | C = A + B will assign value of A + B into C |
| += | Add AND assignment operator, It adds right operand to the left operand and assign the result to left operand | C += A is equivalent to C = C + A |
| -= | Subtract AND assignment operator, It subtracts right operand from the left operand and assign the result to left operand | C -= A is equivalent to C = C - A |
| \*= | Multiply AND assignment operator, It multiplies right operand with the left operand and assign the result to left operand | C \*= A is equivalent to C = C \* A |
| /= | Divide AND assignment operator, It divides left operand with the right operand and assign the result to left operand | C /= A is equivalent to C = C / A |
| %= | Modulus AND assignment operator, It takes modulus using two operands and assign the result to left operand | C %= A is equivalent to C = C % A |
| <<= | Left shift AND assignment operator | C <<= 2 is same as C = C << 2 |
| >>= | Right shift AND assignment operator | C >>= 2 is same as C = C >> 2 |
| &= | Bitwise AND assignment operator | C &= 2 is same as C = C & 2 |
| ^= | bitwise exclusive OR and assignment operator | C ^= 2 is same as C = C ^ 2 |
| |= | bitwise inclusive OR and assignment operator | C |= 2 is same as C = C | 2 |

## Misc Operators

There are few other operators supported by Java Language.

## Conditional Operator ( ? : ):

Conditional operator is also known as the ternary operator. This operator consists of three operands and is used to evaluate Boolean expressions. The goal of the operator is to decide which value should be assigned to the variable. The operator is written as:

variable x = (expression) ? value if true : value if false

Following is the example:

public class Test {

public static void main(String args[]){

int a , b;

a = 10;

b = (a == 1) ? 20: 30;

System.out.println( "Value of b is : " + b );

b = (a == 10) ? 20: 30;

System.out.println( "Value of b is : " + b );

}

}

This would produce the following result:

Value of b is : 30

Value of b is : 20

## instanceof Operator:

This operator is used only for object reference variables. The operator checks whether the object is of a particular type(class type or interface type). instanceof operator is wriiten as:

( Object reference variable ) instanceof (class/interface type)

If the object referred by the variable on the left side of the operator passes the IS-A check for the class/interface type on the right side, then the result will be true. Following is the example:

public class Test {

public static void main(String args[]){

String name = "James";

// following will return true since name is type of String

boolean result = name instanceof String;

System.out.println( result );

}

}

This would produce the following result:

true

This operator will still return true if the object being compared is the assignment compatible with the type on the right. Following is one more example:

class Vehicle {}

public class Car extends Vehicle {

public static void main(String args[]){

Vehicle a = new Car();

boolean result = a instanceof Car;

System.out.println( result );

}

}

This would produce the following result:

true

## Precedence of Java Operators:

Operator precedence determines the grouping of terms in an expression. This affects how an expression is evaluated. Certain operators have higher precedence than others; for example, the multiplication operator has higher precedence than the addition operator:

For example, x = 7 + 3 \* 2; here x is assigned 13, not 20 because operator \* has higher precedence than +, so it first gets multiplied with 3\*2 and then adds into 7.

Here, operators with the highest precedence appear at the top of the table, those with the lowest appear at the bottom. Within an expression, higher precedence operators will be evaluated first.

|  |  |  |
| --- | --- | --- |
| **Category** | **Operator** | **Associativity** |
| Postfix | () [] . (dot operator) | Left toright |
| Unary | ++ - - ! ~ | Right to left |
| Multiplicative | \* / % | Left to right |
| Additive | + - | Left to right |
| Shift | >> >>> << | Left to right |
| Relational | > >= < <= | Left to right |
| Equality | == != | Left to right |
| Bitwise AND | & | Left to right |
| Bitwise XOR | ^ | Left to right |
| Bitwise OR | | | Left to right |
| Logical AND | && | Left to right |
| Logical OR | || | Left to right |
| Conditional | ?: | Right to left |
| Assignment | = += -= \*= /= %= >>= <<= &= ^= |= | Right to left |
| Comma | , | Left to right |

Chapter 4: **Control Flow Statements**

Topic 1: **Branching Statements: break, continue, return, try-catch-finally, assert**  :

## The break Statement

The break statement has two forms: labeled and unlabeled. You saw the unlabeled form in the previous discussion of the switch statement. You can also use an unlabeledbreak to terminate a for, while, or do-while loop, as shown in the following [BreakDemo](http://docs.oracle.com/javase/tutorial/java/nutsandbolts/examples/BreakDemo.java) program:

class BreakDemo {

public static void main(String[] args) {

int[] arrayOfInts =

{ 32, 87, 3, 589,

12, 1076, 2000,

8, 622, 127 };

int searchfor = 12;

int i;

boolean foundIt = false;

for (i = 0; i < arrayOfInts.length; i++) {

if (arrayOfInts[i] == searchfor) {

foundIt = true;

**break;**

}

}

if (foundIt) {

System.out.println("Found " + searchfor + " at index " + i);

} else {

System.out.println(searchfor + " not in the array");

}

}

}

This program searches for the number 12 in an array. The break statement, shown in boldface, terminates the for loop when that value is found. Control flow then transfers to the statement after the for loop. This program's output is:

Found 12 at index 4

An unlabeled break statement terminates the innermost switch, for, while, or do-while statement, but a labeled break terminates an outer statement. The following program, [BreakWithLabelDemo](http://docs.oracle.com/javase/tutorial/java/nutsandbolts/examples/BreakWithLabelDemo.java), is similar to the previous program, but uses nested for loops to search for a value in a two-dimensional array. When the value is found, a labeled break terminates the outer for loop (labeled "search"):

class BreakWithLabelDemo {

public static void main(String[] args) {

int[][] arrayOfInts = {

{ 32, 87, 3, 589 },

{ 12, 1076, 2000, 8 },

{ 622, 127, 77, 955 }

};

int searchfor = 12;

int i;

int j = 0;

boolean foundIt = false;

search:

for (i = 0; i < arrayOfInts.length; i++) {

for (j = 0; j < arrayOfInts[i].length;

j++) {

if (arrayOfInts[i][j] == searchfor) {

foundIt = true;

break search;

}

}

}

if (foundIt) {

System.out.println("Found " + searchfor + " at " + i + ", " + j);

} else {

System.out.println(searchfor + " not in the array");

}

}

}

This is the output of the program.

Found 12 at 1, 0

The break statement terminates the labeled statement; it does not transfer the flow of control to the label. Control flow is transferred to the statement immediately following the labeled (terminated) statement.

## The continue Statement

The continue statement skips the current iteration of a for, while , or do-while loop. The unlabeled form skips to the end of the innermost loop's body and evaluates theboolean expression that controls the loop. The following program, [ContinueDemo](http://docs.oracle.com/javase/tutorial/java/nutsandbolts/examples/ContinueDemo.java) , steps through a String, counting the occurences of the letter "p". If the current character is not a p, the continue statement skips the rest of the loop and proceeds to the next character. If it *is* a "p", the program increments the letter count.

class ContinueDemo {

public static void main(String[] args) {

String searchMe = "peter piper picked a " + "peck of pickled peppers";

int max = searchMe.length();

int numPs = 0;

for (int i = 0; i < max; i++) {

// interested only in p's

if (searchMe.charAt(i) != 'p')

continue;

// process p's

numPs++;

}

System.out.println("Found " + numPs + " p's in the string.");

}

}

Here is the output of this program:

Found 9 p's in the string.

To see this effect more clearly, try removing the continue statement and recompiling. When you run the program again, the count will be wrong, saying that it found 35 p's instead of 9.

A labeled continue statement skips the current iteration of an outer loop marked with the given label. The following example program, ContinueWithLabelDemo, uses nested loops to search for a substring within another string. Two nested loops are required: one to iterate over the substring and one to iterate over the string being searched. The following program, [ContinueWithLabelDemo](http://docs.oracle.com/javase/tutorial/java/nutsandbolts/examples/ContinueWithLabelDemo.java), uses the labeled form of continue to skip an iteration in the outer loop.

class ContinueWithLabelDemo {

public static void main(String[] args) {

String searchMe = "Look for a substring in me";

String substring = "sub";

boolean foundIt = false;

int max = searchMe.length() -

substring.length();

test:

for (int i = 0; i <= max; i++) {

int n = substring.length();

int j = i;

int k = 0;

while (n-- != 0) {

if (searchMe.charAt(j++) != substring.charAt(k++)) {

continue test;

}

}

foundIt = true;

break test;

}

System.out.println(foundIt ? "Found it" : "Didn't find it");

}

}

Here is the output from this program.

Found it

## The return Statement

The last of the branching statements is the return statement. The return statement exits from the current method, and control flow returns to where the method was invoked. The return statement has two forms: one that returns a value, and one that doesn't. To return a value, simply put the value (or an expression that calculates the value) after thereturn keyword.

return ++count;

The data type of the returned value must match the type of the method's declared return value. When a method is declared void, use the form of return that doesn't return a value.

return;

## Print out the multiplication table for 1 to 10

degree of difficulty: 3

Implement a Java-main-method that prints out the multiplication table for all numbers from 1 to 10. Use the tabulator character '\t' to align the values. The output of your method should be as follows:

1 2 3 4 5 6 7 8 9 10

2 4 6 8 10 12 14 16 18 20

3 6 9 12 15 18 21 24 27 30

4 8 12 16 20 24 28 32 36 40

5 10 15 20 25 30 35 40 45 50

6 12 18 24 30 36 42 48 54 60

7 14 21 28 35 42 49 56 63 70

8 16 24 32 40 48 56 64 72 80

9 18 27 36 45 54 63 72 81 90

10 20 30 40 50 60 70 80 90 100

[Solution](http://www.home.hs-karlsruhe.de/~pach0003/informatik_1/aufgaben/en/doc/de/hska/java/exercises/flowcontrol/MultiplicationTable.html)

## Sort three numbers

degree of difficulty: 3

Implement a Java-method with three local int variables a, b, and c that sorts these three values in ascending order by comparing and exchanging their values. At the end of the program a <= b <= c must hold.

You can solve this exercises with three if in minimum. Test your method with all six permutation of three different numbers.

[Solution](http://www.home.hs-karlsruhe.de/~pach0003/informatik_1/aufgaben/en/doc/de/hska/java/exercises/flowcontrol/SortThreeNumbers.html)

## Calculate (german) grades for an examination

degree of difficulty: 3

The maximum points you can get in the written exam to my lecture is 120. At 60 points you have passed the exam (grade 4.0). For every additional 5 points the next better grade. Because of juridictional problems, the grade 4.3 does not exist (it is 4,7, too, in that case). It is possible to get 0.5 points for your solutions in the exam. The following table shows the mapping between points and their grades:

|  |  |
| --- | --- |
| grade | points |
| 5.0 | 0 - 49.5 |
| 4.7 | 50 - 59.5 |
| 4.0 | 60 - 64.5 |
| 3.7 | 65 - 69.5 |
| 3.3 | 70 - 74.5 |
| 3.0 | 75 - 79.5 |
| 2.7 | 80 - 84.5 |
| 2.3 | 85 - 89.5 |
| 2.0 | 90 - 94.5 |
| 1.7 | 95 - 99.5 |
| 1.3 | 100 - 104.5 |
| 1.0 | 105 - 120 |

Implement a Java-function that returns the grade for the points reached in the exam and prints out the grade for all points from 0 to 120 (in steps of 0.5).

[Solution](http://www.home.hs-karlsruhe.de/~pach0003/informatik_1/aufgaben/en/doc/de/hska/java/exercises/flowcontrol/CalculateGrades.html)

## Find the day of the week of a given date

degree of difficulty: 2

Implement a Java-method that prints out the day of the week for a given day (1..31), month (1..12) and year.

The day of the week of dates between March 1900 and February 2100 can be calculated as follows:

First, you have to calculate the total number of days from 1900/1/1 to the given date (see below, for details). Secondly, you divide this number by 7 with integer remainder: this now is the day of the week, with 0 as sunday, 1 as monday, etc.

To calculate the total number of days you have to implement the following steps:

* Subtract 1900 from the given year and multiply the result by 365
* Add the missing leaps years by adding (year - 1900) / 4.
* If the year itself is a leap year and the month is January or February, you have to subtract 1 from the previous result.
* Now add the all days of the year up to the given one to the result (in case of february always 28, because the additional day for a leap year already have been added).

Here some dates with the day of the week for testing your Java programm:

* Easter Sunday: 1916/3/23, 2007/4/8, 2010/4/4
* Ash Wednesday: 2006/3/1, 2007/2/21, 2010/2/17

[Solution](http://www.home.hs-karlsruhe.de/~pach0003/informatik_1/aufgaben/en/doc/de/hska/java/exercises/flowcontrol/DayOfTheWeek.html)

## Winning strategy for Roulette

degree of difficulty 2

A foolproof winning strategy for roulette is to always bet on the same color: If you loose your wager, then you simply double the bet to compensate the loss. The probability for red (or black) is 50% (we ignore the existence of zero).

Implement a Java method, that calculates how much money you approximatly need for playing 1 000 000 times with 1 Euro as the first bet.

Use the expression Math.random() < 0.5 for checking the probability.

How much money do you approximatly need, without loosing it during gambling.

Extend your Java method, such that it calculates from a given seed money the number of rounds you need to play to loose all your money.

[Solution](http://www.home.hs-karlsruhe.de/~pach0003/informatik_1/aufgaben/en/doc/de/hska/java/exercises/flowcontrol/Roulette.html)

## Convert a given number of bytes into a representation with metric units

degree of difficulty 3

A number of bytes given as a int value should be printed out with at most three digits before the decimal comma. The ouput for four different values:

123 Byte are 123.0 Byte

15323 Byte are 15.323 KByte

15323000 Byte are 15.323 MByte

1532300001 Byte are 1.532300001 GByte

Do not use iterations (only if-else).

Topic 1: **Selection Statements: if, if-else, switch**

A loop is a section of code that is executed repeatedly until a stopping condition is met. A typical loop may look like:

while there's more data {

Read a Line of Data

Do Something with the Data

}

There are many different kinds of loops in Java including while, for, and do while loops. They differ primarily in the stopping conditions used.

For loops typically iterate a fixed number of times and then exit. While loops iterate continuously until a particular condition is met. You usually do not know in advance how many times a while loop will loop.

In this case we want to write a loop that will print each of the command line arguments in succession, starting with the first one. We don't know in advance how many arguments there will be, but we can easily find this out before the loop starts using the args.length. Therefore we will write this with a for loop. Here's the code:

Source Code

// This is the Hello program in Java

class Hello {

public static void main (String args[]) {

int i;

/\* Now let's say hello \*/

System.out.print("Hello ");

for (i=0; i < args.length; i = i++) {

System.out.print(args[i]);

System.out.print(" ");

}

System.out.println();

}

}

We begin the code by declaring our variables. In this case we have exactly one variable, the integer i. i

Then we begin the program by saying "Hello" just like before.

Next comes the for loop. The loop begins by initializing the counter variable i to be zero. This happens exactly once at the beginning of the loop. Programming tradition that dates back to Fortran insists that loop indices be named i, j, k, l, m and n in that order.

Next is the test condition. In this case we test that i is less than the number of arguments. When i becomes equal to the number of arguments, (args.length) we exit the loop and go to the first statement after the loop's closing brace. You might think that we should test for i being less than or equal to the number of arguments; but remember that we began counting at zero, not one.

Finally we have the increment step, i++ (i=i+1). This is executed at the end of each iteration of the loop. Without this we'd continue to loop forever since i would always be less than args.length.

Topic 1: **Looping Statements: for, while, do-while** :

# Java Control Flow Statements

[TOC](http://www.wideskills.com/java-tutorial)

* [Java Operators Tutorial](http://www.wideskills.com/java-tutorial/java-operators-tutorial)
* [Introduction To Java Modifiers](http://www.wideskills.com/java-tutorial/introduction-to-java-modifiers)

Java Control statements control the order of execution in a java program, based on data values and conditional logic. There are three main categories of control flow statements;

Selection statements: if, if-else and switch.

Loop statements: while, do-while and for.

 Transfer statements: break, continue, return, try-catch-finally and assert.

We use control statements when we want to change the default sequential order of execution

## SELECTION STATEMENTS

The If Statement

The if statement executes a block of code only if the specified expression is true. If the value is false, then the if block is skipped and execution continues with the rest of the program. You can either have a single statement or a block of code within an if statement. Note that the conditional expression must be a Boolean expression.

The simple if statement has the following syntax:

*if (<conditional expression>)   
       <statement action>*

Below is an example that demonstrates conditional execution based on if statement condition.

public class IfStatementDemo {

public static void main(String[] args) {

int a = 10, b = 20;

if (a &gt; b)

System.out.println("a &gt; b");

if (a &lt; b)

System.out.println("b &gt; a");

}

}

Output

b > a

[**Download**](http://www.wideskills.com/sites/default/files/Zip_Files/if-statement.zip) IfStatementDemo.java

The If-else Statement

The if/else statement is an extension of the if statement. If the statements in the if statement fails, the statements in the else block are executed. You can either have a single statement or a block of code within if-else blocks. Note that the conditional expression must be a Boolean expression.

The if-else statement has the following syntax:

    if (<conditional expression>)  
    <statement action>  
    else  
   <statement action>

Below is an example that demonstrates conditional execution based on if else statement condition.

public class IfElseStatementDemo {

public static void main(String[] args) {

int a = 10, b = 20;

if (a &gt; b) {

System.out.println("a &gt; b");

} else {

System.out.println("b &gt; a");

}

}

}

[**Download**](http://www.wideskills.com/sites/default/files/Zip_Files/if-else-statement.zip)IfElseStatementDemo.java

Switch Case Statement The switch case statement, also called a case statement is a multi-way branch with several choices. A switch is easier to implement than a series of if/else statements. The switch statement begins with a keyword, followed by an expression that equates to a no long integral value. Following the controlling expression is a code block that contains zero or more labeled cases. Each label must equate to an integer constant and each must be unique. When the switch statement executes, it compares the value of the controlling expression to the values of each case label. The program will select the value of the case label that equals the value of the controlling expression and branch down that path to the end of the code block. If none of the case label values match, then none of the codes within the switch statement code block will be executed. Java includes a default label to use in cases where there are no matches. We can have a nested switch within a case block of an outer switch. Its general form is as follows:

*switch (<non-long integral expression>) {  
     case* *label1:* *<statement1>  
     case* *label2:* *<statement2>*        … *case* *labeln:* *<statementn>  
    default: <statement>*    } // end switch

When executing a switch statement, the program falls through to the next case. Therefore, if you want to exit in the middle of the switch statement code block, you must insert a break statement, which causes the program to continue executing after the current code block.

Below is a java example that demonstrates conditional execution based on nested if else statement condition to find the greatest of 3 numbers.

public class SwitchCaseStatementDemo {

public static void main(String[] args) {

int a = 10, b = 20, c = 30;

int status = -1;

if (a &gt; b &amp;&amp; a &gt; c) {

status = 1;

} else if (b &gt; c) {

status = 2;

} else {

status = 3;

}

switch (status) {

case 1:

System.out.println("a is the greatest");

break;

case 2:

System.out.println("b is the greatest");

break;

case 3:

System.out.println("c is the greatest");

break;

default:

System.out.println("Cannot be determined");

}

}

}

Chapter 5:OOP

Topic 1: **Object-oriented programming**    :

# Object-Oriented Programming Concepts

If you've never used an object-oriented programming language before, you'll need to learn a few basic concepts before you can begin writing any code. This lesson will introduce you to objects, classes, inheritance, interfaces, and packages. Each discussion focuses on how these concepts relate to the real world, while simultaneously providing an introduction to the syntax of the Java programming language.

## [What Is an Object?](http://docs.oracle.com/javase/tutorial/java/concepts/object.html)

An object is a software bundle of related state and behavior. Software objects are often used to model the real-world objects that you find in everyday life. This lesson explains how state and behavior are represented within an object, introduces the concept of data encapsulation, and explains the benefits of designing your software in this manner.

## [What Is a Class?](http://docs.oracle.com/javase/tutorial/java/concepts/class.html)

A class is a blueprint or prototype from which objects are created. This section defines a class that models the state and behavior of a real-world object. It intentionally focuses on the basics, showing how even a simple class can cleanly model state and behavior.

## [What Is Inheritance?](http://docs.oracle.com/javase/tutorial/java/concepts/inheritance.html)

Inheritance provides a powerful and natural mechanism for organizing and structuring your software. This section explains how classes inherit state and behavior from their superclasses, and explains how to derive one class from another using the simple syntax provided by the Java programming language.

## [What Is an Interface?](http://docs.oracle.com/javase/tutorial/java/concepts/interface.html)

An interface is a contract between a class and the outside world. When a class implements an interface, it promises to provide the behavior published by that interface. This section defines a simple interface and explains the necessary changes for any class that implements it.

## [What Is a Package?](http://docs.oracle.com/javase/tutorial/java/concepts/package.html)

A package is a namespace for organizing classes and interfaces in a logical manner. Placing your code into packages makes large software projects easier to manage. This section explains why this is useful, and introduces you to the Application Programming Interface (API) provided by the Java platform.

### 1.  Exercises on Classes and Instances

#### 1.1  Exercise: The Circle Class

![ExerciseOOP_Circle.png](data:image/png;base64,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)

A class called **circle** is designed as shown in the following class diagram. It contains:

* Two private instance variables: radius (of type double) and color (of type String), with default value of 1.0 and "red", respectively.
* Two overloaded constructors;
* Two public methods: getRadius() and getArea().

The source codes for Circle is as follows:

public class **Circle** { // save as "Circle.java"

// private instance variable, not accessible from outside this class

private double radius;

private String color;

// 1st constructor, which sets both radius and color to default

public Circle() {

radius = 1.0;

color = "red";

}

// 2nd constructor with given radius, but color default

public Circle(double r) {

radius = r;

color = "red";

}

// A public method for retrieving the radius

public double getRadius() {

return radius;

}

// A public method for computing the area of circle

public double getArea() {

return radius\*radius\*Math.PI;

}

}

Compile "Circle.java". Can you run the Circle class? Why? This Circle class does not have a main() method. Hence, it cannot be run directly. This Circle class is a “building block” and is meant to be used in another program.

Let us write a test program called TestCircle which uses the Circle class, as follows:

public class **TestCircle** { // save as "TestCircle.java"

public static void main(String[] args) {

// Declare and allocate an instance of class Circle called c1

// with default radius and color

Circle c1 = new Circle();

// Use the dot operator to invoke methods of instance c1.

System.out.println("The circle has radius of "

+ c1.getRadius() + " and area of " + c1.getArea());

// Declare and allocate an instance of class circle called c2

// with the given radius and default color

Circle c2 = new Circle(2.0);

// Use the dot operator to invoke methods of instance c2.

System.out.println("The circle has radius of "

+ c2.getRadius() + " and area of " + c2.getArea());

}

}

Now, run the TestCircle and study the results.

TRY:

1. **Constructor:** Modify the class Circle to include a third constructor for constructing a Circle instance with the given radius and color.
2. // Construtor to construct a new instance of Circle with the given radius and color

public Circle (double r, String c) {......}

Modify the test program TestCircle to construct an instance of Circle using this constructor.

1. **Getter:** Add a getter for variable color for retrieving the color of a Circle instance.
2. // Getter for instance variable color

public String getColor() {......}

Modify the test program to test this method.

1. **public vs. private:** In TestCircle, can you access the instance variable radius directly (e.g., System.out.println(c1.radius)); or assign a new value to radius (e.g.,c1.radius=5.0)? Try it out and explain the error messages.
2. **Setter:** Is there a need to change the values of radius and color of a Circle instance after it is constructed? If so, add two public methods called setters for changing the radius andcolor of a Circle instance as follows:
3. // Setter for instance variable radius
4. public void setRadius(double r) {
5. radius = r;
6. }
8. // Setter for instance variable color

public void setColor(String c) { ...... }

Modify the TestCircle to test these methods, e.g.,

Circle c3 = new Circle(); // construct an instance of Circle

c3.setRadius(5.0); // change radius

c3.setColor(...); // change color

1. **Keyword "this":** Instead of using variable names such as r (for radius) and c (for color) in the methods' arguments, it is better to use variable names radius (for radius) andcolor (for color) and use the special keyword "this" to resolve the conflict between instance variables and methods' arguments. For example,
2. // Instance variable
3. private double radius;
5. // Setter of radius
6. public void setRadius(double radius) {
7. this.radius = radius; // "this.radius" refers to the instance variable
8. // "radius" refers to the method's argument

}

Modify ALL the constructors and setters in the Circle class to use the keyword "this".

1. **Method toString():** Every well-designed Java class should contain a public method called toString() that returns a short description of the instance (in a return type of String). The toString() method can be called explicitly (via instanceName.toString()) just like any other method; or implicitly through println(). If an instance is passed to theprintln(anInstance) method, the toString() method of that instance will be invoked implicitly. For example, include the following toString() methods to the Circle class:
2. public String toString() {
3. return "Circle: radius=" + radius + " color=" + color;

}

Try calling toString() method explicitly, just like any other method:

Circle c1 = new Circle(5.0);

System.out.println(c1.toString()); // explicit call

toString() is called implicitly when an instance is passed to println() method, for example,

Circle c2 = new Circle(1.2);

System.out.println(c2.toString()); // explicit call

System.out.println(c2); // println() calls toString() implicitly, same as above

System.out.println("Operator '+' invokes toString() too: " + c2); // '+' invokes toString() too

#### 1.2  Exercise: The Author and Book Classes
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A class called Author is designed as shown in the class diagram. It contains:

* Three private instance variables: name (String), email (String), and gender (char of either 'm' or 'f');
* One constructor to initialize the name, email and gender with the given values;

public Author (String name, String email, char gender) {......}

(There is no default constructor for Author, as there are no defaults for name, email and gender.)

* public getters/setters: getName(), getEmail(), setEmail(), and getGender();  
  (There are no setters for name and gender, as these attributes cannot be changed.)
* A toString() method that returns "author-name (gender) at email", e.g., "Tan Ah Teck (m) at ahTeck@somewhere.com".

Write the Author class. Also write a test program called TestAuthor to test the constructor and publicmethods. Try changing the email of an author, e.g.,

Author anAuthor = new Author("Tan Ah Teck", "ahteck@somewhere.com", 'm');

System.out.println(anAuthor); // call toString()

anAuthor.setEmail("paul@nowhere.com")

System.out.println(anAuthor);
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A class called Book is designed as shown in the class diagram. It contains:

* Four private instance variables: name (String), author (of the class Author you have just created, assume that each book has one and only one author), price (double), andqtyInStock (int);
* Two constructors:
* public Book (String name, Author author, double price) {...}
* public Book (String name, Author author, double price,

int qtyInStock) {...}

* public methods getName(), getAuthor(), getPrice(), setPrice(), getQtyInStock(),setQtyInStock().
* toString() that returns "'book-name' by author-name (gender) at email".  
  (Take note that the Author's toString() method returns "author-name (gender) at email".)

Write the class Book (which uses the Author class written earlier). Also write a test program calledTestBook to test the constructor and public methods in the class Book. Take Note that you have to construct an instance of Author before you can construct an instance of Book. E.g.,

Author anAuthor = new Author(......);

Book aBook = new Book("Java for dummy", anAuthor, 19.95, 1000);

// Use an anonymous instance of Author

Book anotherBook = new Book("more Java for dummy", new Author(......), 29.95, 888);

Take note that both Book and Author classes have a variable called name. However, it can be differentiated via the referencing instance. For a Book instance says aBook, aBook.name refers to the name of the book; whereas for an Author's instance say auAuthor, anAuthor.name refers to the name of the author. There is no need (and not recommended) to call the variables bookNameand authorName.

TRY:

1. Printing the name and email of the author from a Book instance. (Hint: aBook.getAuthor().getName(), aBook.getAuthor().getEmail()).
2. Introduce new methods called getAuthorName(), getAuthorEmail(), getAuthorGender() in the Book class to return the name, email and gender of the author of the book. For example,

public String getAuthorName() { ...... }

#### 1.3  Exercise: The MyPoint Class
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A class called MyPoint, which models a 2D point with x and y coordinates, is designed as shown in the class diagram. It contains:

* Two instance variables x (int) and y (int).
* A "no-argument" (or "no-arg") constructor that construct a point at (0, 0).
* A constructor that constructs a point with the given x and y coordinates.
* Getter and setter for the instance variables x and y.
* A method setXY() to set both x and y.
* A toString() method that returns a string description of the instance in the format "(x, y)".
* A method called distance(int x, int y) that returns the distance from this point to another point at the given (x, y)coordinates.
* An overloaded distance(MyPoint another) that returns the distance from this point to the given MyPoint instance another.

You are required to:

1. Write the code for the class MyPoint. Also write a test program (called TestMyPoint) to test all the methods defined in the class.  
   Hints:
2. // Overloading method distance()
3. public double distance(int x, int y) { // this version takes two ints as arguments
4. int xDiff = this.x – x;
5. int yDiff = ......
6. return Math.sqrt(xDiff\*xDiff + yDiff\*yDiff);
7. }
9. public double distance(MyPoint another) { // this version takes a MyPoint instance as argument
10. int xDiff = this.x – another.x;
11. .......
12. }
14. // Test program
15. MyPoint p1 = new MyPoint(3, 0);
16. MyPoint p2 = new MyPoint(0, 4);
17. ......
18. // Testing the overloaded method distance()
19. System.out.println(p1.distance(p2)); // which version?
20. System.out.println(p1.distance(5, 6)); // which version?

.....

1. Write a program that allocates 10 points in an array of MyPoint, and initializes to (1, 1), (2, 2), ... (10, 10).  
   Hints: You need to allocate the array, as well as each of the ten MyPoint instances.
2. MyPoint[] points = new MyPoint[10]; // Declare and allocate an array of MyPoint
3. for (......) {
4. points[i] = new MyPoint(...); // Allocate each of MyPoint instances

}

Notes: Point is such a common entity that JDK certainly provided for in all flavors.

#### 1.4  Exercise: The MyCircle Class
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A class called MyCircle, which models a circle with a center (x, y) and a radius, is designed as shown in the class diagram. The MyCircle class uses an instance of MyPoint class (created in the previous exercise) as its center.

The class contains:

* Two private instance variables: center (an instance of MyPoint) and radius (int).
* A constructor that constructs a circle with the given center's (x, y) and radius.
* An overloaded constructor that constructs a MyCircle given a MyPoint instance as center, and radius.
* Various getters and setters.
* A toString() method that returns a string description of this instance in the format "Circle @ (x, y) radius=r".
* A getArea() method that returns the area of the circle in double.

Write the MyCircle class. Also write a test program (called TestMyCircle) to test all the methods defined in the class.

#### 1.5  Exercise: The MyTriangle Class
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A class called MyTriangle, which models a triangle with 3 vertices, is designed as follows. The MyTriangle class uses three MyPoint instances (created in the earlier exercise) as the three vertices.

The class contains:

* Three private instance variables v1, v2, v3 (instances of MyPoint), for the three vertices.
* A constructor that constructs a MyTriangle with three points v1=(x1, y1), v2=(x2, y2), v3=(x3, y3).
* An overloaded constructor that constructs a MyTriangle given three instances of MyPoint.
* A toString() method that returns a string description of the instance in the format "Triangle @ (x1, y1), (x2, y2), (x3, y3)".
* A getPerimeter() method that returns the length of the perimeter in double. You should use the distance()method of MyPoint to compute the perimeter.
* A method printType(), which prints "equilateral" if all the three sides are equal, "isosceles" if any two of the three sides are equal, or "scalene" if the three sides are different.

Write the MyTriangle class. Also write a test program (called TestMyTriangle) to test all the methods defined in the class.

#### 1.6  Exercise: The MyComplex class
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A class called MyComplex, which models complex numbers x+yi, is designed as shown in the class diagram. It contains:

* Two instance variable named real(double) and imag(double) which stores the real and imaginary parts of the complex number respectively.
* A constructor that creates a MyComplex instance with the given real and imaginary values.
* Getters and setters for instance variables real and imag.
* A method setValue() to set the value of the complex number.
* A toString() that returns "(x + yi)" where x and y are the real and imaginary parts respectively.
* Methods isReal() and isImaginary() that returns true if this complex number is real or imaginary, respectively. Hint:

return (imag == 0); // isReal()

* A method equals(double real, double imag) that returns true if this complex number is equal to the given complex number of (real, imag).
* An overloaded equals(MyComplex another) that returns true if this complex number is equal to the givenMyComplex instance another.
* A method magnitude()that returns the magnitude of this complex number.

magnitude(x+yi) = Math.sqrt(x2 + y2)

* Methods argumentInRadians() and argumentInDegrees() that returns the argument of this complex number in radians (in double) and degrees (in int) respectively.

arg(x+yi) = Math.atan2(y, x) (in radians)

Note: The Math library has two arc-tangent methods, Math.atan(double) and Math.atan2(double, double). We commonly use the Math.atan2(y, x) instead of Math.atan(y/x) to avoid division by zero. Read the documentation of Math class in package java.lang.

* A method conjugate() that returns a new MyComplex instance containing the complex conjugate of this instance.

conjugate(x+yi) = x - yi

Hint:

return new MyComplex(real, -imag); // construct a new instance and return the constructed instance

* Methods add(MyComplex another) and subtract(MyComplex another) that adds and subtract this instance with the given MyComplex instance another, and returns a new MyComplexinstance containing the result.
* (a + bi) + (c + di) = (a+c) + (b+d)i

(a + bi) - (c + di) = (a-c) + (b-d)i

* Methods multiplyWith(MyComplex another) and divideBy(MyComplex another) that multiplies and divides this instance with the given MyComplex instance another, keep the result in this instance, and returns this instance.
* (a + bi) \* (c + di) = (ac - bd) + (ad + bc)i

(a + bi) / (c + di) = [(a + bi) \* (c – di)] / (c2 + d2)

Hint:

return this; // return "this" instance

You are required to:

1. Write the MyComplex class.
2. Write a test program to test all the methods defined in the class.
3. Write an application called MyComplexApp that uses the MyComplex class. The application shall prompt the user for two complex numbers, print their values, check for real, imaginary and equality, and carry out all the arithmetic operations.
4. Enter complex number 1 (real and imaginary part): **1.1 2.2**
5. Enter complex number 2 (real and imaginary part): **3.3 4.4**
7. Number 1 is: (1.1 + 2.2i)
8. (1.1 + 2.2i) is NOT a pure real number
9. (1.1 + 2.2i) is NOT a pure imaginary number
11. Number 2 is: (3.3 + 4.4i)
12. (3.3 + 4.4i) is NOT a pure real number
13. (3.3 + 4.4i) is NOT a pure imaginary number
15. (1.1 + 2.2i) is NOT equal to (3.3 + 4.4i)
16. (1.1 + 2.2i) + (3.3 + 4.4i) = (4.4 + 6.6000000000000005i)

(1.1 + 2.2i) - (3.3 + 4.4i) = (-2.1999999999999997 + -2.2i)

Take note that there are a few flaws in the design of this class, which was introduced solely for teaching purpose:

* Comparing doubles in equal() using "==" may produce unexpected outcome. For example, (2.2+4.4)==6.6 returns false. It is common to define a small threshold called EPSILON (set to about 10^-8) for comparing floating point numbers.
* The method add(), subtract(), and conjugate() produce new instances, whereas multiplyWith() and divideBy() modify this instance. There is inconsistency in the design (introduced for teaching purpose).
* Unusual to have both argumentInRadians() and argumentInDegrees().

#### 1.7  Exercise: The MyPolynomial Class
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A class called MyPolynomial, which models polynomials of degree-n (see equation), is designed as shown in the class diagram.
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The class contains:

* An instance variable named coeffs, which stores the coefficients of the n-degree polynomial in a double array of size n+1, where c0 is kept at index 0.
* A constructor MyPolynomial(coeffs:double...) that takes a variable number of doubles to initialize the coeffs array, where the first argument corresponds to c0. The three dots is known as varargs (variable number of arguments), which is a new feature introduced in JDK 1.5. It accepts an array or a sequence of comma-separated arguments. The compiler automatically packs the comma-separated arguments in an array. The three dots can only be used for the last argument of the method.  
  Hints:
* public class MyPolynomial {
* private double[] coeffs;
* public MyPolynomial(double... coeffs) { // varargs
* this.coeffs = coeffs; // varargs is treated as array
* }
* ......
* }
* // Test program
* // Can invoke with a variable number of arguments
* MyPolynomial p1 = new MyPolynomial(1.1, 2.2, 3.3);
* MyPolynomial p1 = new MyPolynomial(1.1, 2.2, 3.3, 4.4, 5.5);
* // Can also invoke with an array
* Double coeffs = {1.2, 3.4, 5.6, 7.8}

MyPolynomial p2 = new MyPolynomial(coeffs);

* Another constructor that takes coefficients from a file (of the given filename), having this format:
* Degree-n(int)
* c0(double)
* c1(double)
* ......
* ......
* cn-1(double)
* cn(double)
* (end-of-file)

Hints:

public MyPolynomial(String filename) {

Scanner in = null;

try {

in = new Scanner(new File(filename)); // open file

} catch (FileNotFoundException e) {

e.printStackTrace();

}

int degree = in.nextInt(); // read the degree

coeffs = new double[degree+1]; // allocate the array

for (int i=0; i<coeffs.length; ++i) {

coeffs[i] = in.nextDouble();

}

}

* A method getDegree() that returns the degree of this polynomial.
* A method toString() that returns "cnx^n+cn-1x^(n-1)+...+c1x+c0".
* A method evaluate(double x) that evaluate the polynomial for the given x, by substituting the given x into the polynomial expression.
* Methods add() and multiply() that adds and multiplies this polynomial with the given MyPolynomial instance another, and returns a new MyPolynomial instance that contains the result.

Write the MyPolynomial class. Also write a test program (called TestMyPolynomial) to test all the methods defined in the class.

Question: Do you need to keep the degree of the polynomial as an instance variable in the MyPolynomial class in Java? How about C/C++? Why?

#### 1.8  Exercise: Using JDK's BigInteger Class

Recall that primitive integer type byte, short, int and long represent 8-, 16-, 32-, and 64-bit signed integers, respectively. You cannot use them for integers bigger than 64 bits. Java API provides a class called BigInteger in a package called java.math. Study the API of the BigInteger class (Java API ⇒ From "Packages", choose "java.math" " From "classes", choose "BigInteger" " Study the constructors (choose "CONSTR") on how to construct a BigInteger instance, and the public methods available (choose "METHOD"). Look for methods for adding and multiplying two BigIntegers.

Write a program called TestBigInteger that:

1. adds "11111111111111111111111111111111111111111111111111111111111111" to "22222222222222222222222222222222222222222222222222" and prints the result.
2. multiplies the above two number and prints the result.

Hints:

import java.math.BigInteger

public class **TestBigInteger** {

public static void main(String[] args) {

BigInteger i1 = new BigInteger(...);

BigInteger i2 = new BigInteger(...);

System.out.println(i1.add(i2));

.......

}

}

#### 1.9  Exercise: The MyTime Class
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A class called MyTime, which models a time instance, is designed as shown in the class diagram.

It contains the following private instance variables:

* hour: between 0 to 23.
* minute: between 0 to 59.
* Second: between 0 to 59.

The constructor shall invoke the setTime() method (to be described later) to set the instance variable.

It contains the following public methods:

* setTime(int hour, int minute, int second): It shall check if the given hour, minute and second are valid before setting the instance variables.  
  (Advanced: Otherwise, it shall throw an IllegalArgumentException with the message "Invalid hour, minute, or second!".)
* Setters setHour(int hour), setMinute(int minute), setSecond(int second): It shall check if the parameters are valid, similar to the above.
* Getters getHour(), getMinute(), getSecond().
* toString(): returns "HH:MM:SS".
* nextSecond(): Update this instance to the next second and return this instance. Take note that thenextSecond() of 23:59:59 is 00:00:00.
* nextMinute(), nextHour(), previousSecond(), previousMinute(), previousHour(): similar to the above.

Write the code for the MyTime class. Also write a test program (called TestMyTime) to test all the methods defined in the MyTime class.

#### 1.10  Exercise: The MyDate Class
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A class called MyDate, which models a date instance, is defined as shown in the class diagram.

The MyDate class contains the following private instance variables:

* year (int): Between 1 to 9999.
* month (int): Between 1 (Jan) to 12 (Dec).
* day (int): Between 1 to 28|29|30|31, where the last day depends on the month and whether it is a leap year for Feb (28|29).

It also contains the following private static variables (drawn with underlined in the class diagram):

* strMonths (String[]), strDays (String[]), and dayInMonths (int[]): static variables, initialized as shown, which are used in the methods.

The MyDate class has the following public static methods (drawn with underlined in the class diagram):

* isLeapYear(int year): returns true if the given year is a leap year. A year is a leap year if it is divisible by 4 but not by 100, or it is divisible by 400.
* isValidDate(int year, int month, int day): returns true if the given year, month, and day constitute a valid date. Assume that year is between 1 and 9999, month is between 1 (Jan) to 12 (Dec) and day shall be between 1 and 28|29|30|31 depending on the month and whether it is a leap year on Feb.
* getDayOfWeek(int year, int month, int day): returns the day of the week, where 0 for Sun, 1 for Mon, ..., 6 for Sat, for the given date. Assume that the date is valid. Read the [earlier exercise on how to determine the day of the week](http://www.ntu.edu.sg/home/ehchua/programming/java/J2a_BasicsExercises.html#dateutil) (or Wiki "Determination of the day of the week").

The MyDate class has one constructor, which takes 3 parameters: year, month and day. It shall invoke setDate()method (to be described later) to set the instance variables.

The MyDate class has the following public methods:

* setDate(int year, int month, int day): It shall invoke the static method isValidDate() to verify that the given year, month and day constitute a valid date.  
  (Advanced: Otherwise, it shall throw an IllegalArgumentException with the message "Invalid year, month, or day!".)
* setYear(int year): It shall verify that the given year is between 1 and 9999.  
  (Advanced: Otherwise, it shall throw an IllegalArgumentException with the message "Invalid year!".)
* setMonth(int month): It shall verify that the given month is between 1 and 12.  
  (Advanced: Otherwise, it shall throw an IllegalArgumentException with the message "Invalid month!".)
* setDay(int day): It shall verify that the given day is between 1 and dayMax, where dayMax depends on the month and whether it is a leap year for Feb.  
  (Advanced: Otherwise, it shall throw an IllegalArgumentException with the message "Invalid month!".)
* getYear(), getMonth(), getDay(): return the value for the year, month and day, respectively.
* toString(): returns a date string in the format "xxxday d mmm yyyy", e.g., "Tuesday 14 Feb 2012".
* nextDay(): update this instance to the next day and return this instance. Take note that nextDay() for 31 Dec 2000 shall be 1 Jan 2001.
* nextMonth(): update this instance to the next month and return this instance. Take note that nextMonth() for 31 Oct 2012 shall be 30 Nov 2012.
* nextYear(): update this instance to the next year and return this instance. Take note that nextYear() for 29 Feb 2012 shall be 28 Feb 2013.  
  (Advanced: throw an IllegalStateException with the message "Year out of range!" if year > 9999.)
* previousDay(), previousMonth(), previousYear(): similar to the above.

Write the code for the MyDate class.

Use the following test statements to test the MyDate class:

MyDate d1 = new MyDate(2012, 2, 28);

System.out.println(d1); // Tuesday 28 Feb 2012

System.out.println(d1.nextDay()); // Wednesday 29 Feb 2012

System.out.println(d1.nextDay()); // Thursday 1 Mar 2012

System.out.println(d1.nextMonth()); // Sunday 1 Apr 2012

System.out.println(d1.nextYear()); // Monday 1 Apr 2013

MyDate d2 = new MyDate(2012, 1, 2);

System.out.println(d2); // Monday 2 Jan 2012

System.out.println(d2.previousDay()); // Sunday 1 Jan 2012

System.out.println(d2.previousDay()); // Saturday 31 Dec 2011

System.out.println(d2.previousMonth()); // Wednesday 30 Nov 2011

System.out.println(d2.previousYear()); // Tuesday 30 Nov 2010

MyDate d3 = new MyDate(2012, 2, 29);

System.out.println(d3.previousYear()); // Monday 28 Feb 2011

// MyDate d4 = new MyDate(2099, 11, 31); // Invalid year, month, or day!

// MyDate d5 = new MyDate(2011, 2, 29); // Invalid year, month, or day!

Write a test program that tests the nextDay() in a loop, by printing the dates from 28 Dec 2011 to 2 Mar 2012.

#### 1.11  Exercise: Book and Author Classes Again - An Array of Objects as an Instance Variable
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In the [earlier exercise](http://www.ntu.edu.sg/home/ehchua/programming/java/J3f_OOPExercises.html#bookauthor), a book is written by one and only one author. In reality, a book can be written by one or more author. Modify the Book class to support one or more authors by changing the instance variable authors to an Author array. Reuse the Author class written earlier.

Notes:

* The constructors take an array of Author (i.e., Author[]), instead of an Author instance.
* The toString() method shall return "book-name by n authors", where n is the number of authors.
* A new method printAuthors() to print the names of all the authors.

You are required to:

1. Write the code for the Book class. You shall re-use the Author class written earlier.
2. Write a test program (called TestBook) to test the Book class.

Hints:

// Declare and allocate an array of Authors

Author[] authors = new Author[2];

authors[0] = new Author("Tan Ah Teck", "AhTeck@somewhere.com", 'm');

authors[1] = new Author("Paul Tan", "Paul@nowhere.com", 'm');

// Declare and allocate a Book instance

Book javaDummy = new Book("Java for Dummy", authors, 19.99, 99);

System.out.println(javaDummy); // toString()

System.out.print("The authors are: ");

javaDummy.printAuthors();

#### 1.12  Exercise: Book and Author Classes Once More - A Fixed-length Array of Objects as an Instance Variable
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In the above exercise, the number of authors cannot be changed once a Book instance is constructed. Suppose that we wish to allow the user to add more authors (which is really unusual but presented here for academic purpose).

We shall remove the authors from the constructors, and add a new method called addAuthor()to add the given Author instance to this Book.

We also need to pre-allocate an Author array, with a fixed length (says 5 - a book is written by 1 to 5 authors), and use another instance variable numAuthors (int) to keep track of the actual number of authors.

You are required to:

1. Modify your Book class to support this new requirement.  
   Hints:
2. public class Book {
3. // private instance variable
4. private Author[] authors = new Author[5]; // declare and allocate the array
5. // BUT not the element's instance
6. private int numAuthors = 0;
7. ......
8. ......
9. public void addAuthor(Author author) {
10. authors[numAuthors] = author;
11. ++numAuthors;
12. }
13. }
15. // Test program
16. Book javaDummy = new Book("Java for Dummy", 19.99, 99);
17. System.out.println(javaDummy); // toString()
18. System.out.print("The authors are: ");
19. javaDummy.printAuthors();
21. javaDummy.addAuthor(new Author("Tan Ah Teck", "AhTeck@somewhere.com", 'm'));
22. javaDummy.addAuthor(new Author("Paul Tan", "Paul@nowhere.com", 'm'));
23. System.out.println(javaDummy); // toString()
24. System.out.print("The authors are: ");

javaDummy.printAuthors();

1. Try writing a method called removeAuthorByName(authorName), that remove the author from this Book instance if authorName is present. The method shall return true if it succeeds.

boolean removeAuthorByName(String authorName)

Advanced Note: Instead of using a fixed-length array in this case, it is better to be a dynamically allocated array (e.g., ArrayList), which does not have a fixed length.

#### 1.13  Exercise: Bouncing Balls - Ball and Container Classes
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A class called Ball is designed as shown in the class diagram.

The Ball class contains the following private instance variables:

* x, y and radius, which represent the ball's center (x, y) co-ordinates and the radius, respectively.
* xDelta (Δx) and yDelta (Δy), which represent the displacement (movement) per step, in the x and y direction respectively.

The Ball class contains the following public methods:

* A constructor which accepts x, y, radius, speed, and direction as arguments. For user friendliness, user specifies speed (in pixels per step) and direction (in degrees in the range of (-180°, 180°]). For the internal operations, the speed and direction are to be converted to (Δx, Δy) in the internal representation. Note that the y-axis of the Java graphics coordinate system is inverted, i.e., the origin (0, 0) is located at the top-left corner.  
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* Δx = d × cos(θ)

Δy = -d × sin(θ)

* Getter and setter for all the instance variables.
* A method move() which move the ball by one step.
* x += Δx

y += Δy

* reflectHorizontal() which reflects the ball horizontally (i.e., hitting a vertical wall)
* Δx = -Δx

Δy no changes

* reflectVertical() (the ball hits a horizontal wall).
* Δx no changes

Δy = -Δy

* toString() which prints the message "Ball at (x, y) of velocity (Δx, Δy)".

Write the Ball class. Also write a test program to test all the methods defined in the class.
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A class called Container, which represents the enclosing box for the ball, is designed as shown in the class diagram. It contains:

* Instance variables (x1, y1) and (x2, y2) which denote the top-left and bottom-right corners of the rectangular box.
* A constructor which accepts (x, y) of the top-left corner, width and height as argument, and converts them into the internal representation (i.e., x2=x1+width-1). Width and height is used in the argument for safer operation (there is no need to check the validity of x2>x1 etc.).
* A toString() method that returns "Container at (x1,y1) to (x2, y2)".
* A boolean method called collidesWith(Ball), which check if the given Ball is outside the bounds of the container box. If so, it invokes the Ball's reflectHorizontal() and/or reflectVertical() to change the movement direction of the ball, and returns true.
* public boolean collidesWith(Ball ball) {
* if (ball.getX() - ball.getRadius() <= this.x1 ||
* ball.getX() - ball.getRadius() >= this.x2) {
* ball.reflectHorizontal();
* return true;
* }
* ......

}

Use the following statements to test your program:

Ball ball = new Ball(50, 50, 5, 10, 30);

Container box = new Container(0, 0, 100, 100);

for (int step = 0; step < 100; ++step) {

ball.move();

box.collidesWith(ball);

System.out.println(ball); // manual check the position of the ball

}

#### 1.14  Exercise: Ball and Player

[TODO]

### 2.  Exercises on Inheritance

#### 2.1  Exercise: The Circle and Cylinder Classes
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In this exercise, a subclass called Cylinder is derived from the superclass Circle as shown in the class diagram (where an an arrow pointing up from the subclass to its superclass). Study how the subclass Cylinder invokes the superclass' constructors (viasuper() and super(radius)) and inherits the variables and methods from the superclass Circle.

You can reuse the Circle class that you have created in the previous exercise. Make sure that you keep "Circle.class" in the same directory.

public class **Cylinder extends Circle** { //save as "Cylinder.java"

private double height; // private variable

// Constructor with default color, radius and height

public Cylinder() {

super(); // call superclass no-arg constructor Circle()

height = 1.0;

}

// Constructor with default radius, color but given height

public Cylinder(double height) {

super(); // call superclass no-arg constructor Circle()

this.height = height;

}

// Constructor with default color, but given radius, height

public Cylinder(double radius, double height) {

super(radius); // call superclass constructor Circle(r)

this.height = height;

}

// A public method for retrieving the height

public double getHeight() {

return height;

}

// A public method for computing the volume of cylinder

// use superclass method getArea() to get the base area

public double getVolume() {

return getArea()\*height;

}

}

Write a test program (says TestCylinder) to test the Cylinder class created, as follow:

public class **TestCylinder** { // save as "TestCylinder.java"

public static void main (String[] args) {

// Declare and allocate a new instance of cylinder

// with default color, radius, and height

Cylinder c1 = new Cylinder();

System.out.println("Cylinder:"

+ " radius=" + c1.getRadius()

+ " height=" + c1.getHeight()

+ " base area=" + c1.getArea()

+ " volume=" + c1.getVolume());

// Declare and allocate a new instance of cylinder

// specifying height, with default color and radius

Cylinder c2 = new Cylinder(10.0);

System.out.println("Cylinder:"

+ " radius=" + c2.getRadius()

+ " height=" + c2.getHeight()

+ " base area=" + c2.getArea()

+ " volume=" + c2.getVolume());

// Declare and allocate a new instance of cylinder

// specifying radius and height, with default color

Cylinder c3 = new Cylinder(2.0, 10.0);

System.out.println("Cylinder:"

+ " radius=" + c3.getRadius()

+ " height=" + c3.getHeight()

+ " base area=" + c3.getArea()

+ " volume=" + c3.getVolume());

}

}

**Method Overriding and "Super":** The subclass Cylinder inherits getArea() method from its superclass Circle. Try overriding the getArea() method in the subclass Cylinder to compute the surface area (=2π×radius×height + 2×base-area) of the cylinder instead of base area. That is, if getArea() is called by a Circle instance, it returns the area. If getArea() is called by a Cylinder instance, it returns the surface area of the cylinder.

If you override the getArea() in the subclass Cylinder, the getVolume() no longer works. This is because the getVolume() uses the overridden getArea() method found in the same class. (Java runtime will search the superclass only if it cannot locate the method in this class). Fix the getVolume().

Hints: After overridding the getArea() in subclass Cylinder, you can choose to invoke the getArea() of the superclass Circle by calling super.getArea().

TRY:

Provide a toString() method to the Cylinder class, which overrides the toString() inherited from the superclass Circle, e.g.,

@Override

public String toString() { // in Cylinder class

return "Cylinder: subclass of " + super.toString() // use Circle's toString()

+ " height=" + height;

}

Try out the toString() method in TestCylinder.

Note: @Override is known as annotation (introduced in JDK 1.5), which asks compiler to check whether there is such a method in the superclass to be overridden. This helps greatly if you misspell the name of the toString(). If @Override is not used and toString() is misspelled as ToString(), it will be treated as a new method in the subclass, instead of overriding the superclass. If @Override is used, the compiler will signal an error. @Override annotation is optional, but certainly nice to have.

#### 2.2  Exercise: Superclass Shape and its subclasses Circle, Rectangle and Square
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Write a superclass called Shape (as shown in the class diagram), which contains:

* Two instance variables color (String) and filled (boolean).
* Two constructors: a no-arg (no-argument) constructor that initializes the color to "green" and filled to true, and a constructor that initializes the color and filled to the given values.
* Getter and setter for all the instance variables. By convention, the getter for a boolean variable xxx is called isXXX() (instead of getXxx() for all the other types).
* A toString() method that returns "A Shape with color of xxx and filled/Not filled".

Write a test program to test all the methods defined in Shape.

Write two subclasses of Shape called Circle and Rectangle, as shown in the class diagram.

The Circle class contains:

* An instance variable radius (double).
* Three constructors as shown. The no-arg constructor initializes the radius to 1.0.
* Getter and setter for the instance variable radius.
* Methods getArea() and getPerimeter().
* Override the toString() method inherited, to return "A Circle with radius=xxx, which is a subclass of yyy", where yyy is the output of the toString() method from the superclass.

The Rectangle class contains:

* Two instance variables width (double) and length (double).
* Three constructors as shown. The no-arg constructor initializes the width and length to 1.0.
* Getter and setter for all the instance variables.
* Methods getArea() and getPerimeter().
* Override the toString() method inherited, to return "A Rectangle with width=xxx and length=zzz, which is a subclass of yyy", where yyy is the output of the toString()method from the superclass.

Write a class called Square, as a subclass of Rectangle. Convince yourself that Square can be modeled as a subclass of Rectangle. Square has no instance variable, but inherits the instance variables width and length from its superclass Rectangle.

* Provide the appropriate constructors (as shown in the class diagram). Hint:
* public Square(double side) {
* super(side, side); // Call superclass Rectangle(double, double)

}

* Override the toString() method to return "A Square with side=xxx, which is a subclass of yyy", where yyy is the output of the toString() method from the superclass.
* Do you need to override the getArea() and getPerimeter()? Try them out.
* Override the setLength() and setWidth() to change both the width and length, so as to maintain the square geometry.

### 3.  Exercises on Composition vs Inheritance

They are two ways to reuse a class in your applications: composition and inheritance.

#### 3.1  Exercise: The Point and Line Classes

Let us begin with composition with the statement "a line composes of two points".

Complete the definition of the following two classes: Point and Line. The class Line composes 2 instances of class Point, representing the beginning and ending points of the line. Also write test classes for Point and Line (says TestPoint and TestLine).

public class **Point** {

// Private variables

private int x; // x co-ordinate

private int y; // y co-ordinate

// Constructor

public Point (int x, int y) {......}

// Public methods

public String toString() {

return "Point: (" + x + "," + y + ")";

}

public int getX() {......}

public int getY() {......}

public void setX(int x) {......}

public void setY(int y) {......}

public void setXY(int x, int y) {......}

}

public class **TestPoint** {

public static void main(String[] args) {

Point p1 = new Point(10, 20); // Construct a Point

System.out.println(p1);

// Try setting p1 to (100, 10).

......

}

}

public class **Line** {

// A line composes of two points (as instance variables)

private Point begin; // beginning point

private Point end; // ending point

// Constructors

public Line (Point begin, Point end) { // caller to construct the Points

this.begin = begin;

......

}

public Line (int beginX, int beginY, int endX, int endY) {

begin = new Point(beginX, beginY); // construct the Points here

......

}

// Public methods

public String toString() { ...... }

public Point getBegin() { ...... }

public Point getEnd() { ...... }

public void setBegin(......) { ...... }

public void setEnd(......) { ...... }

public int getBeginX() { ...... }

public int getBeginY() { ...... }

public int getEndX() { ...... }

public int getEndY() { ...... }

public void setBeginX(......) { ...... }

public void setBeginY(......) { ...... }

public void setBeginXY(......) { ...... }

public void setEndX(......) { ...... }

public void setEndY(......) { ...... }

public void setEndXY(......) { ...... }

public int getLength() { ...... } // Length of the line

// Math.sqrt(xDiff\*xDiff + yDiff\*yDiff)

public double getGradient() { ...... } // Gradient in radians

// Math.atan2(yDiff, xDiff)

}

public class **TestLine** {

public static void main(String[] args) {

Line l1 = new Line(0, 0, 3, 4);

System.out.println(l1);

Point p1 = new Point(...);

Point p2 = new Point(...);

Line l2 = new Line(p1, p2);

System.out.println(l2);

...

}

}

The class diagram for composition is as follows (where a diamond-hollow-head arrow pointing to its constituents):
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Instead of composition, we can design a Line class using inheritance. Instead of "a line composes of two points", we can say that "a line is a point extended by another point", as shown in the following class diagram:
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Let's re-design the Line class (called LineSub) as a subclass of class Point. LineSub inherits the starting point from its superclass Point, and adds an ending point. Complete the class definition. Write a testing class called TestLineSub to test LineSub.

public class **LineSub extends Point** {

// A line needs two points: begin and end.

// The begin point is inherited from its superclass Point.

// Private variables

Point end; // Ending point

// Constructors

public LineSub (int beginX, int beginY, int endX, int endY) {

super(beginX, beginY); // construct the begin Point

this.end = new Point(endX, endY); // construct the end Point

}

public LineSub (Point begin, Point end) { // caller to construct the Points

super(begin.getX(), begin.getY()); // need to reconstruct the begin Point

this.end = end;

}

// Public methods

// Inherits methods getX() and getY() from superclass Point

public String toString() { ... }

public Point getBegin() { ... }

public Point getEnd() { ... }

public void setBegin(...) { ... }

public void setEnd(...) { ... }

public int getBeginX() { ... }

public int getBeginY() { ... }

public int getEndX() { ... }

public int getEndY() { ... }

public void setBeginX(...) { ... }

public void setBeginY(...) { ... }

public void setBeginXY(...) { ... }

public void setEndX(...) { ... }

public void setEndY(...) { ... }

public void setEndXY(...) { ... }

public int getLength() { ... } // Length of the line

public double getGradient() { ... } // Gradient in radians

}

Summary: There are two approaches that you can design a line, composition or inheritance. "A line composes two points" or "A line is a point extended with another point"”. Compare theLine and LineSub designs: Line uses composition and LineSub uses inheritance. Which design is better?

#### 3.2  Exercise: Circle and Cylinder using Composition
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Try rewriting the Circle-Cylinder of the previous exercise using composition (as shown in the class diagram) instead of inheritance. That is, "a cylinder is composed of a base circle and a height".

public class **Cylinder** {

private Circle base; // Base circle, an instance of Circle class

private double height;

// Constructor with default color, radius and height

public Cylinder() {

base = new Circle(); // Call the constructor to construct the Circle

height = 1.0;

}

......

}

Which design (inheritance or composition) is better?

### 4.  Exercises on Polymorphism, Abstract Classes and Interfaces

#### 4.1  Exercise: Abstract Superclass Shape and Its Concrete Subclasses

Rewrite the superclass Shape and its subclasses Circle, Rectangle and Square, as shown in the class diagram.
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In this exercise, Shape shall be defined as an abstract class, which contains:

* Two protected instance variables color(String) and filled(boolean). The protected variables can be accessed by its subclasses and classes in the same package. They are denoted with a '#' sign in the class diagram.
* Getter and setter for all the instance variables, and toString().
* Two abstract methods getArea() and getPerimeter() (shown in italics in the class diagram).

The subclasses Circle and Rectangle shall override the abstract methods getArea() and getPerimeter() and provide the proper implementation. They also override the toString().

Write a test class to test these statements involving polymorphism and explain the outputs. Some statements may trigger compilation errors. Explain the errors, if any.

Shape s1 = new Circle(5.5, "RED", false); // Upcast Circle to Shape

System.out.println(s1); // which version?

System.out.println(s1.getArea()); // which version?

System.out.println(s1.getPerimeter()); // which version?

System.out.println(s1.getColor());

System.out.println(s1.isFilled());

System.out.println(s1.getRadius());

Circle c1 = (Circle)s1; // Downcast back to Circle

System.out.println(c1);

System.out.println(c1.getArea());

System.out.println(c1.getPerimeter());

System.out.println(c1.getColor());

System.out.println(c1.isFilled());

System.out.println(c1.getRadius());

Shape s2 = new Shape();

Shape s3 = new Rectangle(1.0, 2.0, "RED", false); // Upcast

System.out.println(s3);

System.out.println(s3.getArea());

System.out.println(s3.getPerimeter());

System.out.println(s3.getColor());

System.out.println(s3.getLength());

Rectangle r1 = (Rectangle)s3; // downcast

System.out.println(r1);

System.out.println(r1.getArea());

System.out.println(r1.getColor());

System.out.println(r1.getLength());

Shape s4 = new Square(6.6); // Upcast

System.out.println(s4);

System.out.println(s4.getArea());

System.out.println(s4.getColor());

System.out.println(s4.getSide());

// Take note that we downcast Shape s4 to Rectangle,

// which is a superclass of Square, instead of Square

Rectangle r2 = (Rectangle)s4;

System.out.println(r2);

System.out.println(r2.getArea());

System.out.println(r2.getColor());

System.out.println(r2.getSide());

System.out.println(r2.getLength());

// Downcast Rectangle r2 to Square

Square sq1 = (Square)r2;

System.out.println(sq1);

System.out.println(sq1.getArea());

System.out.println(sq1.getColor());

System.out.println(sq1.getSide());

System.out.println(sq1.getLength());

What is the usage of the abstract method and abstract class?

#### 4.2  Exercise: Polymorphism

Examine the following codes and draw the class diagram.

abstract public class **Animal** {

abstract public void greeting();

}

public class **Cat extends Animal** {

@Override

public void greeting() {

System.out.println("Meow!");

}

}

public class **Dog extends Animal** {

@Override

public void greeting() {

System.out.println("Woof!");

}

public void greeting(Dog another) {

System.out.println("Woooooooooof!");

}

}

public class **BigDog extends Dog** {

@Override

public void greeting() {

System.out.println("Woow!");

}

@Override

public void greeting(Dog another) {

System.out.println("Woooooowwwww!");

}

}

Explain the outputs (or error) for the following test program.

public class **TestAnimal** {

public static void main(String[] args) {

// Using the subclasses

Cat cat1 = new Cat();

cat1.greeting();

Dog dog1 = new Dog();

dog1.greeting();

BigDog bigDog1 = new BigDog();

bigDog1.greeting();

// Using Polymorphism

Animal animal1 = new Cat();

animal1.greeting();

Animal animal2 = new Dog();

animal2.greeting();

Animal animal3 = new BigDog();

animal3.greeting();

Animal animal4 = new Animal();

// Downcast

Dog dog2 = (Dog)animal2;

BigDog bigDog2 = (BigDog)animal3;

Dog dog3 = (Dog)animal3;

Cat cat2 = (Cat)animal2;

dog2.greeting(dog3);

dog3.greeting(dog2);

dog2.greeting(bigDog2);

bigDog2.greeting(dog2);

bigDog2.greeting(bigDog1);

}

}

#### 4.3  Exercise: Interface Movable and its implementations MovablePoint and MovableCircle

Suppose that we have a set of objects with some common behaviors: they could move up, down, left or right. The exact behaviors (such as how to move and how far to move) depend on the objects themselves. One common way to model these common behaviors is to define an interface called Movable, with abstract methods moveUp(), moveDown(), moveLeft() andmoveRight(). The classes that implement the Movable interface will provide actual implementation to these abstract methods.

Let's write two concrete classes - MovablePoint and MovableCircle - that implement the Movable interface.
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The code for the interface Movable is straight forward.

public interface **Movable** { // saved as "Movable.java"

public void moveUp();

......

}

For the MovablePoint class, declare the instance variable x, y, xSpeed and ySpeed with package access as shown with '~' in the class diagram (i.e., classes in the same package can access these variables directly). For the MovableCircle class, use a MovablePoint to represent its center (which contains four variable x, y, xSpeed and ySpeed). In other words, the MovableCirclecomposes a MovablePoint, and its radius.

public class **MovablePoint implements Movable** { // saved as "MovablePoint.java"

// instance variables

int x, y, xSpeed, ySpeed; // package access

// Constructor

public MovablePoint(int x, int y, int xSpeed, int ySpeed) {

this.x = x;

......

}

......

// Implement abstract methods declared in the interface Movable

@Override

public void moveUp() {

y -= ySpeed; // y-axis pointing down for 2D graphics

}

......

}

public class **MovableCircle implements Movable** { // saved as "MovableCircle.java"

// instance variables

private MovablePoint center; // can use center.x, center.y directly

// because they are package accessible

private int radius;

// Constructor

public MovableCircle(int x, int y, int xSpeed, int ySpeed, int radius) {

// Call the MovablePoint's constructor to allocate the center instance.

center = new MovablePoint(x, y, xSpeed, ySpeed);

......

}

......

// Implement abstract methods declared in the interface Movable

@Override

public void moveUp() {

center.y -= center.ySpeed;

}

......

}

Write a test program and try out these statements:

Movable m1 = new MovablePoint(5, 6, 10); // upcast

System.out.println(m1);

m1.moveLeft();

System.out.println(m1);

Movable m2 = new MovableCircle(2, 1, 2, 20); // upcast

System.out.println(m2);

m2.moveRight();

System.out.println(m2);

Write a new class called MovableRectangle, which composes two MovablePoints (representing the top-left and bottom-right corners) and implementing the Movable Interface. Make sure that the two points has the same speed.
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What is the difference between an interface and an abstract class?

#### 4.4  Exercise: Interfaces GeometricObject and Resizable
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1. Write the interface called GeometricObject, which declares two abstract methods: getParameter() and getArea(), as specified in the class diagram.  
   Hints:
2. public interface **GeometricObject** {
3. public double getPerimeter();
4. ......

}

1. Write the implementation class Circle, with a protected variable radius, which implements the interface GeometricObject.  
   Hints:
2. public class **Circle** implements GeometricObject {
3. // Private variable
4. ......
5. // Constructor
6. ......
7. // Implement methods defined in the interface GeometricObject
8. @Override
9. public double getPerimeter() { ...... }
10. ......

}

1. Write a test program called TestCircle to test the methods defined in Circle.
2. The class ResizableCircle is defined as a subclass of the class Circle, which also implements an interface called Resizable, as shown in class diagram. The interface Resizabledeclares an abstract method resize(), which modifies the dimension (such as radius) by the given percentage. Write the interface Resizable and the class ResizableCircle.  
   Hints:
3. public interface Resizable {
4. public double resize(...);

}

public class ResizableCircle extends Circle implements Resizeable {

// Constructor

public ResizableCircle(double radius) {

super(...);

}

// Implement methods defined in the interface Resizable

@Override

public double resize(int percent) { ...... }

}

1. Write a test program called TestResizableCircle to test the methods defined in ResizableCircle.

### 5.  More Exercises on OOP

#### 5.1  Exercise: The Discount System

You are asked to write a discount system for a beauty saloon, which provides services and sells beauty products. It offers 3 types of memberships: Premium, Gold and Silver. Premium, gold and silver members receive a discount of 20%, 15%, and 10%, respectively, for all services provided. Customers without membership receive no discount. All members receives a flat 10% discount on products purchased (this might change in future). Your system shall consist of three classes: Customer, Discount and Visit, as shown in the class diagram. It shall compute the total bill if a customer purchases $x of products and $y of services, for a visit. Also write a test program to exercise all the classes.
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The class DiscountRate contains only static variables and methods (underlined in the class diagram).

#### 5.2  Exercise: Polyline of Points with ArrayList
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A polyline is a line with segments formed by points. Let's use the ArrayList (dynamically allocated array) to keep the points, but upcast to List in the instance variable. (Take note that array is of fixed-length, and you need to set the initial length).

public class **Point** {

private int x;

private int y;

public Point(int x, int y) { ...... }

public String toString() { ...... }

}

import java.util.\*;

public class **PolyLine** {

private List<Point> points = new ArrayList<Point>();

// Allocate an ArrayList of Points and upcast to List

public PolyLine() { } // default constructor

public PolyLine(List<Point> points) {

this.points = points;

}

// Append a point at (x, y) to the end of this polyline

public void appendPoint(int x, int y) {

Point newPoint = new Point(x, y);

points.add(newPoint);

}

// Append a point instance to the end of this polyline

public void appendPoint(Point point) {

points.add(point);

}

// return (x1,y1)(x2,y2)(x3,y3)....

public String toString() {

StringBuilder sb = new StringBuilder();

for (Point aPoint : points) {

sb.append(aPoint.toString());

}

return sb.toString();

}

}

public class **TestPolyLine** {

public static void main(String[] args) {

PolyLine l1 = new PolyLine();

System.out.println(l1); // empty

l1.appendPoint(new Point(1, 1));

l1.appendPoint(2, 2);

l1.appendPoint(3, 3);

System.out.println(l1); // (1,1)(2,2)(3,3)

}

}

### 6.  Exercises on Data Structure and Algorithm

#### 6.1  Exercise: MyIntStack

A stack is a first-in-last-out queue. Write a program calld MyIntStack, which uses an array to store the contents, restricted to int.

Write a test program.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30 | public class MyIntStack {  private int[] contents;  private int tos; // Top of the stack    // constructors  public MyIntStack(int capacity) {  contents = new int[capacity];  tos = -1;  }    public void push(int element) {  contents[++tos] = element;  }    public int pop() {  return contents[tos--];  }    public int peek() {  return contents[tos];  }    public boolean isEmpty() {  return tos < 0;  }    public boolean isFull() {  return tos == contents.length - 1;  }  } |

Try:

1. Modify the push() method to throw an IllegalStateException if the stack is full.
2. Modify the push() to return true if the operation is sucessful, or false otherwise.
3. Modify the push() to increase the capacity by reallocating another array, if the stack is full.

Topic 1: **Features of OOPs:- Encapsulation, Abstraction, Inheritance, Polymorphism**    :

## Introduction

This tutorial will help you to understand about Java OOP’S concepts with examples. Let’s discuss about what are the features of Object Oriented Programming. Writing object-oriented programs involves creating classes, creating objects from those classes, and creating applications, which are stand-alone executable programs that use those objects.

A class is a template, blueprint,or contract that defines what an object’s data fields and methods will be. An object is an instance of a class. You can create many instances of a class. A Java class uses variables to define data fields and methods to define actions. Additionally,a class provides methods of a special type, known as constructors, which are invoked to create a new object. A constructor can perform any action, but constructors are designed to perform initializing actions, such as initializing the data fields of objects.
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Objects are made up of attributes and methods. Attributes are the characteristics that define an object; the values contained in attributes differentiate objects of the same class from one another. To understand this better let’s take example of Mobile as object. Mobile has characteristics like model, manufacturer, cost, operating system etc. So if we create “Samsung” mobile object and “IPhone” mobile object we can distinguish them from characteristics. The values of the attributes of an object are also referred to as the object’s state.

There are three main features of OOPS.

**1)** Encapsulation

**2)** Inheritance

**3)** Polymorphism

Let’s we discuss about the about features in details.

## Encapsulation

Encapsulation means putting together all the variables (instance variables) and the methods into a single unit called Class. It also means hiding data and methods within an Object. Encapsulation provides the security that keeps data and methods safe from inadvertent changes. Programmers sometimes refer to encapsulation as using a “black box,” or a device that you can use without regard to the internal mechanisms. A programmer can access and use the methods and data contained in the black box but cannot change them. Below example shows Mobile class with properties, which can be set once while creating object using constructor arguments. Properties can be accessed using getXXX() methods which are having public access modifiers.
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1. **package** oopsconcept;
2. **public** **class** Mobile {
3. **private** String manufacturer;
4. **private** String operating\_system;
5. **public** String model;
6. **private** **int** cost;
7. //Constructor to set properties/characteristics of object
8. Mobile(String man, String o,String m, **int** c){
9. **this**.manufacturer = man;
10. **this**.operating\_system=o;
11. **this**.model=m;
12. **this**.cost=c;
13. }
14. //Method to get access Model property of Object
15. **public** String getModel(){
16. **return** **this**.model;
17. }
18. // We can add other method to get access to other properties
19. }

## Inheritance

An important feature of object-oriented programs is inheritance—the ability to create classes that share the attributes and methods of existing classes, but with more specific features. Inheritance is mainly used for code reusability. So you are making use of already written class and further extending on that. That why we discussed about the code reusability the concept. In general one line definition we can tell that deriving a new class from existing class, it’s called as Inheritance. You can look into the following example for inheritance concept. Here we have Mobile class extended by other specific class like Android and Blackberry.
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1. **package** oopsconcept;
2. **public** **class** Android **extends** Mobile{
3. //Constructor to set properties/characteristics of object
4. Android(String man, String o,String m, **int** c){
5. **super**(man, o, m, c);
6. }
7. //Method to get access Model property of Object
8. **public** String getModel(){
9. **return** "This is Android Mobile- " + model;
10. }
11. }

[view plaincopy to clipboardprint?](http://www.w3resource.com/java-tutorial/java-object-oriented-programming.php)

1. **package** oopsconcept;
2. **public** **class** Blackberry **extends** Mobile{
3. //Constructor to set properties/characteristics of object
4. Blackberry(String man, String o,String m, **int** c){
5. **super**(man, o, m, c);
6. }
7. **public** String getModel(){
8. **return** "This is Blackberry-"+ model;
9. }
10. }

## Polymorphism

In Core Java Polymorphism is one of easy concept to understand. Polymorphism definition is that Poly means many and morphos means forms. It describes the feature of languages that allows the same word or symbol to be interpreted correctly in different situations based on the context. There are two types of Polymorphism available in Java. For example, in English the verb “run” means different things if you use it with “a footrace,” a “business,” or “a computer.” You understand the meaning of “run” based on the other words used with it. Object-oriented programs are written so that the methods having same name works differently in different context. Java provides two ways to implement polymorphism.

## Static Polymorphism (compile time polymorphism/ Method overloading):

The ability to execute different method implementations by altering the argument used with the method name is known as method overloading. In below program we have three print methods each with different arguments. When you properly overload a method, you can call it providing different argument lists, and the appropriate version of the method executes.
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1. **package** oopsconcept;
2. **class** Overloadsample {
3. **public** **void** print(String s){
4. System.out.println("First Method with only String- "+ s);
5. }
6. **public** **void** print (**int** i){
7. System.out.println("Second Method with only int- "+ i);
8. }
9. **public** **void** print (String s, **int** i){
10. System.out.println("Third Method with both- "+ s + "--" + i);
11. }
12. }
13. **public** **class** PolymDemo {
14. **public** **static** **void** main(String[] args) {
15. Overloadsample obj = **new** Overloadsample();
16. obj.print(10);
17. obj.print("Amit");
18. obj.print("Hello", 100);
19. }
20. }

## Output :
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## Dynamic Polymorphism (run time polymorphism/ Method Overriding)

When you create a subclass by extending an existing class, the new subclass contains data and methods that were defined in the original superclass. In other words, any child class object has all the attributes of its parent. Sometimes, however, the superclass data fields and methods are not entirely appropriate for the subclass objects; in these cases, you want to override the parent class members. Let’s take example used in inheritance explanation.

[view plaincopy to clipboardprint?](http://www.w3resource.com/java-tutorial/java-object-oriented-programming.php)

1. **package** oopsconcept;
2. **public** **class** OverridingDemo {
3. **public** **static** **void** main(String[] args) {
4. //Creating Object of SuperClass and calling getModel Method
5. Mobile m = **new** Mobile("Nokia", "Win8", "Lumia",10000);
6. System.out.println(m.getModel());
7. //Creating Object of Sublcass and calling getModel Method
8. Android a = **new** Android("Samsung", "Android", "Grand",30000);
9. System.out.println(a.getModel());
10. //Creating Object of Sublcass and calling getModel Method
11. Blackberry b = **new** Blackberry("BlackB", "RIM", "Curve",20000);
12. System.out.println(b.getModel());
13. }
14. }

## Abstraction

All programming languages provide abstractions. It can be argued that the complexity of the problems you’re able to solve is directly related to the kind and quality of abstraction. An essential element of object-oriented programming is abstraction. Humans manage complexity through abstraction. When you drive your car you do not have to be concerned with the exact internal working of your car(unless you are a mechanic). What you are concerned with is interacting with your car via its interfaces like steering wheel, brake pedal, accelerator pedal etc. Various manufacturers  of car has different implementation of car working but its basic interface has not changed (i.e. you still use steering wheel, brake pedal, accelerator pedal etc to interact with your car). Hence the knowledge you have of your car is abstract.

A powerful way to manage abstraction is through the use of hierarchical classifications. This allows you to layer the semantics of complex systems, breaking them into more manageable pieces. From the outside, the car is a single object. Once inside, you see that the car consists of several subsystems: steering, brakes, sound system, seat belts, heating, cellular phone, and so on. In turn, each of these subsystems is made up of more specialized units. For instance, the sound system consists of a radio, a CD player, and/or a tape player. The point is that you manage the complexity of the car (or any other complex system)through the use of hierarchical abstractions.

An abstract class is something which is incomplete and you can not create instance of abstract class. If you want to use it you need to make it complete or concrete by extending it. A class is called concrete if it does not contain any abstract method and implements all abstract method inherited from abstract class or interface it has implemented or extended. By the way Java has concept of abstract classes, abstract method but a variable can not be abstract in Java.

Lets take an example of Java Abstract Class called Vehicle. When I am creating a class called Vehicle, I know there should be methods like start() and Stop() but don't know start and stop mechanism of every vehicle since they could have different start and stop mechanism e.g some can be started by kick or some can be by pressing buttons.

Advantage of Abstraction is if there is new type of vehicle introduced we might just need to add one class which extends Vehicle Abstract class and implement specific methods.  Interface of start and stop method would be same.

[view plaincopy to clipboardprint?](http://www.w3resource.com/java-tutorial/java-object-oriented-programming.php)

1. **package** oopsconcept;
2. **public** **abstract** **class** VehicleAbstract {
3. **public** **abstract** **void** start();
4. **public** **void** stop(){
5. System.out.println("Stopping Vehicle in abstract class");
6. }
7. }
8. **class** TwoWheeler **extends** VehicleAbstract{
9. @Override
10. **public** **void** start() {
11. System.out.println("Starting Two Wheeler");
12. }
13. }
14. **class** FourWheeler **extends** VehicleAbstract{
15. @Override
16. **public** **void** start() {
17. System.out.println("Starting Four Wheeler");
18. }
19. }

[view plaincopy to clipboardprint?](http://www.w3resource.com/java-tutorial/java-object-oriented-programming.php)

1. **package** oopsconcept;
2. **public** **class** VehicleTesting {
3. **public** **static** **void** main(String[] args) {
4. VehicleAbstract my2Wheeler = **new** TwoWheeler();
5. VehicleAbstract my4Wheeler = **new** FourWheeler();
6. my2Wheeler.start();
7. my2Wheeler.stop();
8. my4Wheeler.start();
9. my4Wheeler.stop();
10. }
11. }

## Output :

![java abstraction object oriented programming](data:image/png;base64,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)

## Summary

* An object is an instance of a class.
* Encapsulation provides the security that keeps data and methods safe from inadvertent changes.
* Inheritance is parent-child relationship of class which is mainly used for code reusability.
* Polymorphism definition is that Poly means many and morphos means forms.
* Using abstraction one can simulate real world objects.
* Abstraction provides advantage of code reuse
* Abstraction enables program open for extension

## Project: Circle Class

This small project tests the ability to create a class and then use it to create an object that does something! Circle is a class with **property** radius and **methods** setRadius(), showDiameter(), showArea(). Use double precision and 3.14 for π. The math class constant Math.PI should be used once the [**class libraries**](http://home.cogeco.ca/~ve3ll/jatutor5.htm) tutorial is covered.

Since this is a small project use only one file, say doCircle.java that contains both the main (or driver) class and the Circle class. The driver creates an instance of the Circle class and then displays the diameter and area. Test with radius=3.0 The diameter should read as 6.0 and the area as 28.25999 Once it is working, try to factor it into two files (Circle and doCircle) and compile separately, (the Circle class file first). As an enhancement, try adding a [**command line argument**](http://home.cogeco.ca/~ve3ll/jatutor2.htm#cl) to set the radius.

HELP Me! [Add message as to what is wanted] Get Source Code

## Arrays of Objects

As with arrays of primitive types, arrays of objects allow much more efficient methods of access. Note in this example that once the array of Animals has been structured, it can be used to store objects of any subclass of Animal. By making the method speak() abstract, it can be defined for each subclass and any usage will be polymorphic (ie. adapted to the appropriate object type at runtime). It now becomes very easy to rehearse the speak() method for each object by object indexing.
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## Casting Objects

One of the difficulties of using a superclass array to hold many instances of subclass objects is that one can only access properties and methods that are in the superclass (ie. common to all). By **casting** an individual instance to its subclass form, one can refer to any property or method. But first take care to make sure the cast is valid by using the **instanceof** operator. Then perform the cast. As an example using the above Animal class:
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Casts to subclass can be done implicitly but explicit casts are recommended. Casts to superclass must be done explicitly. Casts cannot be made between sibling classes.

|  |  |
| --- | --- |
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Topic 1: **Class, Objects, Methods & Properties**    :

### 1.  Why OOP?

Suppose that you want to assemble your own PC, you go to a hardware store and pick up a motherboard, a processor, some RAMs, a hard disk, a casing, a power supply, and put them together.  You turn on the power, and the PC runs.  You need not worry whether the CPU is 1-core or 6-core; the motherboard is a 4-layer or 6-layer; the hard disk has 4 plates or 6 plates, 3 inches or 5 inches in diameter; the RAM is made in Japan or Korea, and so on. You simply put the hardware components together and expect the machine to run.  Of course, you have to make sure that you have the correctinterfaces, i.e., you pick an IDE hard disk rather than a SCSI hard disk, if your motherboard supports only IDE; you have to select RAMs with the correct speed rating, and so on.  Nevertheless, it is not difficult to set up a machine from hardware components.

Similarly, a car is assembled from parts and components, such as chassis, doors, engine, wheels, brake and transmission. The components are reusable, e.g., a wheel can be used in many cars (of the same specifications).

Hardware, such as computers and cars, are assembled from parts, which are reusable components.

How about software?  Can you "assemble" a software application by picking a routine here, a routine there, and expect the program to run?  The answer is obviously no!  Unlike hardware, it is very difficult to "assemble" an application from software components.  Since the advent of computer 70 years ago, we have written tons and tons of programs.  However, for each new application, we have to re-invent the wheels and write the program from scratch.

Why re-invent the wheels? Why rewriting codes?

##### Traditional Procedural-Oriented languages
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Traditional procedural-oriented programming languages (such as C, Fortran, Cobol and Pascal) suffer some notable drawbacks in creating reusable software components:

1. The procedural-oriented programs are made up of functions. Functions are less reusable. It is very difficult to copy a function from one program and reuse in another program because the function is likely to reference the global variables and other functions. In other words, functions are not well-encapsulated as a self-contained reusable unit.
2. The procedural languages are not suitable of high-level abstraction for solving real life problems. For example, C programs uses constructs such as if-else, for-loop, array, method, pointer, which are low-level and hard to abstract real problems such as a Customer Relationship Management (CRM) system or a computer soccer game.

In brief, the traditional procedural-languages separate the data structures and algorithms of the software entities.

In the early 1970s, the US Department of Defense (DoD) commissioned a task force to investigate why its IT budget always went out of control; but without much to show for. The findings are:

1. 80% of the budget went to the software (with the remaining 20% to the hardware).
2. More than 80% of the software budget went to maintenance (only the remaining 20% for new software development).
3. Hardware components could be applied to various products, and their integrity normally did not affect other products. (Hardware can share and reuse! Hardware faults are isolated!)
4. Software procedures were often non-sharable and not reusable. Software faults could affect other programs running in computers.

The task force proposed to make software behave like hardware OBJECT. Subsequently, DoD replaces over 450 computer languages, which were then used to build DoD systems, with an object-oriented language called Ada.

##### Object-Oriented Programming Languages
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Object-oriented programming (OOP) languages are designed to overcome these problems.

1. The basic unit of OOP is a class, which encapsulates both the static properties and dynamic operations within a "box", and specifies the public interface for using these boxes. Since classes are well-encapsulated, it is easier to reuse these classes. In other words, OOP combines the data structures and algorithms of a software entity inside the same box.
2. OOP languages permit higher level of abstraction for solving real-life problems. The traditional procedural language (such as C and Pascal) forces you to think in terms of the structure of the computer (e.g. memory bits and bytes, array, decision, loop) rather than thinking in terms of the problem you are trying to solve. The OOP languages (such as Java, C++ and C#) let you think in the problem space, and use software objects to represent and abstract entities of the problem space to solve the problem.
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As an example, suppose you wish to write a computer soccer games (which I consider as a complex application). It is quite difficult to model the game in procedural-oriented languages. But using OOP languages, you can easily model the program accordingly to the "real things" appear in the soccer games.

* Player: attributes include name, number, location in the field, and etc; operations include run, jump, kick-the-ball, and etc.
* Ball:
* Reference:
* Field:
* Audience:
* Weather:

Most importantly, some of these classes (such as Ball and Audience) can be reused in another application, e.g., computer basketball game, with little or no modification.

##### Benefits of OOP

The procedural-oriented languages focus on procedures, with function as the basic unit. You need to first figure out all the functions and then think about how to represent data.

The object-oriented languages focus on components that the user perceives, with objects as the basic unit. You figure out all the objects by putting all the data and operations that describe the user's interaction with the data.

Object-Oriented technology has many benefits:

* Ease in software design as you could think in the problem space rather than the machine's bits and bytes. You are dealing with high-level concepts and abstractions. Ease in design leads to more productive software development.
* Ease in software maintenance: object-oriented software are easier to understand, therefore easier to test, debug, and maintain.
* Reusable software: you don't need to keep re-inventing the wheels and re-write the same functions for different situations. The fastest and safest way of developing a new application is to reuse existing codes - fully tested and proven codes.

### 2.  OOP in Java

#### 2.1  Class & Instances

In Java, a class is a definition of objects of the same kind. In other words, a class is a blueprint, template, or prototype that defines and describes the static attributes and dynamic behaviorscommon to all objects of the same kind.

An instance is a realization of a particular item of a class. In other words, an instance is an instantiation of a class. All the instances of a class have similar properties, as described in the class definition. For example, you can define a class called "Student" and create three instances of the class "Student" for "Peter", "Paul" and "Pauline".

The term "object" usually refers to instance. But it is often used loosely, which may refer to a class or an instance.

#### 2.2  A Class is a 3-Compartment Box encapsulating Data and Operations
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A class can be visualized as a three-compartment box, as illustrated:

1. Name (or identity): identifies the class.
2. Variables (or attribute, state, field): contains the static attributes of the class.
3. Methods (or behaviors, function, operation): contains the dynamic behaviors of the class.

In other words, a class encapsulates the static attributes (data) and dynamic behaviors (operations that operate on the data) in a box.

The followings figure shows a few examples of classes:
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The following figure shows two instances of the class Student, identified as "paul" and "peter".

![OOP_InstanceExamples.png](data:image/png;base64,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)

**Unified Modeling Language (UML) Class and Instance Diagrams:** The above class diagrams are drawn according to the UML notations. A class is represented as a 3-compartment box, containing name, variables, and methods, respectively. Class name is shown in bold and centralized. An instance (object) is also represented as a 3-compartment box, with instance name shown as instanceName:Classname and underlined.

##### Brief Summary

1. A class is a programmer-defined, abstract, self-contained, reusable software entity that mimics a real-world thing.
2. A class is a 3-compartment box containing the name, variables and the methods.
3. A class encapsulates the data structures (in variables) and algorithms (methods). The values of the variables constitute its state. The methods constitute its behaviors.
4. An instance is an instantiation (or realization) of a particular item of a class.

#### 2.3  Class Definition

In Java, we use the keyword class to define a class. For examples:

public **class** **Circle** { // class name

double radius; // variables

String color;

double getRadius() {...} // methods

double getArea() {...}

}

public **class** **SoccerPlayer** { // class name

int number; // variables

String name;

int x, y;

void run() {...} // methods

void kickBall() {...}

}

The syntax for class definition in Java is:

[AccessControlModifier] **class** ClassName **{**

// class body contains definition of variables and methods

...

**}**

We shall explain the access control modifier, such as public and private, later.

**Class Naming Convention:** A class name shall be a noun or a noun phrase made up of several words. All the words shall be initial-capitalized (camel-case). Use a singular noun for class name. Choose a meaningful and self-descriptive classname. For examples, SoccerPlayer, HttpProxyServer, FileInputStream, PrintStream and SocketFactory.

#### 2.4  Creating Instances of a Class

To create an instance of a class, you have to:

1. Declare an instance identifier (instance name) of a particular class.
2. Construct the instance (i.e., allocate storage for the instance and initialize the instance) using the "new" operator.

For examples, suppose that we have a class called Circle, we can create instances of Circle as follows:

// Declare 3 instances of the class Circle, c1, c2, and c3

Circle c1, c2, c3;

// Allocate and construct the instances via new operator

c1 = **new** Circle();

c2 = **new** Circle(2.0);

c3 = **new** Circle(3.0, "red");

// You can declare and construct in the same statement

Circle c4 = **new** Circle();

#### 2.5  Dot Operator

The variables and methods belonging to a class are formally called member variables and member methods. To reference a member variable or method, you must:

1. first identify the instance you are interested in, and then
2. Use the dot operator (.) to reference the member (variable or method).

For example, suppose that we have a class called Circle, with two variables (radius and color) and two methods (getRadius() and getArea()). We have created three instances of the classCircle, namely, c1, c2 and c3. To invoke the method getArea(), you must first identity the instance of interest, says c2, then use the dot operator, in the form of c2.getArea(), to invoke thegetArea() method of instance c2.

For example,

// Declare and construct instances c1 and c2 of the class Circle

Circle c1 = new Circle ();

Circle c2 = new Circle ();

// Invoke member methods for the instance c1 via dot operator

System.out.println(c1.getArea());

System.out.println(c1.getRadius());

// Reference member variables for instance c2 via dot operator

c2.radius = 5.0;

c2.color = "blue";

Calling getArea() without identifying the instance is meaningless, as the radius is unknown (there could be many instances of Circle - each maintaining its own radius).

In general, suppose there is a class called *AClass* with a member variable called *aVariable* and a member method called aMethod(). An instance called *anInstance* is constructed for *AClass*. You use *anInstance.aVariable* and anInstance.aMethod().

#### 2.6  Member Variables

A member variable has a name (or identifier) and a type; and holds a value of that particular type (as descried in the earlier chapter). A member variable can also be an instance of a certain class (to be discussed later).

**Variable Naming Convention:** A variable name shall be a noun or a noun phrase made up of several words. The first word is in lowercase and the rest of the words are initial-capitalized (camel-case), e.g., fontSize, roomNumber, xMax, yMin and xTopLeft. Take note that variable name begins with an lowercase, while class name begins with an uppercase.

The formal syntax for variable definition in Java is:

[AccessControlModifier] type variableName [**=** initialValue]**;**

[AccessControlModifier] type variableName-1 [**=** initialValue-1] [**,** type variableName-2 [**=** initialValue-2]] ... **;**

For example,

private double radius;

public int length = 1, width = 1;

#### 2.7  Member Methods

A method (as described in the earlier chapter):

1. receives parameters from the caller,
2. performs the operations defined in the method body, and
3. returns a piece of result (or void) to the caller.

The syntax for method declaration in Java is as follows:

[AccessControlModifier] returnType methodName **(**[argumentList]**) {**

// method body or implementation

......

**}**

For examples:

public double getArea() {

return radius\*radius\*Math.PI;

}

**Method Naming Convention:** A method name shall be a verb, or a verb phrase made up of several words. The first word is in lowercase and the rest of the words are initial-capitalized (camel-case). For example, getRadius(), getParameterValues().

Take note that variable name is a noun (denoting a static attribute), while method name is a verb (denoting an action). They have the same naming convention. Nevertheless, you can easily distinguish them from the context. Methods take arguments in parentheses (possibly zero argument with empty parentheses), but variables do not. In this writing, methods are denoted with a pair of parentheses, e.g., println(), getArea() for clarity.

#### 2.8  Putting them together: An OOP Example

![OOP_Circle.png](data:image/png;base64,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)

A class called Circle is to be defined as illustrated in the class diagram. It contains two variables: radius (of typedouble) and color (of type String); and three methods: getRadius(), getColor(), and getArea().

Three instances of Circles called c1, c2, and c3 shall then be constructed with their respective data members, as shown in the instance diagrams.

The source codes for Circle.java is as follows:

##### Circle.java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31 | // Define the Circle class  public class **Circle** { // Save as "Circle.java"  // Private variables  private double radius;  private String color;    // Constructors (overloaded)  public Circle() { // 1st Constructor  radius = 1.0;  color = "red";  }  public Circle(double r) { // 2nd Constructor  radius = r;  color = "red";  }  public Circle(double r, String c) { // 3rd Constructor  radius = r;  color = c;  }    // Public methods  public double getRadius() {  return radius;  }  public String getColor() {  return color;  }  public double getArea() {  return radius\*radius\*Math.PI;  }  } |

Compile "Circle.java" into "Circle.class".

Notice that the Circle class does not have a main() method. Hence, it is NOT a standalone program and you cannot run the Circle class by itself. The Circle class is meant to be a building block and used in other programs.

##### TestCircle.java

We shall now write another class called TestCircle, which uses the Circle class. The TestCircle class has a main() method and can be executed.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22 | // Test driver program for the Circle class  public class **TestCircle** { // Save as "TestCircle.java"  public static void main(String[] args) { // Execution entry point  // Construct an instance of the Circle class called c1  Circle c1 = new Circle(2.0, "blue"); // Use 3rd constructor  System.out.println("Radius is " + c1.getRadius() // use dot operator to invoke member methods  + " Color is " + c1.getColor()  + " Area is " + c1.getArea());    // Construct another instance of the Circle class called c2  Circle c2 = new Circle(2.0); // Use 2nd constructor  System.out.println("Radius is " + c2.getRadius()  + " Color is " + c2.getColor()  + " Area is " + c2.getArea());    // Construct yet another instance of the Circle class called c3  Circle c3 = new Circle(); // Use 1st constructor  System.out.println("Radius is " + c3.getRadius()  + " Color is " + c3.getColor()  + " Area is " + c3.getArea());  }  } |

Compile TestCircle.java into TestCircle.class.

Run the TestCircle and study the output:

Radius is 2.0 Color is blue Area is 12.566370614359172

Radius is 2.0 Color is red Area is 12.566370614359172

Radius is 1.0 Color is red Area is 3.141592653589793

#### 2.9  Constructors

A constructor is a special method that has the same method name as the class name. In the above Circle class, we define three overloaded versions of constructor "Circle(....)". A constructor is used to construct and initialize all the member variables. To create a new instance of a class, you need to use a special "new" operator followed by a call to one of the constructors. For example,

Circle c1 = new Circle();

Circle c2 = new Circle(2.0);

Circle c3 = new Circle(3.0, "red");

A constructor is different from an ordinary method in the following aspects:

* The name of the constructor method is the same as the class name, and by classname convention, begins with an uppercase.
* Constructor has no return type (or implicitly returns void). Hence, no return statement is allowed inside the constructor's body.
* Constructor can only be invoked via the "new" operator. It can only be used once to initialize the instance constructed. You cannot call the constructor afterwards.
* Constructors are not inherited (to be explained later).

A constructor with no parameter is called the default constructor, which initializes the member variables to their default value. For example, the Circle() in the above example.

#### 2.10  Method Overloading

Method overloading means that the same method name can have different implementations (versions). However, the different implementations must be distinguishable by their argument list (either the number of arguments, or the type of arguments, or their order).

**Example:** The method average() has 3 versions, with different argument lists. The caller can invoke the chosen version by supplying the matching arguments.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22 | // Example to illustrate Method Overloading  public class **TestMethodOverloading** {  public static int average(int n1, int n2) { // A  return (n1+n2)/2;  }    public static double average(double n1, double n2) { // B  return (n1+n2)/2;  }    public static int average(int n1, int n2, int n3) { // C  return (n1+n2+n3)/3;  }  public static void main(String[] args) {  System.out.println(average(1, 2)); // Use A  System.out.println(average(1.0, 2.0)); // Use B  System.out.println(average(1, 2, 3)); // Use C  System.out.println(average(1.0, 2)); // Use B - int 2 implicitly casted to double 2.0  // average(1, 2, 3, 4); // Compilation Error - No matching method  }  } |

##### Overloading Circle Class' Constructor

The above Circle class has three versions of constructors differentiated by their parameter list, as followed:

Circle()

Circle(double r)

Circle(double r, String c)

Depending on the actual argument list used when invoking the method, the matching constructor will be invoked. If your argument list does not match any one of the methods, you will get a compilation error.

#### 2.11  public vs. private - Access Control Modifiers

An access control modifier can be used to control the visibility of a class, or a member variable or a member method within a class. We begin with the following two access control modifiers:

1. public: The class/variable/method is accessible and available to all the other objects in the system.
2. private: The class/variable/method is accessible and available within this class only.

For example, in the above Circle definition, the member variable radius is declared private. As the result, radius is accessible inside the Circle class, but NOT inside the TestCircle class. In other words, you cannot use "c1.radius" to refer to c1's radius in TestCircle. Try inserting the statement "System.out.println(c1.radius);" in TestCircle and observe the error message. Try changing radius to public, and re-run the statement.

On the other hand, the method getRadius() is declared public in the Circle class. Hence, it can be invoked in the TestCircle class.

**UML Notation:** In UML notation, public members are denoted with a "+", while private members with a "-" in the class diagram.

More access control modifiers will be discussed later.

#### 2.12  Information Hiding and Encapsulation

A class encapsulates the name, static attributes and dynamic behaviors into a "3-compartment box". Once a class is defined, you can seal up the "box" and put the "box" on the shelve for others to use and reuse. Anyone can pick up the "box" and use it in their application. This cannot be done in the traditional procedural-oriented language like C, as the static attributes (or variables) are scattered over the entire program and header files. You cannot "cut" out a portion of C program, plug into another program and expect the program to run without extensive changes.

Member variables of a class are typically hidden from the outside word (i.e., the other classes), with private access control modifier. Access to the member variables are provided via publicassessor methods, e.g., getRadius() and getColor().

This follows the principle of information hiding. That is, objects communicate with each others using well-defined interfaces (public methods). Objects are not allowed to know the implementation details of others. The implementation details are hidden or encapsulated within the class. Information hiding facilitates reuse of the class.

**Rule of Thumb:** Do not make any variable public, unless you have a good reason.

#### 2.13  Getters and Setters

To allow other classes to read the value of a private variable says xxx, you shall provide a get method (or getter or accessor method) called getXxx(). A get method need not expose the data in raw format. It can process the data and limit the view of the data others will see. get methods cannot modify the variable.

To allow other classes to modify the value of a private variable says xxx, you shall provide a set method (or setter or mutator method) called setXxx(). A set method could provide data validation (such as range checking), and transform the raw data into the internal representation.

For example, in our Circle class, the variables radius and color are declared private. That is to say, they are only available within the Circle class and not visible in any other classes - including TestCircle class. You cannot access the private variables radius and color from the TestCircle class directly - via says c1.radius or c1.color. The Circle class provides two public accessor methods, namely, getRadius() and getColor(). These methods are declared public. The class TestCircle can invoke these public accessor methods to retrieve the radiusand color of a Circle object, via says c1.getRadius() and c1.getColor().

There is no way you can change the radius or color of a Circle object, after it is constructed in the TestCircle class. You cannot issue statements such as c1.radius = 5.0 to change theradius of instance c1, as radius is declared as private in the Circle class and is not visible to other classes including TestCircle.

If the designer of the Circle class permits the change the radius and color after a Circle object is constructed, he has to provide the appropriate set methods (or setters or mutator methods), e.g.,

// Setter for color

public void setColor(String c) {

color = c;

}

// Setter for radius

public void setRadius(double r) {

radius = r;

}

With proper implementation of information hiding, the designer of a class has full control of what the user of the class can and cannot do.

#### 2.14  Keyword "this"

You can use keyword "this" to refer to thisinstance inside a class definition.

One of the main usage of keyword this is to resolve ambiguity.

public class Circle {

double radius; // Member variable called "radius"

public Circle(double radius) { // Method's argument also called "radius"

this.radius = radius;

// "this.radius" refers to this instance's member variable

// "radius" resolved to the method's argument.

}

...

}

In the above codes, there are two identifiers called radius - a member variable of the class and the method's argument. This causes naming conflict. To avoid the naming conflict, you could name the method's argument r instead of radius. However, radius is more approximate and meaningful in this context. Java provides a keyword called this to resolve this naming conflict. "this.radius" refers to the member variable; while "radius" resolves to the method's argument.

Using the keyword "this", the constructor, getter and setter methods for a private variable called xxx of type T are as follows:

public class Aaa {

// A private variable named xxx of type T

private T xxx;

// Constructor

public Aaa(T xxx) {

this.xxx = xxx;

}

// A getter for variable xxx of type T receives no argument and return a value of type T

public T getXxx() {

return xxx;

}

// A setter for variable xxx of type T receives a parameter of type T and return void

public void setXxx(T xxx) {

this.xxx = xxx;

}

}

For a boolean variable xxx, the getter shall be named isXxx(), instead of getXxx(), as follows:

// Private boolean variable

private boolean xxx;

// Getter

public boolean isXxx() {

return xxx;

}

// Setter

public void setXxx(boolean xxx) {

this.xxx = xxx;

}

Notes:

* this.varName refers to *varName* of this instance; this.methodName(...) invokes methodName(...) of this instance.
* In a constructor, we can use this(...) to call another constructor of this class.
* Inside a method, we can use the statement "return this" to return this instance to the caller.

#### 2.15  Method toString()

Every well-designed Java class should have a public method called toString() that returns a string description of the object. You can invoke the toString() method explicitly by callinganInstanceName.toString() or implicitly via println() or String concatenation operator '+'. Running println(anInstance) with an object argument invokes the toString() method of that instance implicitly.

For example, if the following toString() method is included in our Circle class:

// Return a short String description of this instance

public String toString() {

return "Circle with radius = " + radius + " and color of " + color;

}

In your TestCircle class, you can get a short text descriptor of a Circle object by:

Circle c1 = new Circle();

System.out.println(c1.toString()); // explicitly calling toString()

System.out.println(c1); // implicit call to c1.toString()

System.out.println("c1 is: " + c1); // '+' invokes c1.toString() to get a String before concatenation

The signature of toString() is:

public String toString() { ...... }

#### 2.16  Constants (final)

Constants are variables defined with the modifier final. A final variable can only be assigned once and its value cannot be modified once assigned. For example,

public final double X\_REFERENCE = 1.234;

private final int MAX\_ID = 9999;

MAX\_ID = 10000; // error: cannot assign a value to final variable MAX\_ID

// You need to initialize a final member variable during declaration

private final int SIZE; // error: variable SIZE might not have been initialized

**Constant Naming Convention:** A constant name is a noun, or a noun phrase made up of several words. All words are in uppercase separated by underscores '\_', for examples,X\_REFERENCE, MAX\_INTEGER and MIN\_VALUE.

Advanced Notes:

1. A final primitive variable cannot be re-assigned a new value.
2. A final instance cannot be re-assigned a new address.
3. A final class cannot be sub-classed (or extended).
4. A final method cannot be overridden.

#### 2.17  Putting Them Together in the Revised Circle Class
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##### Circle.java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48 | // The Circle class definition  public class Circle { // Save as "Circle.java"  // Public constants  public static final double DEFAULT\_RADIUS = 8.8;  public static final String DEFAULT\_COLOR = "red";    // Private variables  private double radius;  private String color;    // Constructors (overloaded)  public Circle() { // 1st Constructor  radius = DEFAULT\_RADIUS;  color = DEFAULT\_COLOR;  }  public Circle(double radius) { // 2nd Constructor  this.radius = radius;  color = DEFAULT\_COLOR;  }  public Circle(double radius, String color) { // 3rd Constructor  this.radius = radius;  this.color = color;  }    // Public getter and setter for private variables  public double getRadius() {  return radius;  }  public void setRadius(double radius) {  this.radius = radius;  }  public String getColor() {  return color;  }  public void setColor(String color) {  this.color = color;  }    // toString() to provide a short description of this instance  public String toString() {  return "Circle with radius = " + radius + " and color of " + color;  }    // Public methods  public double getArea() {  return radius\*radius\*Math.PI;  }  } |

##### TRY

Write a test driver to test ALL the public methods in the Circle class.

### 3.  More Examples on Classes

#### 3.1  Example: The Account Class
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A class called Account, which models a bank account, is designed as shown in the class diagram. It contains:

* Two private variables: accountNumber (int) and balance (double), which maintains the current account balance.
* Public methods credit() and debit(), which adds or subtracts the given amount from the balance, respectively. Thedebit() method shall print "amount withdrawn exceeds the current balance!" if amount is more than balance.
* A toString(), which returns "A/C no: xxx Balance=xxx" (e.g., A/C no: 991234 Balance=$88.88), with balance rounded to two decimal places.

##### Account.java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46 | /\* The Account class Definition \*/  public class Account {  // Private variables  private int accountNumber;  private double balance;    // Constructors  public Account(int accountNumber, double balance) {  this.accountNumber = accountNumber;  this.balance = balance;  }    public Account(int accountNumber) {  this.accountNumber = accountNumber;  balance = 0;  }    // Public getters and setters for private variables  public int getAccountNumber() {  return accountNumber;  }    public double getBalance() {  return balance;  }    public void setBalance(double balance) {  this.balance = balance;  }    public void credit(double amount) {  balance += amount;  }    public void debit(double amount) {  if (balance < amount) {  System.out.println("amount withdrawn exceeds the current balance!");  } else {  balance -= amount;  }  }    public String toString() {  return String.format("A/C no: %d Balance=%.2f", accountNumber, balance);  }  } |

##### TestAccount.java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15 | public class TestAccount {  public static void main(String[] args) {  Account a1 = new Account(1234, 99.99);  System.out.println(a1);  a1.credit(10.001);  a1.debit(5);  System.out.println(a1);  System.out.println(a1.getBalance());  a1.setBalance(0);  System.out.println(a1);    Account a2 = new Account(8888);  System.out.println(a2);  }  } |

#### 3.2  Example: The Ball class
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A Ball class models a moving ball, designed as shown in the class diagram, contains the following members:

* Two private variables x, y, which maintain the position of the ball.
* Constructors, public getters and setters for the private variables.
* A method setXY(), which sets the position of the ball and setXYSpeed() to set the speed of the ball.
* A method move(), which increases x and y by the given xDisp and yDisp, respectively.
* A toString(), which returns "Ball @ (x,y)".

##### Ball.java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43 | // Define the class Ball  public class Ball {  // Private variables  private double x, y; // x and y location    // Constructors  public Ball(double x, double y) {  this.x = x;  this.y = y;  }  public Ball() {  x = 0.0;  y = 0.0;  }    // Public getters and setters for private variables x and y  public double getX() {  return x;  }  public void setX(double x) {  this.x = x;  }  public double getY() {  return y;  }  public void setY(double y) {  this.y = y;  }    public void setXY(double x, double y) {  this.x = x;  this.y = y;  }    public void move(double xDisp, double yDisp) {  x += xDisp;  y += yDisp;  }    public String toString() {  return "Ball @ (" + x + "," + y + ")";  }  } |

#### 3.3  The Author and Book Classes

##### Let's start with the Author class
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A class called Author is defined as shown in the class diagram. It contains:

* Three private member variables: name (String), email (String), and gender (char of either 'm', 'f', or 'u'for unknown - you might also use a boolean variable called male having value of true or false).
* One constructor to initialize the name, email and gender with the given values.  
  (There is no default constructor for Author, as there are no defaults for name, email and gender.)
* Public getters/setters: getName(), getEmail(), setEmail(), and getGender().  
  (There are no setters for name and gender, as these attributes cannot be changed.)
* A toString() method that returns "author-name (gender) at email", e.g., "Tan Ah Teck (m) at ahTeck@somewhere.com".

##### Author.java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36 | // The Author class definition  public class Author {  // Private variables  private String name;  private String email;  private char gender;    // Constructor  public Author(String name, String email, char gender) {  this.name = name;  this.email = email;  this.gender = gender;  }    // Public getters and setters for private variables  public String getName() {  return name;  }    public String getEmail() {  return email;  }    public char getGender() {  return gender;  }    public void setEmail(String email) {  this.email = email;  }    // toString() to describe itself  public String toString() {  return name + " (" + gender + ") at " + email;  }  } |

##### A Test Driver Program: TestAuthor.java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9 | // A test driver for the Author class  public class TestAuthor {  public static void main(String[] args) {  Author teck = new Author("Tan Ah Teck", "teck@somewhere.com", 'm');  System.out.println(teck); // toString()  teck.setEmail("teck@nowhere.com");  System.out.println(teck); // toString()  }  } |

##### A Book is written by an Author - Using an "Object" Member Variable
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Let's design a Book class. Assume that a book is written by one and only one author. The Book class (as shown in the class diagram) contains the following members:

* Four private member variables: name (String), author (an instance of the class Author you have just created, assume that each book has one and only one author), price (double), andqtyInStock (int).
* Two overloaded constructors.
* Getters/Setters: getName(), getAuthor(), getPrice(), setPrice(), getQtyInStock(),setQtyInStock().
* A toString() that returns "'book-name' by author-name (gender) at email".  
  You should reuse the Author's toString() method, which returns "author-name (gender) at email".

##### Book.java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53 | // The Book class definition  public class Book {  // Private variables  private String name;  private Author author;  private double price;  private int qtyInStock;    // Constructors  public Book(String name, Author author, double price) {  this.name = name;  this.author = author;  this.price = price;  this.qtyInStock = 0; // Not given, set to the default value  }    public Book(String name, Author author, double price, int qtyInStock) {  this.name = name;  this.author = author;  this.price = price;  this.qtyInStock = qtyInStock;  }    // Getters and Setters  public String getName() {  return name;  }    public Author getAuthor() {  return author; // return member author, which is an instance of class Author  }    public double getPrice() {  return price;  }    public void setPrice(double price) {  this.price = price;  }    public int getQtyInStock() {  return qtyInStock;  }    public void setQtyInStock(int qtyInStock) {  this.qtyInStock = qtyInStock;  }    // toString() t describe itself  public String toString() {  return "'" + name + "' by " + author; // author.toString()  }  } |

##### A Test Driver Program - TestBook.java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15 | // A test driver program for the Book class  public class TestBook {  public static void main(String[] args) {  Author teck = new Author("Tan Ah Teck", "teck@somewhere.com", 'm');  System.out.println(teck); // toString()    Book dummyBook = new Book("Java for dummies", teck, 9.99, 88);  System.out.println(dummyBook); // toString()    Book moreDummyBook = new Book("Java for more dummies",  new Author("Peter Lee", "peter@nowhere.com", 'm'), // anonymous instance of Author  19.99, 8);  System.out.println(moreDummyBook); // toString()  }  } |

#### 3.4  The Student Class
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Suppose that our application requires us to model a group of students. A student has a name and address. We are required to keep track of the courses taken by each student, together with the grades (between 0 and 100) for each of the courses. A student shall not take more than 30 courses for the entire program. We are required to print all course grades, and also the overall average grade.

We can design the Student class as shown in the class diagram. The class contains:

* Private member variables name (String), address (String), numCourses, course and grades. The numCoursesmaintains the number of courses taken by the student so far. The courses and grades are two parallel arrays, storing the courses taken (e.g., {"IM101", "IM102", "IM103"}) and their respective grades (e.g. {89, 56, 98}).
* A constructor that constructs an instance with the given name and Address. It also constructs the courses andgrades arrays and set the numCourses to 0.
* Getters for name and address; setter for address. No setter is defined for name as it shall not be changed.
* A toString(), which prints "name(address)".
* A method addCourseGrade(course, grade), which appends the given course and grade into the coursesand grades arrays, respectively, and increments numCourses.
* A method printGrades(), which prints "name(address) course1:grade1, course2:grade2,...". You should reuse the toString() here.
* A method getAverageGrade(), which returns the average grade of all the courses taken.

**UML Notations:** In UML notations, a variable is written as [+|-]varName:type; a method is written as [+|-]methodName(arg1:type1, arg2:type2,...):returnType, where '+'denotes public and '-' denotes private.

##### Student.java

The source code for Student.java is as follows:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55  56  57  58  59  60  61  62  63  64  65 | // The student class definition  public class Student {  // Private member variables  private String name;  private String address;  // Courses taken and grades for the courses are kept in 2 arrays of the same length  private String[] courses;  private int[] grades; // A grade is between 0 to 100  private int numCourses; // Number of courses taken so far  private static final int MAX\_COURSES = 30; // maximum courses    // Constructor  public Student(String name, String address) {  this.name = name;  this.address = address;  courses = new String[MAX\_COURSES]; // allocate arrays  grades = new int[MAX\_COURSES];  numCourses = 0; // no courses so far  }    // Public getter for private variable name  public String getName() {  return name;  }    // Public getter for private variable address  public String getAddress() {  return address;  }    // Public setter for private variable address  public void setAddress(String address) {  this.address = address;  }    // Describe itself  public String toString() {  return name + "(" + address + ")";  }    // Add a course and grade  public void addCourseGrade(String course, int grade) {  courses[numCourses] = course;  grades[numCourses] = grade;  ++numCourses;  }    // Print all courses taken and their grades  public void printGrades() {  System.out.print(this); // toString()  for (int i = 0; i < numCourses; ++i) {  System.out.print(" " + courses[i] + ":" + grades[i]);  }  System.out.println();  }    // Compute the average grade  public double getAverageGrade() {  int sum = 0;  for (int i = 0; i < numCourses; ++i) {  sum += grades[i];  }  return (double)sum/numCourses;  }  } |

##### TestStudent.java

Let us write a test program to create a student named "Tan Ah Teck", who has taken 3 courses, "IM101", "IM102" and "IM103" with grades of 89, 57, and 96 respectively. We shall print all the course grades, and the average grade.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11 | // A test driver program for the Student class  public class TestStudent {  public static void main(String[] args) {  Student ahTeck = new Student("Tan Ah Teck", "1 Happy Ave");  ahTeck.addCourseGrade("IM101", 89);  ahTeck.addCourseGrade("IM102", 57);  ahTeck.addCourseGrade("IM103", 96);  ahTeck.printGrades();  System.out.printf("The average grade is %.2f", ahTeck.getAverageGrade());  }  } |

Tan Ah Teck(1 Happy Ave) IM101:89 IM102:57 IM103:96

The average grade is 80.67

#### 3.5  The MyPoint and MyCircle class
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A class called MyPoint, which models a 2D point with x and y coordinates, is designed as shown in the class diagram. It contains:

* Two private member variables x (int) and y (int).
* A default (no-arg) constructor that construct a point at (0,0).
* A constructor that constructs a point with the given x and y coordinates.
* Getter and setter for the private variables x and y.
* A method setXY() to set both x and y.
* A toString() method that returns a string description of the instance in the format "(x,y)".
* A method distance(int x, int y), which returns the distance from this point to another point at the given (x,y) coordinates in double.
* An overloaded distance(MyPoint another) method, which returns the distance from this point to the given MyPoint instance called another.

##### MyPoint.java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55 | // The MyPoint class definition  public class MyPoint {  // Private member variables  private int x;  private int y;    // Constructors  public MyPoint() {  x = 0;  y = 0;  }    public MyPoint(int x, int y) {  this.x = x;  this.y = y;  }    // Getters and Setters  public int getX() {  return x;  }    public int getY() {  return y;  }    public void setX(int x) {  this.x = x;  }    public void setY(int y) {  this.y = y;  }    public void setXY(int x, int y) {  this.x = x;  this.y = y;  }    public String toString() {  return "(" + x + "," + y + ")";  }    public double distance(int x, int y) {  int xDiff = this.x - x;  int yDiff = this.y - y;  return Math.sqrt(xDiff\*xDiff + yDiff\*yDiff);  }    public double distance(MyPoint another) {  int xDiff = this.x - another.x;  int yDiff = this.y - another.y;  return Math.sqrt(xDiff\*xDiff + yDiff\*yDiff);  }  } |

##### Test Driver Program: TestMyPoint.java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16 | // A test driver for MyPoint class  public class TestMyPoint {  public static void main(String[] args) {  MyPoint p1 = new MyPoint();  System.out.println(p1);  p1.setXY(0, 3);  System.out.println(p1);    MyPoint p2 = new MyPoint(4, 0);  System.out.println(p2);    // Test distance() methods  System.out.println(p1.distance(4, 0));  System.out.println(p1.distance(p2));  }  } |
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A class called MyCircle is designed as shown in the class diagram. It contains:

* Two private member variables: a radius (double) and a center (an instance of MyPoint, which we created earlier).
* A default (no-arg) constructor that construct a Circle at (0,0) with radius of 1.0.
* A constructor that constructs a Circle with the given xCenter, yCenter and radius.
* A constructor that constructs a Circle with the given instance of MyPoint as center; andradius.
* Getter and setter for the private variables center and radius.
* Methods getCenterX(), setCenterX(), setCenterXY(), etc.
* A toString() method that returns a string description of the instance in the format "center=(x,y) radius=r".
* A distance(MyCircle another) method that returns the distance from this Circle to the given MyCircle instance called another.

##### MyCircle.java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55  56  57  58  59  60  61  62  63  64  65  66  67  68  69  70  71  72  73  74  75  76 | // The MyCircle class definition  public class MyCircle {  // Private member variables  private MyPoint center; // Declare instance center  private double radius;    // Constructors  public MyCircle() {  center = new MyPoint(); // Construct instance at (0,0)  radius = 1.0;  }    public MyCircle(int xCenter, int yCenter, double radius) {  center = new MyPoint(xCenter, yCenter); // Construct instance  this.radius = radius;  }    public MyCircle(MyPoint center, double radius) {  this.center = center;  this.radius = radius;  }    // Getters and Setters  public double getRadius() {  return radius;  }    public void setRadius(double radius) {  this.radius = radius;  }    public MyPoint getCenter() {  return center;  }    public void setCenter(MyPoint center) {  this.center = center;  }    public int getCenterX() {  return center.getX();  }    public void setCenterX(int x) {  center.setX(x);  }    public int getCenterY() {  return center.getY();  }    public void setCenterY(int y) {  center.setY(y);  }    public void setCenterXY(int x, int y) {  center.setX(x);  center.setY(y);  }    public String toString() {  return "center=" + center + " radius=" + radius;  }    public double getArea() {  return Math.PI \* radius \* radius;  }    public double getPerimeter() {  return 2.0 \* Math.PI \* radius;  }    public double distance(MyCircle another) {  return center.distance(another.center); // use distance() of MyPoint  }  } |

##### TestMyCircle.java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16 | // A test driver for MyCircle class  public class TestMyCircle {  public static void main(String[] args) {  MyCircle c1 = new MyCircle();  System.out.println(c1);  c1.setCenterXY(0, 3);  System.out.println(c1);    MyPoint p1 = new MyPoint(4, 0);  MyCircle c2 = new MyCircle(p1, 9);  System.out.println(c2);    // Test distance() methods  System.out.println(c1.distance(c2));  }  } |

#### 3.6  The MyTime class
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A class called MyTime, which models a time instance, is designed as shown in the class diagram.

It contains the following private instance variables:

* hour: between 00 to 23.
* minute: between 00 to 59.
* Second: between 00 to 59.

The constructor shall invoke the setTime() method (to be described later) to set the instance variable.

It contains the following public methods:

* setTime(int hour, int minute, int second): It shall check if the given hour, minute and second are valid before setting the instance variables.  
  (Advanced: Otherwise, it shall throw an IllegalArgumentException with the message "Invalid hour, minute, or second!".)
* Setters setHour(int hour), setMinute(int minute), setSecond(int second): It shall check if the parameters are valid, similar to the above.
* Getters getHour(), getMinute(), getSecond().
* toString(): returns "HH:MM:SS".
* nextSecond(): Update this instance to the next second and return this instance. Take note that thenextSecond() of 23:59:59 is 00:00:00.
* nextMinute(), nextHour(), previousSecond(), previousMinute(), previousHour(): similar to the above.

##### MyTime.java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55  56  57  58  59  60  61  62  63  64  65  66  67  68  69  70  71  72  73  74  75  76  77  78 | // The MyTime class definition  public class MyTime { // "MyTime.java"  // Private member variables  private int hour; // 0-23  private int minute; // 0-59  private int second; // 0-59    // Constructor  public MyTime(int hour, int minute, int second) {  setTime(hour, minute, second);  }    void setTime(int hour, int minute, int second) {  setHour(hour);  setMinute(minute);  setSecond(second);  }    // Setters which validates input with exception handling  void setHour(int hour) {  if (hour >= 0 && hour <= 23) {  this.hour = hour;  } else {  throw new IllegalArgumentException("Invalid hour!");  }  }    void setMinute(int minute) {  if (minute >= 0 && minute <= 59) {  this.minute = minute;  } else {  throw new IllegalArgumentException("Invalid minute!");  }  }    void setSecond(int second) {  if (second >= 0 && second <= 59) {  this.second = second;  } else {  throw new IllegalArgumentException("Invalid second!");  }  }    // Getters  public int getHour() {  return hour;  }    public int getMinute() {  return minute;  }    public int getSecond() {  return second;  }    // Return description in the format "hh:mm:ss" with leading zeros  public String toString() {  return String.format("%02d:%02d:%02d", hour, minute, second);  }    // Increment this instance to the next second, return this instance  public MyTime nextSecond() {  ++second;  if (second == 60) {  second = 0;  ++minute;  }  if (minute == 60) {  minute = 0;  ++hour;  }  if (hour == 24) {  hour = 0;  }  return this; // Return this instance, to support cascaded operation  }  } |

##### Exception Handling

What to do if an invalid hour, minute or second was given in the constructor or setter? Print an error message? Abruptly terminate the program? Continue operation by setting the parameter to its default? This is a hard decision.

In Java, instead of printing an error message, you can throw an so-called Exception object (such as IllegalArgumentException) to the caller, and let the caller handles the exception. For example,

void setHour(int hour) {

if (hour >= 0 && hour <= 23) {

this.hour = hour;

} else {

throw new IllegalArgumentException("Invalid hour!");

}

}

The caller can use the try-catch construct to handle the exception (in the test driver below). For example,

try {

MyTime t3 = new MyTime(12, 69, 69);

// skip remaining statements in try, goto catch

System.out.println(t1);

} catch (IllegalArgumentException ex) {

ex.printStackTrace();

} // after catch, continue next statement

The statements in the try-clause will be executed. If all the statements are successful, the catch-clause is ignored. However, if one of the statement in the try-clause throws anIllegalArgumentException, the rest of try-clause will be skipped, and the execution transferred to the catch-clause. The program always continues to the next statement after the try-catch.

##### A Test Driver Class: TestMyTime.java

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23 | // A test driver program for MyTime  public class TestMyTime {  public static void main(String[] args) {  MyTime t1 = new MyTime(23, 59, 58);  System.out.println(t1);  System.out.println(t1.nextSecond());  System.out.println(t1.nextSecond().nextSecond().nextSecond());    // MyTime t2 = new MyTime(12, 69, 69); // abrupt termination  // NOT continue to next statement    // Handling exception gracefully  try {  MyTime t3 = new MyTime(12, 69, 69);  // skip remaining statements in try, goto catch  System.out.println(t1);  } catch (IllegalArgumentException ex) {  ex.printStackTrace();  } // after try or catch, continue next statement    System.out.println("Continue after exception!");  }  } |
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|  |  |
| --- | --- |
| **Packages** | |
| [**java.applet**](http://docs.oracle.com/javase/6/docs/api/java/applet/package-summary.html) | Provides the classes necessary to create an applet and the classes an applet uses to communicate with its applet context. |
| [**java.awt**](http://docs.oracle.com/javase/6/docs/api/java/awt/package-summary.html) | Contains all of the classes for creating user interfaces and for painting graphics and images. |
| [**java.awt.color**](http://docs.oracle.com/javase/6/docs/api/java/awt/color/package-summary.html) | Provides classes for color spaces. |
| [**java.awt.datatransfer**](http://docs.oracle.com/javase/6/docs/api/java/awt/datatransfer/package-summary.html) | Provides interfaces and classes for transferring data between and within applications. |
| [**java.awt.dnd**](http://docs.oracle.com/javase/6/docs/api/java/awt/dnd/package-summary.html) | Drag and Drop is a direct manipulation gesture found in many Graphical User Interface systems that provides a mechanism to transfer information between two entities logically associated with presentation elements in the GUI. |
| [**java.awt.event**](http://docs.oracle.com/javase/6/docs/api/java/awt/event/package-summary.html) | Provides interfaces and classes for dealing with different types of events fired by AWT components. |
| [**java.awt.font**](http://docs.oracle.com/javase/6/docs/api/java/awt/font/package-summary.html) | Provides classes and interface relating to fonts. |
| [**java.awt.geom**](http://docs.oracle.com/javase/6/docs/api/java/awt/geom/package-summary.html) | Provides the Java 2D classes for defining and performing operations on objects related to two-dimensional geometry. |
| [**java.awt.im**](http://docs.oracle.com/javase/6/docs/api/java/awt/im/package-summary.html) | Provides classes and interfaces for the input method framework. |
| [**java.awt.im.spi**](http://docs.oracle.com/javase/6/docs/api/java/awt/im/spi/package-summary.html) | Provides interfaces that enable the development of input methods that can be used with any Java runtime environment. |
| [**java.awt.image**](http://docs.oracle.com/javase/6/docs/api/java/awt/image/package-summary.html) | Provides classes for creating and modifying images. |
| [**java.awt.image.renderable**](http://docs.oracle.com/javase/6/docs/api/java/awt/image/renderable/package-summary.html) | Provides classes and interfaces for producing rendering-independent images. |
| [**java.awt.print**](http://docs.oracle.com/javase/6/docs/api/java/awt/print/package-summary.html) | Provides classes and interfaces for a general printing API. |
| [**java.beans**](http://docs.oracle.com/javase/6/docs/api/java/beans/package-summary.html) | Contains classes related to developing *beans* -- components based on the JavaBeansTMarchitecture. |
| [**java.beans.beancontext**](http://docs.oracle.com/javase/6/docs/api/java/beans/beancontext/package-summary.html) | Provides classes and interfaces relating to bean context. |
| [**java.io**](http://docs.oracle.com/javase/6/docs/api/java/io/package-summary.html) | Provides for system input and output through data streams, serialization and the file system. |
| [**java.lang**](http://docs.oracle.com/javase/6/docs/api/java/lang/package-summary.html) | Provides classes that are fundamental to the design of the Java programming language. |
| [**java.lang.annotation**](http://docs.oracle.com/javase/6/docs/api/java/lang/annotation/package-summary.html) | Provides library support for the Java programming language annotation facility. |
| [**java.lang.instrument**](http://docs.oracle.com/javase/6/docs/api/java/lang/instrument/package-summary.html) | Provides services that allow Java programming language agents to instrument programs running on the JVM. |
| [**java.lang.management**](http://docs.oracle.com/javase/6/docs/api/java/lang/management/package-summary.html) | Provides the management interface for monitoring and management of the Java virtual machine as well as the operating system on which the Java virtual machine is running. |
| [**java.lang.ref**](http://docs.oracle.com/javase/6/docs/api/java/lang/ref/package-summary.html) | Provides reference-object classes, which support a limited degree of interaction with the garbage collector. |
| [**java.lang.reflect**](http://docs.oracle.com/javase/6/docs/api/java/lang/reflect/package-summary.html) | Provides classes and interfaces for obtaining reflective information about classes and objects. |
| [**java.math**](http://docs.oracle.com/javase/6/docs/api/java/math/package-summary.html) | Provides classes for performing arbitrary-precision integer arithmetic (BigInteger) and arbitrary-precision decimal arithmetic (BigDecimal). |
| [**java.net**](http://docs.oracle.com/javase/6/docs/api/java/net/package-summary.html) | Provides the classes for implementing networking applications. |
| [**java.nio**](http://docs.oracle.com/javase/6/docs/api/java/nio/package-summary.html) | Defines buffers, which are containers for data, and provides an overview of the other NIO packages. |
| [**java.nio.channels**](http://docs.oracle.com/javase/6/docs/api/java/nio/channels/package-summary.html) | Defines channels, which represent connections to entities that are capable of performing I/O operations, such as files and sockets; defines selectors, for multiplexed, non-blocking I/O operations. |
| [**java.nio.channels.spi**](http://docs.oracle.com/javase/6/docs/api/java/nio/channels/spi/package-summary.html) | Service-provider classes for the [java.nio.channels](http://docs.oracle.com/javase/6/docs/api/java/nio/channels/package-summary.html) package. |
| [**java.nio.charset**](http://docs.oracle.com/javase/6/docs/api/java/nio/charset/package-summary.html) | Defines charsets, decoders, and encoders, for translating between bytes and Unicode characters. |
| [**java.nio.charset.spi**](http://docs.oracle.com/javase/6/docs/api/java/nio/charset/spi/package-summary.html) | Service-provider classes for the [java.nio.charset](http://docs.oracle.com/javase/6/docs/api/java/nio/charset/package-summary.html) package. |
| [**java.rmi**](http://docs.oracle.com/javase/6/docs/api/java/rmi/package-summary.html) | Provides the RMI package. |
| [**java.rmi.activation**](http://docs.oracle.com/javase/6/docs/api/java/rmi/activation/package-summary.html) | Provides support for RMI Object Activation. |
| [**java.rmi.dgc**](http://docs.oracle.com/javase/6/docs/api/java/rmi/dgc/package-summary.html) | Provides classes and interface for RMI distributed garbage-collection (DGC). |
| [**java.rmi.registry**](http://docs.oracle.com/javase/6/docs/api/java/rmi/registry/package-summary.html) | Provides a class and two interfaces for the RMI registry. |
| [**java.rmi.server**](http://docs.oracle.com/javase/6/docs/api/java/rmi/server/package-summary.html) | Provides classes and interfaces for supporting the server side of RMI. |
| [**java.security**](http://docs.oracle.com/javase/6/docs/api/java/security/package-summary.html) | Provides the classes and interfaces for the security framework. |
| [**java.security.acl**](http://docs.oracle.com/javase/6/docs/api/java/security/acl/package-summary.html) | The classes and interfaces in this package have been superseded by classes in the java.security package. |
| [**java.security.cert**](http://docs.oracle.com/javase/6/docs/api/java/security/cert/package-summary.html) | Provides classes and interfaces for parsing and managing certificates, certificate revocation lists (CRLs), and certification paths. |
| [**java.security.interfaces**](http://docs.oracle.com/javase/6/docs/api/java/security/interfaces/package-summary.html) | Provides interfaces for generating RSA (Rivest, Shamir and Adleman AsymmetricCipher algorithm) keys as defined in the RSA Laboratory Technical Note PKCS#1, and DSA (Digital Signature Algorithm) keys as defined in NIST's FIPS-186. |
| [**java.security.spec**](http://docs.oracle.com/javase/6/docs/api/java/security/spec/package-summary.html) | Provides classes and interfaces for key specifications and algorithm parameter specifications. |
| [**java.sql**](http://docs.oracle.com/javase/6/docs/api/java/sql/package-summary.html) | Provides the API for accessing and processing data stored in a data source (usually a relational database) using the JavaTM programming language. |
| [**java.text**](http://docs.oracle.com/javase/6/docs/api/java/text/package-summary.html) | Provides classes and interfaces for handling text, dates, numbers, and messages in a manner independent of natural languages. |
| [**java.text.spi**](http://docs.oracle.com/javase/6/docs/api/java/text/spi/package-summary.html) | Service provider classes for the classes in the java.text package. |
| [**java.util**](http://docs.oracle.com/javase/6/docs/api/java/util/package-summary.html) | Contains the collections framework, legacy collection classes, event model, date and time facilities, internationalization, and miscellaneous utility classes (a string tokenizer, a random-number generator, and a bit array). |
| [**java.util.concurrent**](http://docs.oracle.com/javase/6/docs/api/java/util/concurrent/package-summary.html) | Utility classes commonly useful in concurrent programming. |
| [**java.util.concurrent.atomic**](http://docs.oracle.com/javase/6/docs/api/java/util/concurrent/atomic/package-summary.html) | A small toolkit of classes that support lock-free thread-safe programming on single variables. |
| [**java.util.concurrent.locks**](http://docs.oracle.com/javase/6/docs/api/java/util/concurrent/locks/package-summary.html) | Interfaces and classes providing a framework for locking and waiting for conditions that is distinct from built-in synchronization and monitors. |
| [**java.util.jar**](http://docs.oracle.com/javase/6/docs/api/java/util/jar/package-summary.html) | Provides classes for reading and writing the JAR (Java ARchive) file format, which is based on the standard ZIP file format with an optional manifest file. |
| [**java.util.logging**](http://docs.oracle.com/javase/6/docs/api/java/util/logging/package-summary.html) | Provides the classes and interfaces of the JavaTM 2 platform's core logging facilities. |
| [**java.util.prefs**](http://docs.oracle.com/javase/6/docs/api/java/util/prefs/package-summary.html) | This package allows applications to store and retrieve user and system preference and configuration data. |
| [**java.util.regex**](http://docs.oracle.com/javase/6/docs/api/java/util/regex/package-summary.html) | Classes for matching character sequences against patterns specified by regular expressions. |
| [**java.util.spi**](http://docs.oracle.com/javase/6/docs/api/java/util/spi/package-summary.html) | Service provider classes for the classes in the java.util package. |
| [**java.util.zip**](http://docs.oracle.com/javase/6/docs/api/java/util/zip/package-summary.html) | Provides classes for reading and writing the standard ZIP and GZIP file formats. |
| [**javax.accessibility**](http://docs.oracle.com/javase/6/docs/api/javax/accessibility/package-summary.html) | Defines a contract between user-interface components and an assistive technology that provides access to those components. |
| [**javax.activation**](http://docs.oracle.com/javase/6/docs/api/javax/activation/package-summary.html) |  |
| [**javax.activity**](http://docs.oracle.com/javase/6/docs/api/javax/activity/package-summary.html) | Contains Activity service related exceptions thrown by the ORB machinery during unmarshalling. |
| [**javax.annotation**](http://docs.oracle.com/javase/6/docs/api/javax/annotation/package-summary.html) |  |
| [**javax.annotation.processing**](http://docs.oracle.com/javase/6/docs/api/javax/annotation/processing/package-summary.html) | Facilities for declaring annotation processors and for allowing annotation processors to communicate with an annotation processing tool environment. |
| [**javax.crypto**](http://docs.oracle.com/javase/6/docs/api/javax/crypto/package-summary.html) | Provides the classes and interfaces for cryptographic operations. |
| [**javax.crypto.interfaces**](http://docs.oracle.com/javase/6/docs/api/javax/crypto/interfaces/package-summary.html) | Provides interfaces for Diffie-Hellman keys as defined in RSA Laboratories' PKCS #3. |
| [**javax.crypto.spec**](http://docs.oracle.com/javase/6/docs/api/javax/crypto/spec/package-summary.html) | Provides classes and interfaces for key specifications and algorithm parameter specifications. |
| [**javax.imageio**](http://docs.oracle.com/javase/6/docs/api/javax/imageio/package-summary.html) | The main package of the Java Image I/O API. |
| [**javax.imageio.event**](http://docs.oracle.com/javase/6/docs/api/javax/imageio/event/package-summary.html) | A package of the Java Image I/O API dealing with synchronous notification of events during the reading and writing of images. |
| [**javax.imageio.metadata**](http://docs.oracle.com/javase/6/docs/api/javax/imageio/metadata/package-summary.html) | A package of the Java Image I/O API dealing with reading and writing metadata. |
| [**javax.imageio.plugins.bmp**](http://docs.oracle.com/javase/6/docs/api/javax/imageio/plugins/bmp/package-summary.html) | Package containing the public classes used by the built-in BMP plug-in. |
| [**javax.imageio.plugins.jpeg**](http://docs.oracle.com/javase/6/docs/api/javax/imageio/plugins/jpeg/package-summary.html) | Classes supporting the built-in JPEG plug-in. |
| [**javax.imageio.spi**](http://docs.oracle.com/javase/6/docs/api/javax/imageio/spi/package-summary.html) | A package of the Java Image I/O API containing the plug-in interfaces for readers, writers, transcoders, and streams, and a runtime registry. |
| [**javax.imageio.stream**](http://docs.oracle.com/javase/6/docs/api/javax/imageio/stream/package-summary.html) | A package of the Java Image I/O API dealing with low-level I/O from files and streams. |
| [**javax.jws**](http://docs.oracle.com/javase/6/docs/api/javax/jws/package-summary.html) |  |
| [**javax.jws.soap**](http://docs.oracle.com/javase/6/docs/api/javax/jws/soap/package-summary.html) |  |
| [**javax.lang.model**](http://docs.oracle.com/javase/6/docs/api/javax/lang/model/package-summary.html) | Classes and hierarchies of packages used to model the Java programming language. |
| [**javax.lang.model.element**](http://docs.oracle.com/javase/6/docs/api/javax/lang/model/element/package-summary.html) | Interfaces used to model elements of the Java programming language. |
| [**javax.lang.model.type**](http://docs.oracle.com/javase/6/docs/api/javax/lang/model/type/package-summary.html) | Interfaces used to model Java programming language types. |
| [**javax.lang.model.util**](http://docs.oracle.com/javase/6/docs/api/javax/lang/model/util/package-summary.html) | Utilities to assist in the processing of [program elements](http://docs.oracle.com/javase/6/docs/api/javax/lang/model/element/package-summary.html) and [types](http://docs.oracle.com/javase/6/docs/api/javax/lang/model/type/package-summary.html). |
| [**javax.management**](http://docs.oracle.com/javase/6/docs/api/javax/management/package-summary.html) | Provides the core classes for the Java Management Extensions. |
| [**javax.management.loading**](http://docs.oracle.com/javase/6/docs/api/javax/management/loading/package-summary.html) | Provides the classes which implement advanced dynamic loading. |
| [**javax.management.modelmbean**](http://docs.oracle.com/javase/6/docs/api/javax/management/modelmbean/package-summary.html) | Provides the definition of the ModelMBean classes. |
| [**javax.management.monitor**](http://docs.oracle.com/javase/6/docs/api/javax/management/monitor/package-summary.html) | Provides the definition of the monitor classes. |
| [**javax.management.openmbean**](http://docs.oracle.com/javase/6/docs/api/javax/management/openmbean/package-summary.html) | Provides the open data types and Open MBean descriptor classes. |
| [**javax.management.relation**](http://docs.oracle.com/javase/6/docs/api/javax/management/relation/package-summary.html) | Provides the definition of the Relation Service. |
| [**javax.management.remote**](http://docs.oracle.com/javase/6/docs/api/javax/management/remote/package-summary.html) | Interfaces for remote access to JMX MBean servers. |
| [**javax.management.remote.rmi**](http://docs.oracle.com/javase/6/docs/api/javax/management/remote/rmi/package-summary.html) | The RMI connector is a connector for the JMX Remote API that uses RMI to transmit client requests to a remote MBean server. |
| [**javax.management.timer**](http://docs.oracle.com/javase/6/docs/api/javax/management/timer/package-summary.html) | Provides the definition of the Timer MBean. |
| [**javax.naming**](http://docs.oracle.com/javase/6/docs/api/javax/naming/package-summary.html) | Provides the classes and interfaces for accessing naming services. |
| [**javax.naming.directory**](http://docs.oracle.com/javase/6/docs/api/javax/naming/directory/package-summary.html) | Extends the javax.naming package to provide functionality for accessing directory services. |
| [**javax.naming.event**](http://docs.oracle.com/javase/6/docs/api/javax/naming/event/package-summary.html) | Provides support for event notification when accessing naming and directory services. |
| [**javax.naming.ldap**](http://docs.oracle.com/javase/6/docs/api/javax/naming/ldap/package-summary.html) | Provides support for LDAPv3 extended operations and controls. |
| [**javax.naming.spi**](http://docs.oracle.com/javase/6/docs/api/javax/naming/spi/package-summary.html) | Provides the means for dynamically plugging in support for accessing naming and directory services through the javax.naming and related packages. |
| [**javax.net**](http://docs.oracle.com/javase/6/docs/api/javax/net/package-summary.html) | Provides classes for networking applications. |
| [**javax.net.ssl**](http://docs.oracle.com/javase/6/docs/api/javax/net/ssl/package-summary.html) | Provides classes for the secure socket package. |
| [**javax.print**](http://docs.oracle.com/javase/6/docs/api/javax/print/package-summary.html) | Provides the principal classes and interfaces for the JavaTM Print Service API. |
| [**javax.print.attribute**](http://docs.oracle.com/javase/6/docs/api/javax/print/attribute/package-summary.html) | Provides classes and interfaces that describe the types of JavaTM Print Service attributes and how they can be collected into attribute sets. |
| [**javax.print.attribute.standard**](http://docs.oracle.com/javase/6/docs/api/javax/print/attribute/standard/package-summary.html) | Package javax.print.attribute.standard contains classes for specific printing attributes. |
| [**javax.print.event**](http://docs.oracle.com/javase/6/docs/api/javax/print/event/package-summary.html) | Package javax.print.event contains event classes and listener interfaces. |
| [**javax.rmi**](http://docs.oracle.com/javase/6/docs/api/javax/rmi/package-summary.html) | Contains user APIs for RMI-IIOP. |
| [**javax.rmi.CORBA**](http://docs.oracle.com/javase/6/docs/api/javax/rmi/CORBA/package-summary.html) | Contains portability APIs for RMI-IIOP. |
| [**javax.rmi.ssl**](http://docs.oracle.com/javase/6/docs/api/javax/rmi/ssl/package-summary.html) | Provides implementations of [RMIClientSocketFactory](http://docs.oracle.com/javase/6/docs/api/java/rmi/server/RMIClientSocketFactory.html) and [RMIServerSocketFactory](http://docs.oracle.com/javase/6/docs/api/java/rmi/server/RMIServerSocketFactory.html) over the Secure Sockets Layer (SSL) or Transport Layer Security (TLS) protocols. |
| [**javax.script**](http://docs.oracle.com/javase/6/docs/api/javax/script/package-summary.html) | The scripting API consists of interfaces and classes that define Java TM Scripting Engines and provides a framework for their use in Java applications. |
| [**javax.security.auth**](http://docs.oracle.com/javase/6/docs/api/javax/security/auth/package-summary.html) | This package provides a framework for authentication and authorization. |
| [**javax.security.auth.callback**](http://docs.oracle.com/javase/6/docs/api/javax/security/auth/callback/package-summary.html) | This package provides the classes necessary for services to interact with applications in order to retrieve information (authentication data including usernames or passwords, for example) or to display information (error and warning messages, for example). |
| [**javax.security.auth.kerberos**](http://docs.oracle.com/javase/6/docs/api/javax/security/auth/kerberos/package-summary.html) | This package contains utility classes related to the Kerberos network authentication protocol. |
| [**javax.security.auth.login**](http://docs.oracle.com/javase/6/docs/api/javax/security/auth/login/package-summary.html) | This package provides a pluggable authentication framework. |
| [**javax.security.auth.spi**](http://docs.oracle.com/javase/6/docs/api/javax/security/auth/spi/package-summary.html) | This package provides the interface to be used for implementing pluggable authentication modules. |
| [**javax.security.auth.x500**](http://docs.oracle.com/javase/6/docs/api/javax/security/auth/x500/package-summary.html) | This package contains the classes that should be used to store X500 Principal and X500 Private Crendentials in a *Subject*. |
| [**javax.security.cert**](http://docs.oracle.com/javase/6/docs/api/javax/security/cert/package-summary.html) | Provides classes for public key certificates. |
| [**javax.security.sasl**](http://docs.oracle.com/javase/6/docs/api/javax/security/sasl/package-summary.html) | Contains class and interfaces for supporting SASL. |
| [**javax.sound.midi**](http://docs.oracle.com/javase/6/docs/api/javax/sound/midi/package-summary.html) | Provides interfaces and classes for I/O, sequencing, and synthesis of MIDI (Musical Instrument Digital Interface) data. |
| [**javax.sound.midi.spi**](http://docs.oracle.com/javase/6/docs/api/javax/sound/midi/spi/package-summary.html) | Supplies interfaces for service providers to implement when offering new MIDI devices, MIDI file readers and writers, or sound bank readers. |
| [**javax.sound.sampled**](http://docs.oracle.com/javase/6/docs/api/javax/sound/sampled/package-summary.html) | Provides interfaces and classes for capture, processing, and playback of sampled audio data. |
| [**javax.sound.sampled.spi**](http://docs.oracle.com/javase/6/docs/api/javax/sound/sampled/spi/package-summary.html) | Supplies abstract classes for service providers to subclass when offering new audio devices, sound file readers and writers, or audio format converters. |
| [**javax.sql**](http://docs.oracle.com/javase/6/docs/api/javax/sql/package-summary.html) | Provides the API for server side data source access and processing from the JavaTMprogramming language. |
| [**javax.sql.rowset**](http://docs.oracle.com/javase/6/docs/api/javax/sql/rowset/package-summary.html) | Standard interfaces and base classes for JDBC RowSet implementations. |
| [**javax.sql.rowset.serial**](http://docs.oracle.com/javase/6/docs/api/javax/sql/rowset/serial/package-summary.html) | Provides utility classes to allow serializable mappings between SQL types and data types in the Java programming language. |
| [**javax.sql.rowset.spi**](http://docs.oracle.com/javase/6/docs/api/javax/sql/rowset/spi/package-summary.html) | The standard classes and interfaces that a third party vendor has to use in its implementation of a synchronization provider. |
| [**javax.swing**](http://docs.oracle.com/javase/6/docs/api/javax/swing/package-summary.html) | Provides a set of "lightweight" (all-Java language) components that, to the maximum degree possible, work the same on all platforms. |
| [**javax.swing.border**](http://docs.oracle.com/javase/6/docs/api/javax/swing/border/package-summary.html) | Provides classes and interface for drawing specialized borders around a Swing component. |
| [**javax.swing.colorchooser**](http://docs.oracle.com/javase/6/docs/api/javax/swing/colorchooser/package-summary.html) | Contains classes and interfaces used by the JColorChooser component. |
| [**javax.swing.event**](http://docs.oracle.com/javase/6/docs/api/javax/swing/event/package-summary.html) | Provides for events fired by Swing components. |
| [**javax.swing.filechooser**](http://docs.oracle.com/javase/6/docs/api/javax/swing/filechooser/package-summary.html) | Contains classes and interfaces used by the JFileChooser component. |
| [**javax.swing.plaf**](http://docs.oracle.com/javase/6/docs/api/javax/swing/plaf/package-summary.html) | Provides one interface and many abstract classes that Swing uses to provide its pluggable look-and-feel capabilities. |
| [**javax.swing.plaf.basic**](http://docs.oracle.com/javase/6/docs/api/javax/swing/plaf/basic/package-summary.html) | Provides user interface objects built according to the Basic look and feel. |
| [**javax.swing.plaf.metal**](http://docs.oracle.com/javase/6/docs/api/javax/swing/plaf/metal/package-summary.html) | Provides user interface objects built according to the Java look and feel (once codenamed*Metal*), which is the default look and feel. |
| [**javax.swing.plaf.multi**](http://docs.oracle.com/javase/6/docs/api/javax/swing/plaf/multi/package-summary.html) | Provides user interface objects that combine two or more look and feels. |
| [**javax.swing.plaf.synth**](http://docs.oracle.com/javase/6/docs/api/javax/swing/plaf/synth/package-summary.html) | Synth is a skinnable look and feel in which all painting is delegated. |
| [**javax.swing.table**](http://docs.oracle.com/javase/6/docs/api/javax/swing/table/package-summary.html) | Provides classes and interfaces for dealing with javax.swing.JTable. |
| [**javax.swing.text**](http://docs.oracle.com/javase/6/docs/api/javax/swing/text/package-summary.html) | Provides classes and interfaces that deal with editable and noneditable text components. |
| [**javax.swing.text.html**](http://docs.oracle.com/javase/6/docs/api/javax/swing/text/html/package-summary.html) | Provides the class HTMLEditorKit and supporting classes for creating HTML text editors. |
| [**javax.swing.text.html.parser**](http://docs.oracle.com/javase/6/docs/api/javax/swing/text/html/parser/package-summary.html) | Provides the default HTML parser, along with support classes. |
| [**javax.swing.text.rtf**](http://docs.oracle.com/javase/6/docs/api/javax/swing/text/rtf/package-summary.html) | Provides a class (RTFEditorKit) for creating Rich-Text-Format text editors. |
| [**javax.swing.tree**](http://docs.oracle.com/javase/6/docs/api/javax/swing/tree/package-summary.html) | Provides classes and interfaces for dealing with javax.swing.JTree. |
| [**javax.swing.undo**](http://docs.oracle.com/javase/6/docs/api/javax/swing/undo/package-summary.html) | Allows developers to provide support for undo/redo in applications such as text editors. |
| [**javax.tools**](http://docs.oracle.com/javase/6/docs/api/javax/tools/package-summary.html) | Provides interfaces for tools which can be invoked from a program, for example, compilers. |
| [**javax.transaction**](http://docs.oracle.com/javase/6/docs/api/javax/transaction/package-summary.html) | Contains three exceptions thrown by the ORB machinery during unmarshalling. |
| [**javax.transaction.xa**](http://docs.oracle.com/javase/6/docs/api/javax/transaction/xa/package-summary.html) | Provides the API that defines the contract between the transaction manager and the resource manager, which allows the transaction manager to enlist and delist resource objects (supplied by the resource manager driver) in JTA transactions. |
| [**javax.xml**](http://docs.oracle.com/javase/6/docs/api/javax/xml/package-summary.html) | Defines core XML constants and functionality from the XML specifications. |
| [**javax.xml.bind**](http://docs.oracle.com/javase/6/docs/api/javax/xml/bind/package-summary.html) | Provides a runtime binding framework for client applications including unmarshalling, marshalling, and validation capabilities. |
| [**javax.xml.bind.annotation**](http://docs.oracle.com/javase/6/docs/api/javax/xml/bind/annotation/package-summary.html) | Defines annotations for customizing Java program elements to XML Schema mapping. |
| [**javax.xml.bind.annotation.adapters**](http://docs.oracle.com/javase/6/docs/api/javax/xml/bind/annotation/adapters/package-summary.html) | [XmlAdapter](http://docs.oracle.com/javase/6/docs/api/javax/xml/bind/annotation/adapters/XmlAdapter.html) and its spec-defined sub-classes to allow arbitrary Java classes to be used with JAXB. |
| [**javax.xml.bind.attachment**](http://docs.oracle.com/javase/6/docs/api/javax/xml/bind/attachment/package-summary.html) | This package is implemented by a MIME-based package processor that enables the interpretation and creation of optimized binary data within an MIME-based package format. |
| [**javax.xml.bind.helpers**](http://docs.oracle.com/javase/6/docs/api/javax/xml/bind/helpers/package-summary.html) | **JAXB Provider Use Only:** Provides partial default implementations for some of thejavax.xml.bind interfaces. |
| [**javax.xml.bind.util**](http://docs.oracle.com/javase/6/docs/api/javax/xml/bind/util/package-summary.html) | Useful client utility classes. |
| [**javax.xml.crypto**](http://docs.oracle.com/javase/6/docs/api/javax/xml/crypto/package-summary.html) | Common classes for XML cryptography. |
| [**javax.xml.crypto.dom**](http://docs.oracle.com/javase/6/docs/api/javax/xml/crypto/dom/package-summary.html) | DOM-specific classes for the [javax.xml.crypto](http://docs.oracle.com/javase/6/docs/api/javax/xml/crypto/package-summary.html) package. |
| [**javax.xml.crypto.dsig**](http://docs.oracle.com/javase/6/docs/api/javax/xml/crypto/dsig/package-summary.html) | Classes for generating and validating XML digital signatures. |
| [**javax.xml.crypto.dsig.dom**](http://docs.oracle.com/javase/6/docs/api/javax/xml/crypto/dsig/dom/package-summary.html) | DOM-specific classes for the [javax.xml.crypto.dsig](http://docs.oracle.com/javase/6/docs/api/javax/xml/crypto/dsig/package-summary.html) package. |
| [**javax.xml.crypto.dsig.keyinfo**](http://docs.oracle.com/javase/6/docs/api/javax/xml/crypto/dsig/keyinfo/package-summary.html) | Classes for parsing and processing [KeyInfo](http://docs.oracle.com/javase/6/docs/api/javax/xml/crypto/dsig/keyinfo/KeyInfo.html) elements and structures. |
| [**javax.xml.crypto.dsig.spec**](http://docs.oracle.com/javase/6/docs/api/javax/xml/crypto/dsig/spec/package-summary.html) | Parameter classes for XML digital signatures. |
| [**javax.xml.datatype**](http://docs.oracle.com/javase/6/docs/api/javax/xml/datatype/package-summary.html) | XML/Java Type Mappings. |
| [**javax.xml.namespace**](http://docs.oracle.com/javase/6/docs/api/javax/xml/namespace/package-summary.html) | XML Namespace processing. |
| [**javax.xml.parsers**](http://docs.oracle.com/javase/6/docs/api/javax/xml/parsers/package-summary.html) | Provides classes allowing the processing of XML documents. |
| [**javax.xml.soap**](http://docs.oracle.com/javase/6/docs/api/javax/xml/soap/package-summary.html) | Provides the API for creating and building SOAP messages. |
| [**javax.xml.stream**](http://docs.oracle.com/javase/6/docs/api/javax/xml/stream/package-summary.html) |  |
| [**javax.xml.stream.events**](http://docs.oracle.com/javase/6/docs/api/javax/xml/stream/events/package-summary.html) |  |
| [**javax.xml.stream.util**](http://docs.oracle.com/javase/6/docs/api/javax/xml/stream/util/package-summary.html) |  |
| [**javax.xml.transform**](http://docs.oracle.com/javase/6/docs/api/javax/xml/transform/package-summary.html) | This package defines the generic APIs for processing transformation instructions, and performing a transformation from source to result. |
| [**javax.xml.transform.dom**](http://docs.oracle.com/javase/6/docs/api/javax/xml/transform/dom/package-summary.html) | This package implements DOM-specific transformation APIs. |
| [**javax.xml.transform.sax**](http://docs.oracle.com/javase/6/docs/api/javax/xml/transform/sax/package-summary.html) | This package implements SAX2-specific transformation APIs. |
| [**javax.xml.transform.stax**](http://docs.oracle.com/javase/6/docs/api/javax/xml/transform/stax/package-summary.html) | Provides for StAX-specific transformation APIs. |
| [**javax.xml.transform.stream**](http://docs.oracle.com/javase/6/docs/api/javax/xml/transform/stream/package-summary.html) | This package implements stream- and URI- specific transformation APIs. |
| [**javax.xml.validation**](http://docs.oracle.com/javase/6/docs/api/javax/xml/validation/package-summary.html) | This package provides an API for validation of XML documents. |
| [**javax.xml.ws**](http://docs.oracle.com/javase/6/docs/api/javax/xml/ws/package-summary.html) | This package contains the core JAX-WS APIs. |
| [**javax.xml.ws.handler**](http://docs.oracle.com/javase/6/docs/api/javax/xml/ws/handler/package-summary.html) | This package defines APIs for message handlers. |
| [**javax.xml.ws.handler.soap**](http://docs.oracle.com/javase/6/docs/api/javax/xml/ws/handler/soap/package-summary.html) | This package defines APIs for SOAP message handlers. |
| [**javax.xml.ws.http**](http://docs.oracle.com/javase/6/docs/api/javax/xml/ws/http/package-summary.html) | This package defines APIs specific to the HTTP binding. |
| [**javax.xml.ws.soap**](http://docs.oracle.com/javase/6/docs/api/javax/xml/ws/soap/package-summary.html) | This package defines APIs specific to the SOAP binding. |
| [**javax.xml.ws.spi**](http://docs.oracle.com/javase/6/docs/api/javax/xml/ws/spi/package-summary.html) | This package defines SPIs for JAX-WS. |
| [**javax.xml.ws.wsaddressing**](http://docs.oracle.com/javase/6/docs/api/javax/xml/ws/wsaddressing/package-summary.html) | This package defines APIs related to WS-Addressing. |
| [**javax.xml.xpath**](http://docs.oracle.com/javase/6/docs/api/javax/xml/xpath/package-summary.html) | This package provides an *object-model neutral* API for the evaluation of XPath expressions and access to the evaluation environment. |
| [**org.ietf.jgss**](http://docs.oracle.com/javase/6/docs/api/org/ietf/jgss/package-summary.html) | This package presents a framework that allows application developers to make use of security services like authentication, data integrity and data confidentiality from a variety of underlying security mechanisms like Kerberos, using a unified API. |
| [**org.omg.CORBA**](http://docs.oracle.com/javase/6/docs/api/org/omg/CORBA/package-summary.html) | Provides the mapping of the OMG CORBA APIs to the JavaTM programming language, including the class ORB, which is implemented so that a programmer can use it as a fully-functional Object Request Broker (ORB). |
| [**org.omg.CORBA\_2\_3**](http://docs.oracle.com/javase/6/docs/api/org/omg/CORBA_2_3/package-summary.html) | The CORBA\_2\_3 package defines additions to existing CORBA interfaces in the Java[tm] Standard Edition 6.   These changes occurred in recent revisions to the CORBA API defined by the OMG.  The new methods were added to  interfaces derived from the corresponding interfaces in the CORBA package.  This provides backward compatibility and avoids breaking the JCK tests. |
| [**org.omg.CORBA\_2\_3.portable**](http://docs.oracle.com/javase/6/docs/api/org/omg/CORBA_2_3/portable/package-summary.html) | Provides methods for the input and output of value types, and contains other updates to theorg/omg/CORBA/portable package. |
| [**org.omg.CORBA.DynAnyPackage**](http://docs.oracle.com/javase/6/docs/api/org/omg/CORBA/DynAnyPackage/package-summary.html) | Provides the exceptions used with the DynAny interface (InvalidValue, Invalid, InvalidSeq, andTypeMismatch). |
| [**org.omg.CORBA.ORBPackage**](http://docs.oracle.com/javase/6/docs/api/org/omg/CORBA/ORBPackage/package-summary.html) | Provides the exception InvalidName, which is thrown by the methodORB.resolve\_initial\_references and the exception InconsistentTypeCode, which is thrown by the Dynamic Any creation methods in the ORB class. |
| [**org.omg.CORBA.portable**](http://docs.oracle.com/javase/6/docs/api/org/omg/CORBA/portable/package-summary.html) | Provides a portability layer, that is, a set of ORB APIs that makes it possible for code generated by one vendor to run on another vendor's ORB. |
| [**org.omg.CORBA.TypeCodePackage**](http://docs.oracle.com/javase/6/docs/api/org/omg/CORBA/TypeCodePackage/package-summary.html) | Provides the user-defined exceptions BadKind and Bounds, which are thrown by methods in in the class TypeCode. |
| [**org.omg.CosNaming**](http://docs.oracle.com/javase/6/docs/api/org/omg/CosNaming/package-summary.html) | Provides a naming service for Java IDL. |
| [**org.omg.CosNaming.NamingContextExtPackage**](http://docs.oracle.com/javase/6/docs/api/org/omg/CosNaming/NamingContextExtPackage/package-summary.html) | This package contains the following classes, which are used inorg.omg.CosNaming.NamingContextExt: |
| [**org.omg.CosNaming.NamingContextPackage**](http://docs.oracle.com/javase/6/docs/api/org/omg/CosNaming/NamingContextPackage/package-summary.html) | This package contains Exception classes for the org.omg.CosNaming package. |
| [**org.omg.Dynamic**](http://docs.oracle.com/javase/6/docs/api/org/omg/Dynamic/package-summary.html) | This package contains the Dynamic module specified in the OMG Portable Interceptor specification, <http://cgi.omg.org/cgi-bin/doc?ptc/2000-08-06>, section 21.9. |
| [**org.omg.DynamicAny**](http://docs.oracle.com/javase/6/docs/api/org/omg/DynamicAny/package-summary.html) | Provides classes and interfaces that enable traversal of the data value associated with an any at runtime, and extraction of the primitive constituents of the data value. |
| [**org.omg.DynamicAny.DynAnyFactoryPackage**](http://docs.oracle.com/javase/6/docs/api/org/omg/DynamicAny/DynAnyFactoryPackage/package-summary.html) | This package contains classes and exceptions from the DynAnyFactory interface of the DynamicAnymodule specified in the OMG *The Common Object Request Broker: Architecture and Specification*, <http://cgi.omg.org/cgi-bin/doc?formal/99-10-07>, section 9.2.2. |
| [**org.omg.DynamicAny.DynAnyPackage**](http://docs.oracle.com/javase/6/docs/api/org/omg/DynamicAny/DynAnyPackage/package-summary.html) | This package contains classes and exceptions from the DynAny interface of the DynamicAnymodule specified in the OMG *The Common Object Request Broker: Architecture and Specification*, <http://cgi.omg.org/cgi-bin/doc?formal/99-10-07>, section 9.2. |
| [**org.omg.IOP**](http://docs.oracle.com/javase/6/docs/api/org/omg/IOP/package-summary.html) | This package contains the IOP module specified in the OMG document *The Common Object Request Broker: Architecture and Specification*, <http://cgi.omg.org/cgi-bin/doc?formal/99-10-07>, section 13.6. |
| [**org.omg.IOP.CodecFactoryPackage**](http://docs.oracle.com/javase/6/docs/api/org/omg/IOP/CodecFactoryPackage/package-summary.html) | This package contains the exceptions specified in the IOP::CodeFactory interface (as part of the Portable Interceptors spec). |
| [**org.omg.IOP.CodecPackage**](http://docs.oracle.com/javase/6/docs/api/org/omg/IOP/CodecPackage/package-summary.html) | This package is generated from the IOP::Codec IDL interface definition. |
| [**org.omg.Messaging**](http://docs.oracle.com/javase/6/docs/api/org/omg/Messaging/package-summary.html) | This package contains the Messaging module specified in the OMG CORBA Messaging specification, <http://cgi.omg.org/cgi-bin/doc?formal/99-10-07>. |
| [**org.omg.PortableInterceptor**](http://docs.oracle.com/javase/6/docs/api/org/omg/PortableInterceptor/package-summary.html) | Provides a mechanism to register ORB hooks through which ORB services can intercept the normal flow of execution of the ORB. |
| [**org.omg.PortableInterceptor.ORBInitInfoPackage**](http://docs.oracle.com/javase/6/docs/api/org/omg/PortableInterceptor/ORBInitInfoPackage/package-summary.html) | This package contains the exceptions and typedefs from the ORBInitInfo local interface of thePortableInterceptor module specified in the OMG Portable Interceptor specification,<http://cgi.omg.org/cgi-bin/doc?ptc/2000-08-06>, section 21.7.2. |
| [**org.omg.PortableServer**](http://docs.oracle.com/javase/6/docs/api/org/omg/PortableServer/package-summary.html) | Provides classes and interfaces for making the server side of your applications portable across multivendor ORBs. |
| [**org.omg.PortableServer.CurrentPackage**](http://docs.oracle.com/javase/6/docs/api/org/omg/PortableServer/CurrentPackage/package-summary.html) | Provides method implementations with access to the identity of the object on which the method was invoked. |
| [**org.omg.PortableServer.POAManagerPackage**](http://docs.oracle.com/javase/6/docs/api/org/omg/PortableServer/POAManagerPackage/package-summary.html) | Encapsulates the processing state of the POAs it is associated with. |
| [**org.omg.PortableServer.POAPackage**](http://docs.oracle.com/javase/6/docs/api/org/omg/PortableServer/POAPackage/package-summary.html) | Allows programmers to construct object implementations that are portable between different ORB products. |
| [**org.omg.PortableServer.portable**](http://docs.oracle.com/javase/6/docs/api/org/omg/PortableServer/portable/package-summary.html) | Provides classes and interfaces for making the server side of your applications portable across multivendor ORBs. |
| [**org.omg.PortableServer.ServantLocatorPackage**](http://docs.oracle.com/javase/6/docs/api/org/omg/PortableServer/ServantLocatorPackage/package-summary.html) | Provides classes and interfaces for locating the servant. |
| [**org.omg.SendingContext**](http://docs.oracle.com/javase/6/docs/api/org/omg/SendingContext/package-summary.html) | Provides support for the marshalling of value types. |
| [**org.omg.stub.java.rmi**](http://docs.oracle.com/javase/6/docs/api/org/omg/stub/java/rmi/package-summary.html) | Contains RMI-IIOP Stubs for the Remote types that occur in the java.rmi package. |
| [**org.w3c.dom**](http://docs.oracle.com/javase/6/docs/api/org/w3c/dom/package-summary.html) | Provides the interfaces for the Document Object Model (DOM) which is a component API of the[Java API for XML Processing](http://java.sun.com/xml). |
| [**org.w3c.dom.bootstrap**](http://docs.oracle.com/javase/6/docs/api/org/w3c/dom/bootstrap/package-summary.html) |  |
| [**org.w3c.dom.events**](http://docs.oracle.com/javase/6/docs/api/org/w3c/dom/events/package-summary.html) |  |
| [**org.w3c.dom.ls**](http://docs.oracle.com/javase/6/docs/api/org/w3c/dom/ls/package-summary.html) |  |
| [**org.xml.sax**](http://docs.oracle.com/javase/6/docs/api/org/xml/sax/package-summary.html) | This package provides the core SAX APIs. |
| [**org.xml.sax.ext**](http://docs.oracle.com/javase/6/docs/api/org/xml/sax/ext/package-summary.html) | This package contains interfaces to SAX2 facilities that conformant SAX drivers won't necessarily support. |
| [**org.xml.sax.helpers**](http://docs.oracle.com/javase/6/docs/api/org/xml/sax/helpers/package-summary.html) | This package contains "helper" classes, including support for bootstrapping SAX-based applications. |

Chapter 6:

**Declarations and Access Controls**

**Topic1:** **Class Access Modifiers Class Non Access Modifiers Member Access Modifiers Member Non Access Modifiers Static members and methods**    :

# Access Modifiers in java

1. [private access modifier](http://www.javatpoint.com/access-modifiers#accessprivate)
2. [Role of private constructor](http://www.javatpoint.com/access-modifiers#accessprivatecons)
3. [default access modifier](http://www.javatpoint.com/access-modifiers#accessdefault)
4. [protected access modifier](http://www.javatpoint.com/access-modifiers#accessprotected)
5. [public access modifier](http://www.javatpoint.com/access-modifiers#accesspublic)
6. [Applying access modifier with method overriding](http://www.javatpoint.com/access-modifiers#accessoverriding)

There are two types of modifiers in java: **access modifiers** and**non-access modifiers**.

The access modifiers in java specifies accessibility (scope) of a data member, method, constructor or class.

There are 4 types of java access modifiers:

1. private
2. default
3. protected
4. public

There are many non-access modifiers such as static, abstract, synchronized, native, volatile, transient etc. Here, we will learn access modifiers.

### 1) private access modifier

|  |
| --- |
| The private access modifier is accessible only within class. |

### Simple example of private access modifier

|  |
| --- |
| In this example, we have created two classes A and Simple. A class contains private data member and private method. We are accessing these private members from outside the class, so there is compile time error. |

1. **class** A{
2. **private** **int** data=40;
3. **private** **void** msg(){System.out.println("Hello java");}
4. }
6. **public** **class** Simple{
7. **public** **static** **void** main(String args[]){
8. A obj=**new** A();
9. System.out.println(obj.data);//Compile Time Error
10. obj.msg();//Compile Time Error
11. }
12. }

### Role of Private Constructor

|  |
| --- |
| If you make any class constructor private, you cannot create the instance of that class from outside the class. For example: |

1. **class** A{
2. **private** A(){}//private constructor
3. **void** msg(){System.out.println("Hello java");}
4. }
5. **public** **class** Simple{
6. **public** **static** **void** main(String args[]){
7. A obj=**new** A();//Compile Time Error
8. }
9. }

#### Note: A class cannot be private or protected except nested class.

### 2) default access modifier

|  |
| --- |
| If you don't use any modifier, it is treated as **default** bydefault. The default modifier is accessible only within package. |

### Example of default access modifier

|  |
| --- |
| In this example, we have created two packages pack and mypack. We are accessing the A class from outside its package, since A class is not public, so it cannot be accessed from outside the package. |

1. //save by A.java
2. **package** pack;
3. **class** A{
4. **void** msg(){System.out.println("Hello");}
5. }
6. //save by B.java
7. **package** mypack;
8. **import** pack.\*;
9. **class** B{
10. **public** **static** **void** main(String args[]){
11. A obj = **new** A();//Compile Time Error
12. obj.msg();//Compile Time Error
13. }
14. }

In the above example, the scope of class A and its method msg() is default so it cannot be accessed from outside the package.

### 3) protected access modifier

The **protected access modifier** is accessible within package and outside the package but through inheritance only.

The protected access modifier can be applied on the data member, method and constructor. It can't be applied on the class.

### Example of protected access modifier

In this example, we have created the two packages pack and mypack. The A class of pack package is public, so can be accessed from outside the package. But msg method of this package is declared as protected, so it can be accessed from outside the class only through inheritance.

1. //save by A.java
2. **package** pack;
3. **public** **class** A{
4. **protected** **void** msg(){System.out.println("Hello");}
5. }
6. //save by B.java
7. **package** mypack;
8. **import** pack.\*;
10. **class** B **extends** A{
11. **public** **static** **void** main(String args[]){
12. B obj = **new** B();
13. obj.msg();
14. }
15. }

Output:Hello

### 4) public access modifier

|  |
| --- |
| The **public access modifier** is accessible everywhere. It has the widest scope among all other modifiers. |

### Example of public access modifier

1. //save by A.java
3. **package** pack;
4. **public** **class** A{
5. **public** **void** msg(){System.out.println("Hello");}
6. }
7. //save by B.java
9. **package** mypack;
10. **import** pack.\*;
12. **class** B{
13. **public** **static** **void** main(String args[]){
14. A obj = **new** A();
15. obj.msg();
16. }
17. }

Output:Hello

### Understanding all java access modifiers

Let's understand the access modifiers by a simple table.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Access Modifier** | **within class** | **within package** | **outside package by subclass only** | **outside package** |
| **Private** | Y | N | N | N |
| **Default** | Y | Y | N | N |
| **Protected** | Y | Y | Y | N |
| **Public** | Y | Y | Y | Y |

### Java access modifiers with method overriding

If you are overriding any method, overridden method (i.e. declared in subclass) must not be more restrictive.

1. **class** A{
2. **protected** **void** msg(){System.out.println("Hello java");}
3. }
5. **public** **class** Simple **extends** A{
6. **void** msg(){System.out.println("Hello java");}//C.T.Error
7. **public** **static** **void** main(String args[]){
8. Simple obj=**new** Simple();
9. obj.msg();
10. }
11. }

|  |
| --- |
| The default modifier is more restrictive than protected. That is why there is compile time error. |

# Java static keyword

1. [Static variable](http://www.javatpoint.com/static-keyword-in-java#staticv)
2. [Program of counter without static variable](http://www.javatpoint.com/static-keyword-in-java#staticvcounter1)
3. [Program of counter with static variable](http://www.javatpoint.com/static-keyword-in-java#staticvcounter2)
4. [Static method](http://www.javatpoint.com/static-keyword-in-java#staticm)
5. [Restrictions for static method](http://www.javatpoint.com/static-keyword-in-java#staticmr)
6. [Why main method is static ?](http://www.javatpoint.com/static-keyword-in-java#staticwhymain)
7. [Static block](http://www.javatpoint.com/static-keyword-in-java#staticblock)
8. [Can we execute a program without main method ?](http://www.javatpoint.com/static-keyword-in-java#staticwithoutmain)

The **static keyword** in java is used for memory management mainly. We can apply java static keyword with variables, methods, blocks and nested class. The static keyword belongs to the class than instance of the class.

The static can be:

1. variable (also known as class variable)
2. method (also known as class method)
3. block
4. nested class

## 1) Java static variable

If you declare any variable as static, it is known static variable.

* The static variable can be used to refer the common property of all objects (that is not unique for each object) e.g. company name of employees,college name of students etc.
* The static variable gets memory only once in class area at the time of class loading.

### Advantage of static variable

It makes your program **memory efficient** (i.e it saves memory).

#### Understanding problem without static variable

1. **class** Student{
2. **int** rollno;
3. String name;
4. String college="ITS";
5. }

Suppose there are 500 students in my college, now all instance data members will get memory each time when object is created.All student have its unique rollno and name so instance data member is good.Here, college refers to the common property of all objects.If we make it static,this field will get memory only once.

#### Java static property is shared to all objects.

### Example of static variable

1. //Program of static variable
3. **class** Student8{
4. **int** rollno;
5. String name;
6. **static** String college ="ITS";
8. Student8(**int** r,String n){
9. rollno = r;
10. name = n;
11. }
12. **void** display (){System.out.println(rollno+" "+name+" "+college);}
14. **public** **static** **void** main(String args[]){
15. Student8 s1 = **new** Student8(111,"Karan");
16. Student8 s2 = **new** Student8(222,"Aryan");
18. s1.display();
19. s2.display();
20. }
21. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Student8)

Output:111 Karan ITS

222 Aryan ITS

### Program of counter without static variable

In this example, we have created an instance variable named count which is incremented in the constructor. Since instance variable gets the memory at the time of object creation, each object will have the copy of the instance variable, if it is incremented, it won't reflect to other objects. So each objects will have the value 1 in the count variable.

1. **class** Counter{
2. **int** count=0;//will get memory when instance is created
4. Counter(){
5. count++;
6. System.out.println(count);
7. }
9. **public** **static** **void** main(String args[]){
11. Counter c1=**new** Counter();
12. Counter c2=**new** Counter();
13. Counter c3=**new** Counter();
15. }
16. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Counter)

Output:1

1

1

### Program of counter by static variable

|  |
| --- |
| As we have mentioned above, static variable will get the memory only once, if any object changes the value of the static variable, it will retain its value. |

1. **class** Counter2{
2. **static** **int** count=0;//will get memory only once and retain its value
4. Counter2(){
5. count++;
6. System.out.println(count);
7. }
9. **public** **static** **void** main(String args[]){
11. Counter2 c1=**new** Counter2();
12. Counter2 c2=**new** Counter2();
13. Counter2 c3=**new** Counter2();
15. }
16. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Counter2)

Output:1

2

3

## 2) Java static method

If you apply static keyword with any method, it is known as static method.

* A static method belongs to the class rather than object of a class.
* A static method can be invoked without the need for creating an instance of a class.
* static method can access static data member and can change the value of it.

### Example of static method

1. //Program of changing the common property of all objects(static field).
3. **class** Student9{
4. **int** rollno;
5. String name;
6. **static** String college = "ITS";
8. **static** **void** change(){
9. college = "BBDIT";
10. }
12. Student9(**int** r, String n){
13. rollno = r;
14. name = n;
15. }
17. **void** display (){System.out.println(rollno+" "+name+" "+college);}
19. **public** **static** **void** main(String args[]){
20. Student9.change();
22. Student9 s1 = **new** Student9 (111,"Karan");
23. Student9 s2 = **new** Student9 (222,"Aryan");
24. Student9 s3 = **new** Student9 (333,"Sonoo");
26. s1.display();
27. s2.display();
28. s3.display();
29. }
30. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Student9)

Output:111 Karan BBDIT

222 Aryan BBDIT

333 Sonoo BBDIT

### Another example of static method that performs normal calculation

1. //Program to get cube of a given number by static method
3. **class** Calculate{
4. **static** **int** cube(**int** x){
5. **return** x\*x\*x;
6. }
8. **public** **static** **void** main(String args[]){
9. **int** result=Calculate.cube(5);
10. System.out.println(result);
11. }
12. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Calculate)

Output:125

### Restrictions for static method

|  |
| --- |
| There are two main restrictions for the static method. They are: |

|  |
| --- |
| 1. The static method can not use non static data member or call non-static method directly. 2. this and super cannot be used in static context. |

1. **class** A{
2. **int** a=40;//non static
4. **public** **static** **void** main(String args[]){
5. System.out.println(a);
6. }
7. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=A)

Output:Compile Time Error

### Q) why java main method is static?

|  |
| --- |
| Ans) because object is not required to call static method if it were non-static method, jvm create object first then call main() method that will lead the problem of extra memory allocation. |

## 3) Java static block

* Is used to initialize the static data member.
* It is executed before main method at the time of classloading.

### Example of static block

1. **class** A2{
2. **static**{System.out.println("static block is invoked");}
3. **public** **static** **void** main(String args[]){
4. System.out.println("Hello main");
5. }
6. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=A2)

Output:static block is invoked

Hello main

### Q) Can we execute a program without main() method?

Ans) Yes, one of the way is static block but in previous version of JDK not in JDK 1.7.

1. **class** A3{
2. **static**{
3. System.out.println("static block is invoked");
4. System.exit(0);
5. }
6. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=A3)

Output:static block is invoked (if not JDK7)

In JDK7 and above, output will be:

Output:Error: Main method not found in class A3, please define the main method as:

public static void main(String[] args)

Java provides a number of non-access modifiers to achieve many other functionality.

* The *static* modifier for creating class methods and variables
* The *final* modifier for finalizing the implementations of classes, methods, and variables.
* The *abstract* modifier for creating abstract classes and methods.
* The *synchronized* and *volatile* modifiers, which are used for threads.

## The static Modifier:

## Static Variables:

The *static* key word is used to create variables that will exist independently of any instances created for the class. Only one copy of the static variable exists regardless of the number of instances of the class.

Static variables are also known as class variables. Local variables cannot be declared static.

## Static Methods:

The static key word is used to create methods that will exist independently of any instances created for the class.

Static methods do not use any instance variables of any object of the class they are defined in. Static methods take all the data from parameters and compute something from those parameters, with no reference to variables.

Class variables and methods can be accessed using the class name followed by a dot and the name of the variable or method.

## Example:

The static modifier is used to create class methods and variables, as in the following example:

public class InstanceCounter {

private static int numInstances = 0;

protected static int getCount() {

return numInstances;

}

private static void addInstance() {

numInstances++;

}

InstanceCounter() {

InstanceCounter.addInstance();

}

public static void main(String[] arguments) {

System.out.println("Starting with " +

InstanceCounter.getCount() + " instances");

for (int i = 0; i < 500; ++i){

new InstanceCounter();

}

System.out.println("Created " +

InstanceCounter.getCount() + " instances");

}

}

This would produce the following result:

Started with 0 instances

Created 500 instances

## The final Modifier:

## final Variables:

A final variable can be explicitly initialized only once. A reference variable declared final can never be reassigned to refer to an different object.

However the data within the object can be changed. So the state of the object can be changed but not the reference.

With variables, the *final* modifier often is used with *static* to make the constant a class variable.

## Example:

public class Test{

final int value = 10;

// The following are examples of declaring constants:

public static final int BOXWIDTH = 6;

static final String TITLE = "Manager";

public void changeValue(){

value = 12; //will give an error

}

}

## final Methods:

A final method cannot be overridden by any subclasses. As mentioned previously the final modifier prevents a method from being modified in a subclass.

The main intention of making a method final would be that the content of the method should not be changed by any outsider.

## Example:

You declare methods using the *final* modifier in the class declaration, as in the following example:

public class Test{

public final void changeName(){

// body of method

}

}

## final Classes:

The main purpose of using a class being declared as *final* is to prevent the class from being subclassed. If a class is marked as final then no class can inherit any feature from the final class.

## Example:

public final class Test {

// body of class

}

## The abstract Modifier:

## abstract Class:

An abstract class can never be instantiated. If a class is declared as abstract then the sole purpose is for the class to be extended.

A class cannot be both abstract and final. (since a final class cannot be extended). If a class contains abstract methods then the class should be declared abstract. Otherwise a compile error will be thrown.

An abstract class may contain both abstract methods as well normal methods.

## Example:

abstract class Caravan{

private double price;

private String model;

private String year;

public abstract void goFast(); //an abstract method

public abstract void changeColor();

}

## abstract Methods:

An abstract method is a method declared with out any implementation. The methods body(implementation) is provided by the subclass. Abstract methods can never be final or strict.

Any class that extends an abstract class must implement all the abstract methods of the super class unless the subclass is also an abstract class.

If a class contains one or more abstract methods then the class must be declared abstract. An abstract class does not need to contain abstract methods.

The abstract method ends with a semicolon. Example: public abstract sample();

## Example:

public abstract class SuperClass{

abstract void m(); //abstract method

}

class SubClass extends SuperClass{

// implements the abstract method

void m(){

.........

}

}

## The synchronized Modifier:

The synchronized key word used to indicate that a method can be accessed by only one thread at a time. The synchronized modifier can be applied with any of the four access level modifiers.

## Example:

public synchronized void showDetails(){

.......

}

## The transient Modifier:

An instance variable is marked transient to indicate the JVM to skip the particular variable when serializing the object containing it.

This modifier is included in the statement that creates the variable, preceding the class or data type of the variable.

## Example:

public transient int limit = 55; // will not persist

public int b; // will persist

## The volatile Modifier:

The volatile is used to let the JVM know that a thread accessing the variable must always merge its own private copy of the variable with the master copy in the memory.

Accessing a volatile variable synchronizes all the cached copied of the variables in the main memory. Volatile can only be applied to instance variables, which are of type object or private. A volatile object reference can be null.

## Example:

public class MyRunnable implements Runnable

{

private volatile boolean active;

public void run()

{

active = true;

while (active) // line 1

{

// some code here

}

}

public void stop()

{

active = false; // line 2

}

}

Usually, run() is called in one thread (the one you start using the Runnable), and stop() is called from another thread. If in line 1 the cached value of active is used, the loop may not stop when you set active to false in line 2. That's when you want to use *volatile*.

Chapter 7: **Constructors and Data Initialization**

|  |  |
| --- | --- |
| |  | | --- | | **0. Default Constructor**    :    [**Link**](http://www.javatpoint.com/constructor) | |
| |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | | Constructor in Java  1. [Types of constructors](http://www.javatpoint.com/constructor#constypes)    1. [Default Constructor](http://www.javatpoint.com/constructor#consdef)    2. [Parameterized Constructor](http://www.javatpoint.com/constructor#conspara) 2. [Constructor Overloading](http://www.javatpoint.com/constructor#consoverloading) 3. [Does constructor return any value](http://www.javatpoint.com/constructor#consdoesreturn) 4. [Copying the values of one object into another](http://www.javatpoint.com/constructor#conscopy) 5. [Does constructor perform other task instead initialization](http://www.javatpoint.com/constructor#consothertask)   **Constructor in java** is a special type of method that is used to initialize the object.  Java constructor is invoked at the time of object creation. It constructs the values i.e. provides data for the object that is why it is known as constructor. Rules for creating java constructor There are basically two rules defined for the constructor.   1. Constructor name must be same as its class name 2. Constructor must have no explicit return type  Types of java constructors There are two types of constructors:   1. Default constructor (no-arg constructor) 2. Parameterized constructor  Java Default Constructor  |  | | --- | | A constructor that have no parameter is known as default constructor. |  Syntax of default constructor:  1. <class\_name>(){}  Example of default constructor  |  | | --- | | In this example, we are creating the no-arg constructor in the Bike class. It will be invoked at the time of object creation. |  1. **class** Bike1{ 2. Bike1(){System.out.println("Bike is created");} 3. **public** **static** **void** main(String args[]){ 4. Bike1 b=**new** Bike1(); 5. } 6. }   [**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Bike1)  Output:  Bike is created Rule: If there is no constructor in a class, compiler automatically creates a default constructor. default constructor Q) What is the purpose of default constructor? Default constructor provides the default values to the object like 0, null etc. depending on the type. Example of default constructor that displays the default values  1. **class** Student3{ 2. **int** id; 3. String name; 5. **void** display(){System.out.println(id+" "+name);} 7. **public** **static** **void** main(String args[]){ 8. Student3 s1=**new** Student3(); 9. Student3 s2=**new** Student3(); 10. s1.display(); 11. s2.display(); 12. } 13. }   [**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Student3)  Output:  0 null  0 null  **Explanation:**In the above class,you are not creating any constructor so compiler provides you a default constructor.Here 0 and null values are provided by default constructor. Java parameterized constructor  |  | | --- | | A constructor that have parameters is known as parameterized constructor. |  Why use parameterized constructor?  |  | | --- | | Parameterized constructor is used to provide different values to the distinct objects. |  Example of parameterized constructor  |  | | --- | | In this example, we have created the constructor of Student class that have two parameters. We can have any number of parameters in the constructor. |  1. **class** Student4{ 2. **int** id; 3. String name; 5. Student4(**int** i,String n){ 6. id = i; 7. name = n; 8. } 9. **void** display(){System.out.println(id+" "+name);} 11. **public** **static** **void** main(String args[]){ 12. Student4 s1 = **new** Student4(111,"Karan"); 13. Student4 s2 = **new** Student4(222,"Aryan"); 14. s1.display(); 15. s2.display(); 16. } 17. }   [**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Student4)  Output:  111 Karan  222 Aryan Constructor Overloading in Java  |  | | --- | | Constructor overloading is a technique in Java in which a class can have any number of constructors that differ in parameter lists.The compiler differentiates these constructors by taking into account the number of parameters in the list and their type. |  Example of Constructor Overloading  1. **class** Student5{ 2. **int** id; 3. String name; 4. **int** age; 5. Student5(**int** i,String n){ 6. id = i; 7. name = n; 8. } 9. Student5(**int** i,String n,**int** a){ 10. id = i; 11. name = n; 12. age=a; 13. } 14. **void** display(){System.out.println(id+" "+name+" "+age);} 16. **public** **static** **void** main(String args[]){ 17. Student5 s1 = **new** Student5(111,"Karan"); 18. Student5 s2 = **new** Student5(222,"Aryan",25); 19. s1.display(); 20. s2.display(); 21. } 22. }   [**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Student5)  Output:  111 Karan 0  222 Aryan 25 Difference between constructor and method in java There are many differences between constructors and methods. They are given below.   |  |  | | --- | --- | | **Java Constructor** | **Java Method** | | Constructor is used to initialize the state of an object. | Method is used to expose behaviour of an object. | | Constructor must not have return type. | Method must have return type. | | Constructor is invoked implicitly. | Method is invoked explicitly. | | The java compiler provides a default constructor if you don't have any constructor. | Method is not provided by compiler in any case. | | Constructor name must be same as the class name. | Method name may or may not be same as class name. |  Java Copy Constructor There is no copy constructor in java. But, we can copy the values of one object to another like copy constructor in C++.  There are many ways to copy the values of one object into another in java. They are:   * By constructor * By assigning the values of one object into another * By clone() method of Object class   In this example, we are going to copy the values of one object into another using java constructor. |  1. **class** Student6{ 2. **int** id; 3. String name; 4. Student6(**int** i,String n){ 5. id = i; 6. name = n; 7. } 9. Student6(Student6 s){ 10. id = s.id; 11. name =s.name; 12. } 13. **void** display(){System.out.println(id+" "+name);} 15. **public** **static** **void** main(String args[]){ 16. Student6 s1 = **new** Student6(111,"Karan"); 17. Student6 s2 = **new** Student6(s1); 18. s1.display(); 19. s2.display(); 20. } 21. }   [**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Student6)  Output:  111 Karan  111 Karan Copying values without constructor We can copy the values of one object into another by assigning the objects values to another object. In this case, there is no need to create the constructor.   1. **class** Student7{ 2. **int** id; 3. String name; 4. Student7(**int** i,String n){ 5. id = i; 6. name = n; 7. } 8. Student7(){} 9. **void** display(){System.out.println(id+" "+name);} 11. **public** **static** **void** main(String args[]){ 12. Student7 s1 = **new** Student7(111,"Karan"); 13. Student7 s2 = **new** Student7(); 14. s2.id=s1.id; 15. s2.name=s1.name; 16. s1.display(); 17. s2.display(); 18. } 19. }   [**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Student7)  Output:  111 Karan  111 Karan Q) Does constructor return any value? **Ans:**yes, that is current class instance (You cannot use return type yet it returns a value). Can constructor perform other tasks instead of initialization? Yes, like object creation, starting a thread, calling method etc. You can perform any operation in the constructor as you perform in the method. |
| |  | | --- | | **0. super : Constructor Call**    :    [**Link**](http://www.javatpoint.com/super-keyword) |  super keyword in java The **super** keyword in java is a reference variable that is used to refer immediate parent class object.  Whenever you create the instance of subclass, an instance of parent class is created implicitly i.e. referred by super reference variable. Usage of java super Keyword  1. super is used to refer immediate parent class instance variable. 2. super() is used to invoke immediate parent class constructor. 3. super is used to invoke immediate parent class method.  1) super is used to refer immediate parent class instance variable. ***Problem without super keyword***   1. **class** Vehicle{ 2. **int** speed=50; 3. } 4. **class** Bike3 **extends** Vehicle{ 5. **int** speed=100; 6. **void** display(){ 7. System.out.println(speed);//will print speed of Bike 8. } 9. **public** **static** **void** main(String args[]){ 10. Bike3 b=**new** Bike3(); 11. b.display(); 12. } 13. }   [**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Bike3)  Output:100   |  | | --- | | In the above example Vehicle and Bike both class have a common property speed. Instance variable of current class is refered by instance bydefault, but I have to refer parent class instance variable that is why we use super keyword to distinguish between parent class instance variable and current class instance variable. |   ***Solution by super keyword***   1. //example of super keyword 3. **class** Vehicle{ 4. **int** speed=50; 5. } 7. **class** Bike4 **extends** Vehicle{ 8. **int** speed=100; 10. **void** display(){ 11. System.out.println(**super**.speed);//will print speed of Vehicle now 12. } 13. **public** **static** **void** main(String args[]){ 14. Bike4 b=**new** Bike4(); 15. b.display(); 17. } 18. }   [**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Bike4)  Output:50 2) super is used to invoke parent class constructor.  |  | | --- | | The super keyword can also be used to invoke the parent class constructor as given below: |  1. **class** Vehicle{ 2. Vehicle(){System.out.println("Vehicle is created");} 3. } 5. **class** Bike5 **extends** Vehicle{ 6. Bike5(){ 7. **super**();//will invoke parent class constructor 8. System.out.println("Bike is created"); 9. } 10. **public** **static** **void** main(String args[]){ 11. Bike5 b=**new** Bike5(); 13. } 14. }   [**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Bike5)  Output:Vehicle is created  Bike is created Note: super() is added in each class constructor automatically by compiler. java super  As we know well that default constructor is provided by compiler automatically but it also adds super() for the first statement.If you are creating your own constructor and you don't have either this() or super() as the first statement, compiler will provide super() as the first statement of the constructor. Another example of super keyword where super() is provided by the compiler implicitly.  1. **class** Vehicle{ 2. Vehicle(){System.out.println("Vehicle is created");} 3. } 5. **class** Bike6 **extends** Vehicle{ 6. **int** speed; 7. Bike6(**int** speed){ 8. **this**.speed=speed; 9. System.out.println(speed); 10. } 11. **public** **static** **void** main(String args[]){ 12. Bike6 b=**new** Bike6(10); 13. } 14. }   [**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Bike6)  Output:Vehicle is created  10 3) super can be used to invoke parent class method  |  | | --- | | The super keyword can also be used to invoke parent class method. It should be used in case subclass contains the same method as parent class as in the example given below: |  1. **class** Person{ 2. **void** message(){System.out.println("welcome");} 3. } 5. **class** Student16 **extends** Person{ 6. **void** message(){System.out.println("welcome to java");} 8. **void** display(){ 9. message();//will invoke current class message() method 10. **super**.message();//will invoke parent class message() method 11. } 13. **public** **static** **void** main(String args[]){ 14. Student16 s=**new** Student16(); 15. s.display(); 16. } 17. }   [**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Student16)  Output:welcome to java  welcome   |  | | --- | | In the above example Student and Person both classes have message() method if we call message() method from Student class, it will call the message() method of Student class not of Person class because priority is given to local. |  |  | | --- | | In case there is no method in subclass as parent, there is no need to use super. In the example given below message() method is invoked from Student class but Student class does not have message() method, so you can directly call message() method. |  Program in case super is not required  1. **class** Person{ 2. **void** message(){System.out.println("welcome");} 3. } 5. **class** Student17 **extends** Person{ 7. **void** display(){ 8. message();//will invoke parent class message() method 9. } 11. **public** **static** **void** main(String args[]){ 12. Student17 s=**new** Student17(); 13. s.display(); 14. } 15. }   [**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Student17)  Output:welcome |
| |  | | --- | | **0. Invoke constructor using ‘this’**    :    [**Link**](http://docs.oracle.com/javase/tutorial/java/javaOO/thiskey.html) |  Using the this Keyword Within an instance method or a constructor, this is a reference to the *current object* — the object whose method or constructor is being called. You can refer to any member of the current object from within an instance method or a constructor by using this. Using this with a Field The most common reason for using the this keyword is because a field is shadowed by a method or constructor parameter.  For example, the Point class was written like this  public class Point {  public int x = 0;  public int y = 0;    **//constructor**  **public Point(int a, int b) {**  **x = a;**  **y = b;**  **}**  }  but it could have been written like this:  public class Point {  public int x = 0;  public int y = 0;    **//constructor**  **public Point(int x, int y) {**  **this.x = x;**  **this.y = y;**  **}**  }  Each argument to the constructor shadows one of the object's fields — inside the constructor **x** is a local copy of the constructor's first argument. To refer to the Point field **x**, the constructor must use **this.x**. Using this with a Constructor From within a constructor, you can also use the this keyword to call another constructor in the same class. Doing so is called an *explicit constructor invocation*. Here's anotherRectangle class, with a different implementation from the one in the [Objects](http://docs.oracle.com/javase/tutorial/java/javaOO/objects.html) section.  public class Rectangle {  private int x, y;  private int width, height;    public Rectangle() {  **this(0, 0, 1, 1);**  }  public Rectangle(int width, int height) {  **this(0, 0, width, height);**  }  public Rectangle(int x, int y, int width, int height) {  this.x = x;  this.y = y;  this.width = width;  this.height = height;  }  ...  }  This class contains a set of constructors. Each constructor initializes some or all of the rectangle's member variables. The constructors provide a default value for any member variable whose initial value is not provided by an argument. For example, the no-argument constructor creates a 1x1 Rectangle at coordinates 0,0. The two-argument constructor calls the four-argument constructor, passing in the width and height but always using the 0,0 coordinates. As before, the compiler determines which constructor to call, based on the number and the type of arguments.  If present, the invocation of another constructor must be the first line in the constructor. |
| |  | | --- | | **0. Constructor Chaining**    :    [**Link**](http://javarevisited.blogspot.in/2012/12/constructor-chaining-in-java-calling-another-constructor.html) |   **Constructor Chaining in Java**  In Java you can call one constructor from another and it’s known as constructor chaining in Java. Don’t confuse between [constructor overloading](http://javarevisited.blogspot.sg/2012/01/what-is-constructor-overloading-in-java.html) and constructor chaining, former is just a way to declare more than one [constructor in Java](http://javarevisited.blogspot.sg/2012/12/what-is-constructor-in-java-example-chainning-overloading.html). this and super keyword is used to call one constructor from other in Java. this() can be used to call other constructor of same class while super() can be used to call constructor from super class in Java. Just keep in mind that this() in realty calls **no argument constructor of same class**, while this(2) calls another constructor of same class which accepts one integer parameter. Similarly super() can be used to call no argument constructor of super class and super with parameter can be used to call other [overloaded constructor](http://javarevisited.blogspot.sg/2012/01/what-is-constructor-overloading-in-java.html) of parent class. Calling one constructor from other is called*constructor chaining in Java*, which we seen while discussing constructor overloading in Java. Constructor chaining is also used to implement [telescoping pattern](http://javarevisited.blogspot.ro/2012/06/builder-design-pattern-in-java-example.html) where an object can be created with combination of multiple property. In our last tutorial we have seen some important properties of Java constructor as well as answered question [What is Constructor in Java](http://javarevisited.blogspot.sg/2012/12/what-is-constructor-in-java-example-chainning-overloading.html) and in this Java tutorial we will see example of*how to call one constructor from other* for same class and super class. How to call overloaded constructor in Java Constructor overloading allows you to declare multiple constructor while constructor chaining allows you to call those constructor. This is main difference between constructor overloading and constructor chaining. Since constructor can only be called from another constructor in Java, constructor chaining is an important concept to understand to know How and [when class is initialized in Java.](http://javarevisited.blogspot.sg/2012/07/when-class-loading-initialization-java-example.html)  Here is complete code example of constructor chaining which shows How to call overloaded constructor of same class and parent class in Java.  /\*\*  \* Simple **Java program to demonstrate how to call one constructor from other**.  \* Calling one constructor from other is called constructor chaining.  \* this() is used to call constructor of same class while super() is used to  \* call constructor of Super class in Java.   \*  \* @author Javin  Paul  \*/ **public** **class** ConstructorChainingExample {           **public** **static** **void** main(**String** args[]) {              *//this will first call one argument constructor of Child Class which*         *//in turn call corresponding constructor of super class using super(String)*         **System**.out.println("Constructor chaining Example in Java");         Child child = **new** Child("Jeremy");                *//this constructor will call no argument constructor of Child,*  *//which then call one argument constructor of*         *//same class, which finally call corresponding one argument constructor*  *// of super class Parent.*         **System**.out.println("---------------------------------");         Child emptyChild = **new** Child();     }     }  **class** Parent{     **private** **String** name;     */\*      \* Calling constructor of same class with one String argument      \*/*     **protected** Parent(){         **this**("");         **System**.out.println("No argument constructor of Parent called ");     }        **protected** Parent(**String** name){         **this**.name = name;         **System**.out.println("One String argument constructor of Parent called ");     } }  **class** Child **extends** Parent{     **private** **String** name;        */\*      \* Calling constructor same class with one argument      \*/*     **protected** Child(){         **this**("");         **System**.out.println("No argument constructor of Child called ");     }        */\*      \* Calling constructor of super class with one argument      \* call to super() must be first line in constructor      \*/*     **protected** Child(**String** name){         **super**(name);         **System**.out.println("One argument constructor of Super class called from sub class ");     } }  **Constructor** chaining Example in Java One **String** argument constructor of Parent called One argument constructor of Super **class** called from sub **class** --------------------------------- One **String** argument constructor of Parent called One argument constructor of Super **class** called from sub **class** No argument constructor of Child called  That’s all on **What is constructor chaining in Java**. We have seen How to call overloaded constructor from same class using this() and constructor from super class using super(). Key thing to remember is that call to another constructor must be first line in calling constructor.  Read more: <http://javarevisited.blogspot.com/2012/12/constructor-chaining-in-java-calling-another-constructor.html#ixzz3gDsPs8eW> |
| |  | | --- | | **0. Constructor Initialization**    :    [**Link**](http://math.hws.edu/javanotes/c5/s2.html) |  Constructors and Object Initialization OBJECT TYPES IN JAVA are very different from the primitive types. Simply declaring a variable whose type is given as a class does not automatically create an object of that class. Objects must be explicitly constructed. For the computer, the process of constructing an object means, first, finding some unused memory in the heap that can be used to hold the object and, second, filling in the object's instance variables. As a programmer, you don't care where in memory the object is stored, but you will usually want to exercise some control over what initial values are stored in a new object's instance variables. In many cases, you will also want to do more complicated initialization or bookkeeping every time an object is created. 5.2.1  Initializing Instance Variables An instance variable can be assigned an initial value in its declaration, just like any other variable. For example, consider a class named *PairOfDice*. An object of this class will represent a pair of dice. It will contain two instance variables to represent the numbers showing on the dice and an instance method for rolling the dice:  public class PairOfDice {  public int die1 = 3; // Number showing on the first die.  public int die2 = 4; // Number showing on the second die.  public void roll() {  // Roll the dice by setting each of the dice to be  // a random number between 1 and 6.  die1 = (int)(Math.random()\*6) + 1;  die2 = (int)(Math.random()\*6) + 1;  }    } // end class PairOfDice  The instance variables die1 and die2 are initialized to the values 3 and 4 respectively. These initializations are executed whenever a *PairOfDice* object is constructed. It's important to understand when and how this happens. There can be many *PairOfDice* objects. Each time one is created, it gets its own instance variables, and the assignments "die1 = 3" and "die2 = 4" are executed to fill in the values of those variables. To make this clearer, consider a variation of the *PairOfDice* class:  public class PairOfDice {  public int die1 = (int)(Math.random()\*6) + 1;  public int die2 = (int)(Math.random()\*6) + 1;    public void roll() {  die1 = (int)(Math.random()\*6) + 1;  die2 = (int)(Math.random()\*6) + 1;  }    } // end class PairOfDice  Here, every time a new *PaifOfDice* is created, the dice are initialized to random values, as if a new pair of dice were being thrown onto the gaming table. Since the initialization is executed for each new object, a set of random initial values will be computed for each new pair of dice. Different pairs of dice can have different initial values. For initialization of**static** member variables, of course, the situation is quite different. There is only one copy of a static variable, and initialization of that variable is executed just once, when the class is first loaded.  If you don't provide any initial value for an instance variable, a default initial value is provided automatically. Instance variables of numerical type (int, double, etc.) are automatically initialized to zero if you provide no other values; boolean variables are initialized to false; and char variables, to the Unicode character with code number zero. An instance variable can also be a variable of object type. For such variables, the default initial value is null. (In particular, since Strings are objects, the default initial value for *String* variables is null.) 5.2.2  Constructors Objects are created with the operator, new. For example, a program that wants to use a *PairOfDice* object could say:  PairOfDice dice; // Declare a variable of type PairOfDice.  dice = new PairOfDice(); // Construct a new object and store a  // reference to it in the variable.  In this example, "new PairOfDice()" is an expression that allocates memory for the object, initializes the object's instance variables, and then returns a reference to the object. This reference is the value of the expression, and that value is stored by the assignment statement in the variable, dice, so that after the assignment statement is executed, dice refers to the newly created object. Part of this expression, "PairOfDice()", looks like a subroutine call, and that is no accident. It is, in fact, a call to a special type of subroutine called a constructor. This might puzzle you, since there is no such subroutine in the class definition. However, every class has at least one constructor. If the programmer doesn't write a constructor definition in a class, then the system will provide a default constructor for that class. This default constructor does nothing beyond the basics: allocate memory and initialize instance variables. If you want more than that to happen when an object is created, you can include one or more constructors in the class definition.  The definition of a constructor looks much like the definition of any other subroutine, with three exceptions. A constructor does not have any return type (not even void). The name of the constructor must be the same as the name of the class in which it is defined. And the only modifiers that can be used on a constructor definition are the access modifiers public,private, and protected. (In particular, a constructor can't be declared static.)  However, a constructor does have a subroutine body of the usual form, a block of statements. There are no restrictions on what statements can be used. And a constructor can have a list of formal parameters. In fact, the ability to include parameters is one of the main reasons for using constructors. The parameters can provide data to be used in the construction of the object. For example, a constructor for the *PairOfDice* class could provide the values that are initially showing on the dice. Here is what the class would look like in that case:  public class PairOfDice {  public int die1; // Number showing on the first die.  public int die2; // Number showing on the second die.    public PairOfDice(int val1, int val2) {  // Constructor. Creates a pair of dice that  // are initially showing the values val1 and val2.  die1 = val1; // Assign specified values  die2 = val2; // to the instance variables.  }  public void roll() {  // Roll the dice by setting each of the dice to be  // a random number between 1 and 6.  die1 = (int)(Math.random()\*6) + 1;  die2 = (int)(Math.random()\*6) + 1;  }    } // end class PairOfDice  The constructor is declared as "public PairOfDice(int val1, int val2) ...", with no return type and with the same name as the name of the class. This is how the Java compiler recognizes a constructor. The constructor has two parameters, and values for these parameters must be provided when the constructor is called. For example, the expression "new PairOfDice(3,4)" would create a *PairOfDice* object in which the values of the instance variables die1 and die2 are initially 3 and 4. Of course, in a program, the value returned by the constructor should be used in some way, as in  PairOfDice dice; // Declare a variable of type PairOfDice.  dice = new PairOfDice(1,1); // Let dice refer to a new PairOfDice  // object that initially shows 1, 1.  Now that we've added a constructor to the *PairOfDice* class, we can no longer create an object by saying "new PairOfDice()"! The system provides a default constructor for a class**only** if the class definition does not already include a constructor. In this version of *PariOfDice*, there is only one constructor in the class, and it requires two actual parameters. However, this is not a big problem, since we can add a second constructor to the class, one that has no parameters. In fact, you can have as many different constructors as you want, as long as their signatures are different, that is, as long as they have different numbers or types of formal parameters. In the *PairOfDice* class, we might have a constructor with no parameters which produces a pair of dice showing random numbers:  public class PairOfDice {  public int die1; // Number showing on the first die.  public int die2; // Number showing on the second die.    public PairOfDice() {  // Constructor. Rolls the dice, so that they initially  // show some random values.  roll(); // Call the roll() method to roll the dice.  }    public PairOfDice(int val1, int val2) {  // Constructor. Creates a pair of dice that  // are initially showing the values val1 and val2.  die1 = val1; // Assign specified values  die2 = val2; // to the instance variables.  }  public void roll() {  // Roll the dice by setting each of the dice to be  // a random number between 1 and 6.  die1 = (int)(Math.random()\*6) + 1;  die2 = (int)(Math.random()\*6) + 1;  }  } // end class PairOfDice  Now we have the option of constructing a *PairOfDice* object either with "new PairOfDice()" or with "new PairOfDice(x,y)", where x and y are int-valued expressions.  This class, once it is written, can be used in any program that needs to work with one or more pairs of dice. None of those programs will ever have to use the obscure incantation "(int)(Math.random()\*6)+1", because it's done inside the *PairOfDice* class. And the programmer, having once gotten the dice-rolling thing straight will never have to worry about it again. Here, for example, is a main program that uses the *PairOfDice* class to count how many times two pairs of dice are rolled before the two pairs come up showing the same value. This illustrates once again that you can create several instances of the same class:  public class RollTwoPairs {  public static void main(String[] args) {    PairOfDice firstDice; // Refers to the first pair of dice.  firstDice = new PairOfDice();    PairOfDice secondDice; // Refers to the second pair of dice.  secondDice = new PairOfDice();    int countRolls; // Counts how many times the two pairs of  // dice have been rolled.    int total1; // Total showing on first pair of dice.  int total2; // Total showing on second pair of dice.    countRolls = 0;    do { // Roll the two pairs of dice until totals are the same.    firstDice.roll(); // Roll the first pair of dice.  total1 = firstDice.die1 + firstDice.die2; // Get total.  System.out.println("First pair comes up " + total1);    secondDice.roll(); // Roll the second pair of dice.  total2 = secondDice.die1 + secondDice.die2; // Get total.  System.out.println("Second pair comes up " + total2);    countRolls++; // Count this roll.    System.out.println(); // Blank line.    } while (total1 != total2);    System.out.println("It took " + countRolls  + " rolls until the totals were the same.");    } // end main()  } // end class RollTwoPairs  Constructors are subroutines, but they are subroutines of a special type. They are certainly not instance methods, since they don't belong to objects. Since they are responsible for creating objects, they exist before any objects have been created. They are more like static member subroutines, but they are not and cannot be declared to be static. In fact, according to the Java language specification, they are technically not members of the class at all! In particular, constructors are not referred to as "methods."  Unlike other subroutines, a constructor can only be called using the new operator, in an expression that has the form  new **class-name** ( **parameter-list** )  where the **parameter-list** is possibly empty. I call this an expression because it computes and returns a value, namely a reference to the object that is constructed. Most often, you will store the returned reference in a variable, but it is also legal to use a constructor call in other ways, for example as a parameter in a subroutine call or as part of a more complex expression. Of course, if you don't save the reference in a variable, you won't have any way of referring to the object that was just created.  A constructor call is more complicated than an ordinary subroutine or function call. It is helpful to understand the exact steps that the computer goes through to execute a constructor call:   1. First, the computer gets a block of unused memory in the heap, large enough to hold an object of the specified type. 2. It initializes the instance variables of the object. If the declaration of an instance variable specifies an initial value, then that value is computed and stored in the instance variable. Otherwise, the default initial value is used. 3. The actual parameters in the constructor, if any, are evaluated, and the values are assigned to the formal parameters of the constructor. 4. The statements in the body of the constructor, if any, are executed. 5. A reference to the object is returned as the value of the constructor call.   The end result of this is that you have a reference to a newly constructed object.  For another example, let's rewrite the *Student* class that was used in [Section 1](http://math.hws.edu/javanotes/c5/s1.html). I'll add a constructor, and I'll also take the opportunity to make the instance variable, name, private.  public class Student {  private String name; // Student's name.  public double test1, test2, test3; // Grades on three tests.    Student(String theName) {  // Constructor for Student objects;  // provides a name for the Student.  // The name can't be null.  if ( theName == null )  throw new IllegalArgumentException("name can't be null");  name = theName;  }    public String getName() {  // Getter method for reading the value of the private  // instance variable, name.  return name;  }    public double getAverage() {  // Compute average test grade.  return (test1 + test2 + test3) / 3;  }  } // end of class Student  An object of type *Student* contains information about some particular student. The constructor in this class has a parameter of type *String*, which specifies the name of that student. Objects of type *Student* can be created with statements such as:  std = new Student("John Smith");  std1 = new Student("Mary Jones");  In the original version of this class, the value of name had to be assigned by a program after it created the object of type *Student*. There was no guarantee that the programmer would always remember to set the name properly. In the new version of the class, there is no way to create a *Student* object except by calling the constructor, and that constructor automatically sets the name. Furthermore, the constructor makes it impossible to have a student object whose name is null. The programmer's life is made easier, and whole hordes of frustrating bugs are squashed before they even have a chance to be born.  Another type of guarantee is provided by the private modifier. Since the instance variable, name, is private, there is no way for any part of the program outside the *Student* class to get at the name directly. The program sets the value of name, indirectly, when it calls the constructor. I've provided a getter function, getName(), that can be used from outside the class to find out the name of the student. But I haven't provided any setter method or other way to change the name. Once a student object is created, it keeps the same name as long as it exists.  Note that it would be legal, and good style, to declare the variable name to be "final" in this class. An instance variable can be final provided it is either assigned a value in its declaration or is assigned a value in every constructor in the class. It is illegal to assign a value to a final instance variable, except inside a constructor.  Let's take this example a little farther to illustrate one more aspect of classes: What happens when you mix static and non-static in the same class? In that case, it's legal for an instance method in the class to use static member variables or call static member subroutines. An object knows what class it belongs to, and it can refer to static members of that class. But there it only one copy of the static member, in the class itself. Effectively, all the objects share one copy of the static member.  As an example, consider a version of the *Student* class to which I've added an ID for each student and a static member called nextUniqueID. Although there is an ID variable in each student object, there is only one nextUniqueID variable.  public class Student {  private String name; // Student's name.  public double test1, test2, test3; // Grades on three tests.    private int ID; // Unique ID number for this student.  private static int nextUniqueID = 0;  // keep track of next available unique ID number    Student(String theName) {  // Constructor for Student objects; provides a name for the Student,  // and assigns the student a unique ID number.  name = theName;  nextUniqueID++;  ID = nextUniqueID;  }    public String getName() {  // Getter method for reading the value of the private  // instance variable, name.  return name;  }    public int getID() {  // Getter method for reading the value of ID.  return ID;  }    public double getAverage() {  // Compute average test grade.  return (test1 + test2 + test3) / 3;  }    } // end of class Student  Since nextUniqueID is a static variable, the initialization "nextUniqueID = 0" is done only once, when the class is first loaded. Whenever a *Student* object is constructed and the constructor says "nextUniqueID++;", it's always the same static member variable that is being incremented. When the very first *Student* object is created, nextUniqueID becomes 1. When the second object is created, nextUniqueID becomes 2. After the third object, it becomes 3. And so on. The constructor stores the new value of nextUniqueID in the ID variable of the object that is being created. Of course, ID is an instance variable, so every object has its own individual ID variable. The class is constructed so that each student will automatically get a different value for its ID variable. Furthermore, the ID variable is private, so there is no way for this variable to be tampered with after the object has been created. You are guaranteed, just by the way the class is designed, that every student object will have its own permanent, unique identification number. Which is kind of cool if you think about it.  (Unfortunately, if you think about it a bit more, it turns out that the guarantee isn't quite absolute. The guarantee is valid in programs that use a single thread. But, as a preview of the difficulties of parallel programming, I'll note that in multi-threaded programs, where several things can be going on at the same time, things can get a bit strange. In a multi-threaded program, it is possible that two threads are creating *Student* objects at exactly the same time, and it becomes possible for both objects to get the same ID number. We'll come back to this in [Subsection 12.1.3](http://math.hws.edu/javanotes/c12/s1.html#threads.1.3), where you will learn how to fix the problem.) 5.2.3  Garbage Collection So far, this section has been about creating objects. What about destroying them? In Java, the destruction of objects takes place automatically.  An object exists in the heap, and it can be accessed only through variables that hold references to the object. What should be done with an object if there are no variables that refer to it? Such things can happen. Consider the following two statements (though in reality, you'd never do anything like this in consecutive statements!):  Student std = new Student("John Smith");  std = null;  In the first line, a reference to a newly created *Student* object is stored in the variable std. But in the next line, the value of std is changed, and the reference to the *Student* object is gone. In fact, there are now no references whatsoever to that object, in any variable. So there is no way for the program ever to use the object again! It might as well not exist. In fact, the memory occupied by the object should be reclaimed to be used for another purpose.  Java uses a procedure called garbage collection to reclaim memory occupied by objects that are no longer accessible to a program. It is the responsibility of the system, not the programmer, to keep track of which objects are "garbage." In the above example, it was very easy to see that the *Student* object had become garbage. Usually, it's much harder. If an object has been used for a while, there might be several references to the object stored in several variables. The object doesn't become garbage until all those references have been dropped.  In many other programming languages, it's the programmer's responsibility to delete the garbage. Unfortunately, keeping track of memory usage is very error-prone, and many serious program bugs are caused by such errors. A programmer might accidently delete an object even though there are still references to that object. This is called a dangling pointer error, and it leads to problems when the program tries to access an object that is no longer there. Another type of error is a memory leak, where a programmer neglects to delete objects that are no longer in use. This can lead to filling memory with objects that are completely inaccessible, and the program might run out of memory even though, in fact, large amounts of memory are being wasted.  Because Java uses garbage collection, such errors are simply impossible. Garbage collection is an old idea and has been used in some programming languages since the 1960s. You might wonder why all languages don't use garbage collection. In the past, it was considered too slow and wasteful. However, research into garbage collection techniques combined with the incredible speed of modern computers have combined to make garbage collection feasible. Programmers should rejoice. |
| |  | | --- | | **0. Static Blocks**    :    [**Link**](http://www.jusfortechies.com/java/core-java/static-blocks.php) | |

**Static Blocks in Java**

In java you see "static variables", "static methods", "static classes" and "static blocks". Static variables, static methods and static classes are known to everyone but what is this "static block". Lets see what, where and how these static blocks are used.

But before going into "static block", lets refresh what other static stuff are. Now "static variables" are class variables i.e., there will be only one copy for each class and not one copy for each object of the class and these variables will be accessed without instantiating the class. Then what are static methods. Again they are class methods i.e., they can be accessed without creating an instance of the class and like static variables, static methods will be accessed without instantiating the class. Note that static methods cannot access instance variables. They can access only static variables. Next what are static classes. You cannot declare a top-level class as a static class. Java will throw a compilation error. Only inner classes that are member classes can be declared as static. If we declare member classes as static, we can use it as a top-level class outside the context of top-level class. One catch here is "The static keyword does not do to a class declaration what it does to a variable or a method declaration." - what it means is say for example you have a static variable, then to access that static variable you will use the notation   
*<<Class Name>>.<<Variable Name>>*  
but when you want to use the static inner class, you need to instantiate like   
*<<Top-level class name>>.<<Inner static class name>> newClass = new <<Top-level class name>>.<<Inner static class name>>();*

*Static blocks*are also called *Static initialization blocks*. A static initialization block is a normal block of code enclosed in braces, { }, and preceded by the static keyword. Here is an example:

static {

// whatever code is needed for initialization goes here

}

A class can have any number of static initialization blocks, and they can appear anywhere in the class body. The runtime system guarantees that static initialization blocks are called in the order that they appear in the source code. And dont forget, this code will be executed when JVM loads the class. JVM combines all these blocks into one single static block and then executes. Here are a couple of points I like to mention:

* If you have executable statements in the static block, JVM will automatically execute these statements when the class is loaded into JVM.
* If you’re referring some static variables/methods from the static blocks, these statements will be executed after the class is loaded into JVM same as above i.e., now the static variables/methods referred and the static block both will be executed.

Lets see an example:

public class StaticExample{

static {

System.out.println("This is first static block");

}

public StaticExample(){

System.out.println("This is constructor");

}

public static String staticString = "Static Variable";

static {

System.out.println("This is second static block and "

+ staticString);

}

public static void main(String[] args){

StaticExample statEx = new StaticExample();

StaticExample.staticMethod2();

}

static {

staticMethod();

System.out.println("This is third static block");

}

public static void staticMethod() {

System.out.println("This is static method");

}

public static void staticMethod2() {

System.out.println("This is static method2");

}

}

What will happen when you execute the above code? You will see below output.

This is first static block

This is second static block and Static Variable

This is static method

This is third static block

This is constructor

This is static method2

Now lets the output. First all static blocks are positioned in the code and they are executed when the class is loaded into JVM. Since the static method staticMethod() is called inside third static block, its executed before calling the main method. But the staticMethod2() static method is executed after the class is instantiated because it is being called after the instantiation of the class.

Again if you miss to precede the block with "static" keyword, the block is called "constructor block" and will be executed when the class is instantiated. The constructor block will be copied into each constructor of the class. Say for example you have four parameterized constructors, then four copies of contructor blocks will be placed inside the constructor, one for each. Lets execute the below example and see the output.

public class ConstructorBlockExample{

{

System.out.println("This is first constructor block");

}

public ConstructorBlockExample(){

System.out.println("This is no parameter constructor");

}

public ConstructorBlockExample(String param1){

System.out.println("This is single parameter constructor");

}

public ConstructorBlockExample(String param1, String param2){

System.out.println("This is two parameters constructor");

}

{

System.out.println("This is second constructor block");

}

public static void main(String[] args){

ConstructorBlockExample constrBlockEx =

new ConstructorBlockExample();

ConstructorBlockExample constrBlockEx1 =

new ConstructorBlockExample("param1");

ConstructorBlockExample constrBlockEx2 =

new ConstructorBlockExample("param1", "param2");

}

}

The output is.

This is first constructor block

This is second constructor block

This is no parameter constructor

This is first constructor block

This is second constructor block

This is single parameter constructor

This is first constructor block

This is second constructor block

This is two parameters constructor

The above example is self-explanatory.

Now lets go back to static blocks.

There is an alternative to static blocks —you can write a private static method.

class PrivateStaticMethodExample {

public static varType myVar = initializeClassVariable();

private static varType initializeClassVariable() {

//initialization code goes here

}

}

The advantage of private static methods is that they can be reused later if you need to reinitialize the class variable. So, you kind of get more flexibility with a private static method in comparison to the corresponding static initialization block. This should not mislead that a 'public' static method can't do the same. But, we are talking about a way of initializing a class variable and there is hardly any reason to make such a method 'public'.

*So what are the advantages of static blocks?*

* If you’re loading drivers and other items into the namespace. For ex, Class class has a static block where it registers the natives.
* If you need to do computation in order to initialize your static variables,you can declare a static block which gets executed exactly once,when the class is first loaded.
* Security related issues or logging related tasks

*Ofcourse there are limitations for static blocks*

* There is a limitation of JVM that a static initializer block should not exceed 64K.
* You cannot throw Checked Exceptions.
* You cannot use this keyword since there is no instance.
* You shouldn’t try to access super since there is no such a thing for static blocks.
* You should not return anything from this block.
* Static blocks make testing a nightmare.

*Finally how to handle Exceptions in static blocks?*  
In methods, an exception can be handled by either passing through the Exception or handling it. But in a static block code, you cannot handle exceptions this way.

Generally a clean way to handle it is using a try-catch block but here since we dont have this option lets look at the available three options.

First: After logging the exception throw a RuntimeException which will end the current thread (unless caught by code instantiating / calling a static method on the class for the first time).

Second is calling System.exit(1) but this is not desirable in a managed environment like a servlet. This option is only for java applications and only if the static initializer block performs some critical (without which the program cannot be run successfully) function like loading the database driver.

Third and final option is to set a flag indicating failure. Later the constructors can check the flag and throw exceptions or retry in rare cases.

Finally, if the operation is not important to the functioning of the program then maybe a simple log entry is all that is required.

**Polymorphism**

In this tutorial we will learn the concepts of Ploymorphism and how to achieve polymorphism at run time.

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| |  |  |  |  | | --- | --- | --- | --- | | |  | | --- | | **0. Overriding methods**    :    [**Link**](http://www.javatpoint.com/runtime-polymorphism-in-java) |  Polymorphism in Java **Polymorphism in java** is a concept by which we can perform a single action by different ways. Polymorphism is derived from 2 greek words: poly and morphs. The word "poly" means many and "morphs" means forms. So polymorphism means many forms.  There are two types of polymorphism in java: compile time polymorphism and runtime polymorphism. We can perform polymorphism in java by method overloading and method overriding.  If you overload static method in java, it is the example of compile time polymorphism. Here, we will focus on runtime polymorphism in java. Runtime Polymorphism in Java **Runtime polymorphism** or **Dynamic Method Dispatch** is a process in which a call to an overridden method is resolved at runtime rather than compile-time.  In this process, an overridden method is called through the reference variable of a superclass. The determination of the method to be called is based on the object being referred to by the reference variable.  Let's first understand the upcasting before Runtime Polymorphism. Upcasting When reference variable of Parent class refers to the object of Child class, it is known as upcasting. For example:  Upcasting in java   1. **class** A{} 2. **class** B **extends** A{} 3. A a=**new** B();//upcasting  Example of Java Runtime Polymorphism In this example, we are creating two classes Bike and Splendar. Splendar class extends Bike class and overrides its run() method. We are calling the run method by the reference variable of Parent class. Since it refers to the subclass object and subclass method overrides the Parent class method, subclass method is invoked at runtime.  Since method invocation is determined by the JVM not compiler, it is known as runtime polymorphism.   1. **class** Bike{ 2. **void** run(){System.out.println("running");} 3. } 4. **class** Splender **extends** Bike{ 5. **void** run(){System.out.println("running safely with 60km");} 7. **public** **static** **void** main(String args[]){ 8. Bike b = **new** Splender();//upcasting 9. b.run(); 10. } 11. }   [**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Splender)  Output:running safely with 60km. Real example of Java Runtime Polymorphism Consider a scenario, Bank is a class that provides method to get the rate of interest. But, rate of interest may differ according to banks. For example, SBI, ICICI and AXIS banks could provide 8%, 7% and 9% rate of interest.  Java Runtime Polymorphism example of bank  Note: It is also given in method overriding but there was no upcasting.   1. **class** Bank{ 2. **int** getRateOfInterest(){**return** 0;} 3. } 5. **class** SBI **extends** Bank{ 6. **int** getRateOfInterest(){**return** 8;} 7. } 9. **class** ICICI **extends** Bank{ 10. **int** getRateOfInterest(){**return** 7;} 11. } 12. **class** AXIS **extends** Bank{ 13. **int** getRateOfInterest(){**return** 9;} 14. } 16. **class** Test3{ 17. **public** **static** **void** main(String args[]){ 18. Bank b1=**new** SBI(); 19. Bank b2=**new** ICICI(); 20. Bank b3=**new** AXIS(); 21. System.out.println("SBI Rate of Interest: "+b1.getRateOfInterest()); 22. System.out.println("ICICI Rate of Interest: "+b2.getRateOfInterest()); 23. System.out.println("AXIS Rate of Interest: "+b3.getRateOfInterest()); 24. } 25. }   [**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Test3)  Output:  SBI Rate of Interest: 8  ICICI Rate of Interest: 7  AXIS Rate of Interest: 9 Java Runtime Polymorphism with data member  |  | | --- | | Method is overridden not the datamembers, so runtime polymorphism can't be achieved by data members. | | In the example given below, both the classes have a datamember speedlimit, we are accessing the datamember by the reference variable of Parent class which refers to the subclass object. Since we are accessing the datamember which is not overridden, hence it will access the datamember of Parent class always. |  Rule: Runtime polymorphism can't be achieved by data members.  1. **class** Bike{ 2. **int** speedlimit=90; 3. } 4. **class** Honda3 **extends** Bike{ 5. **int** speedlimit=150; 7. **public** **static** **void** main(String args[]){ 8. Bike obj=**new** Honda3(); 9. System.out.println(obj.speedlimit);//90 10. }   [**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Honda3)  Output:90 Java Runtime Polymorphism with Multilevel Inheritance Let's see the simple example of Runtime Polymorphism with multilevel inheritance.   1. **class** Animal{ 2. **void** eat(){System.out.println("eating");} 3. } 5. **class** Dog **extends** Animal{ 6. **void** eat(){System.out.println("eating fruits");} 7. } 9. **class** BabyDog **extends** Dog{ 10. **void** eat(){System.out.println("drinking milk");} 12. **public** **static** **void** main(String args[]){ 13. Animal a1,a2,a3; 14. a1=**new** Animal(); 15. a2=**new** Dog(); 16. a3=**new** BabyDog(); 18. a1.eat(); 19. a2.eat(); 20. a3.eat(); 21. } 22. }   [**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=BabyDog)  Output: eating  eating fruits  drinking Milk Try for Output  1. **class** Animal{ 2. **void** eat(){System.out.println("animal is eating...");} 3. } 5. **class** Dog **extends** Animal{ 6. **void** eat(){System.out.println("dog is eating...");} 7. } 9. **class** BabyDog1 **extends** Dog{ 10. **public** **static** **void** main(String args[]){ 11. Animal a=**new** BabyDog1(); 12. a.eat(); 13. }}   [**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=BabyDog1)  Output: Dog is eating  Since, BabyDog is not overriding the eat() method, so eat() method of Dog class is invoked. | | |  | | --- | | **0. Dynamic Method Dispatch**    :    [**Link**](http://www.studytonight.com/java/dynamic-method-dispatch.php)  [**Link**](http://howtoprogramwithjava.com/java-practice-assignment-2/) |  Runtime Polymorphism or Dynamic method dispatch Dynamic method dispatch is a mechanism by which a call to an overridden method is resolved at runtime. This is how java implements runtime polymorphism. When an overridden method is called by a reference, java determines which version of that method to execute based on the type of object it refer to. In simple words the type of object which it referred determines which version of overridden method will be called.  upcasting in java Upcasting When **Parent** class reference variable refers to **Child** class object, it is known as **Upcasting** Example class **Game**  {  public void type()  { System.out.println("Indoor & outdoor"); }  }  Class **Cricket** extends **Game**  {  public void type()  { System.out.println("outdoor game"); }  public static void main(String[] args)  {  Game gm = new Game();  Cricket ck = new Cricket();  gm.type();  ck.type();  gm=ck; **//gm refers to Cricket object**  gm.type(); **//calls Cricket's version of type**  }  }  **Output:**  Indoor & outdoor  Outdoor game  Outdoor game  Notice the last output. This is because of **gm = ck**; Now gm.type() will call Cricket version of type method. Because here gm refers to cricket object. Q. Difference between Static binding and Dynamic binding in java ?  |  | | --- | | **0. Shadowing vs. Hiding**    :    [**Link**](http://www.xyzws.com/Javafaq/what-is-variable-hiding-and-shadowing/15)  [**Link**](http://techsymphony.wordpress.com/2011/01/23/difference-between-hiding-and-shadowing-in-java/) |   Static binding in Java occurs during compile time while dynamic binding occurs during runtime. Static binding uses type(Class) information for binding while dynamic binding uses instance of class(Object) to resolve calling of method at run-time. Overloaded methods are bonded using static binding while overridden methods are bonded using dynamic binding at runtime.  « [Stack and heap memory](https://techsymphony.wordpress.com/2011/01/23/stack-and-heap-memory/)  [OO principles from Head First Design Pattern](https://techsymphony.wordpress.com/2011/02/04/oo-principles-from-head-first-design-pattern/) » Difference between hiding and shadowing in java January 23, 2011 by [novice](https://techsymphony.wordpress.com/author/techsymphony/)  **Hiding** : Happens during inheritance (between superclass and subclass).  **Shadowing** : Happens within a class (between a member variable and local variable).  **Examples** :  **Hiding** :  class Parent {  String city = “Dallas”;  }  class Child extends Parent {  String city =”Zurich”;  }  “city” in Child hides the one in Parent.  **Shadowing** :  class Main {  String city = “Dallas”;  void method() {  String city = “Zurich”;  }  }  “city”, local variable shadows the member variable. | | |  | | --- | | **0. Dynamic Method Lookup**    :    [**Link**](http://etutorials.org/Misc/programmers+guide+java+certification/Chapter+6.+Object-oriented+Programming/6.7+Polymorphism+and+Dynamic+Method+Lookup/)  [**Link**](http://www.programr.com/practice/programr211_promo_228/node/576) | | | 6.7 Polymorphism and Dynamic Method Lookup Which object a reference will actually denote during runtime, cannot always be determined at compile time. Polymorphism allows a reference to denote objects of different types at different times during execution. A supertype reference exhibits polymorphic behavior, since it can denote objects of its subtypes.  When a non-private instance method is invoked on an object, the method definition actually executed is determined both by the type of the object at runtime and the method signature. Dynamic method lookup is the process of determining which method definition a method signature denotes during runtime, based on the type of the object. However, a call to a private instance method is not polymorphic. Such a call can only occur within the class, and gets bound to the private method implementation at compile time.  The inheritance hierarchy depicted in Figure 6.5 is implemented in Example 6.14. The implementation of the method draw() is overridden in all subclasses of the class Shape. The invocation of the draw() method in the two loops at (3) and (4) in Example 6.14, relies on the polymorphic behavior of references and dynamic method lookup. The array shapes holds Shape references denoting a Circle, a Rectangle and a Square, as shown at (1). At runtime, dynamic lookup determines the draw() implementation to execute, based on the type of the object denoted by each element in the array. This is also the case for the elements of the array drawables at (2), which holds IDrawable references that can be assigned any object of a class that implements the IDrawable interface. The first loop will still work without any change if objects of new subclasses of the class Shape are added to the array shapes. If they did not override the draw() method, then an inherited version of the method would be executed. This polymorphic behavior applies to the array drawables, where the subtype objects are guaranteed to have implemented the IDrawable interface. **Figure 6.5. Polymorphic Methods** Chapter 9: **Abstract Classes and Interfaces**  In this tutorial we will learn how to use abstract class and interfaces. Also will understand the difference between them and when to use what.   |  |  |  |  | | --- | --- | --- | --- | | |  |  | | --- | --- | | |  | | --- | | **0. Concept of Abstract Classes and Interfaces**    :    [**Link**](http://www.javatpoint.com/abstract-class-in-java)  [**Link**](http://www.javatpoint.com/interface-in-java)  [**Link**](http://www.javaworld.com/javaqa/2001-04/03-qa-0420-abstract.html)  [**Link**](http://www.javabeginner.com/learn-java/java-abstract-class-and-interface) [**Link**](http://etutorials.org/Misc/programmers+guide+java+certification/Chapter+6.+Object-oriented+Programming/Programming+Exercises/)  [**Link**](http://www.programr.com/practice/programr211_promo_228/node/544) | | |  |  Abstract class in Java A class that is declared with abstract keyword, is known as abstract class in java. It can have abstract and non-abstract methods (method with body).  Before learning java abstract class, let's understand the abstraction in java first. Abstraction in Java **Abstraction** is a process of hiding the implementation details and showing only functionality to the user.  Another way, it shows only important things to the user and hides the internal details for example sending sms, you just type the text and send the message. You don't know the internal processing about the message delivery.  Abstraction lets you focus on what the object does instead of how it does it. Ways to achieve Abstaction There are two ways to achieve abstraction in java   1. Abstract class (0 to 100%) 2. Interface (100%)  Abstract class in Java A class that is declared as abstract is known as **abstract class**. It needs to be extended and its method implemented. It cannot be instantiated. Example abstract class  1. **abstract** **class** A{}  abstract method  |  | | --- | | A method that is declared as abstract and does not have implementation is known as abstract method. |  Example abstract method  1. **abstract** **void** printStatus();//no body and abstract  Example of abstract class that has abstract method In this example, Bike the abstract class that contains only one abstract method run. It implementation is provided by the Honda class.   1. **abstract** **class** Bike{ 2. **abstract** **void** run(); 3. } 5. **class** Honda4 **extends** Bike{ 6. **void** run(){System.out.println("running safely..");} 8. **public** **static** **void** main(String args[]){ 9. Bike obj = **new** Honda4(); 10. obj.run(); 11. } 12. }   [**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Honda4)  running safely.. Understanding the real scenario of abstract class In this example, Shape is the abstract class, its implementation is provided by the Rectangle and Circle classes. Mostly, we don't know about the implementation class (i.e. hidden to the end user) and object of the implementation class is provided by the **factory method**.  A **factory method** is the method that returns the instance of the class. We will learn about the factory method later.  In this example, if you create the instance of Rectangle class, draw() method of Rectangle class will be invoked.  *File: TestAbstraction1.java*   1. **abstract** **class** Shape{ 2. **abstract** **void** draw(); 3. } 4. //In real scenario, implementation is provided by others i.e. unknown by end user 5. **class** Rectangle **extends** Shape{ 6. **void** draw(){System.out.println("drawing rectangle");} 7. } 9. **class** Circle1 **extends** Shape{ 10. **void** draw(){System.out.println("drawing circle");} 11. } 13. //In real scenario, method is called by programmer or user 14. **class** TestAbstraction1{ 15. **public** **static** **void** main(String args[]){ 16. Shape s=**new** Circle1();//In real scenario, object is provided through method e.g. getShape() method 17. s.draw(); 18. } 19. }   [**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestAbstraction1)  drawing circle Another example of abstract class in java *File: TestBank.java*   1. **abstract** **class** Bank{ 2. **abstract** **int** getRateOfInterest(); 3. } 5. **class** SBI **extends** Bank{ 6. **int** getRateOfInterest(){**return** 7;} 7. } 8. **class** PNB **extends** Bank{ 9. **int** getRateOfInterest(){**return** 7;} 10. } 12. **class** TestBank{ 13. **public** **static** **void** main(String args[]){ 14. Bank b=**new** SBI();//if object is PNB, method of PNB will be invoked 15. **int** interest=b.getRateOfInterest(); 16. System.out.println("Rate of Interest is: "+interest+" %"); 17. }}   [**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestBank)  Rate of Interest is: 7 % Abstract class having constructor, data member, methods etc. An abstract class can have data member, abstract method, method body, constructor and even main() method.  *File: TestAbstraction2.java*   1. //example of abstract class that have method body 2. **abstract** **class** Bike{ 3. Bike(){System.out.println("bike is created");} 4. **abstract** **void** run(); 5. **void** changeGear(){System.out.println("gear changed");} 6. } 8. **class** Honda **extends** Bike{ 9. **void** run(){System.out.println("running safely..");} 10. } 11. **class** TestAbstraction2{ 12. **public** **static** **void** main(String args[]){ 13. Bike obj = **new** Honda(); 14. obj.run(); 15. obj.changeGear(); 16. } 17. }   [**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestAbstraction2)  bike is created  running safely..  gear changed Rule: If there is any abstract method in a class, that class must be abstract.  1. **class** Bike12{ 2. **abstract** **void** run(); 3. }   [**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Bike12)  compile time error Rule: If you are extending any abstract class that have abstract method, you must either provide the implementation of the method or make this class abstract.Another real scenario of abstract class The abstract class can also be used to provide some implementation of the interface. In such case, the end user may not be forced to override all the methods of the interface. Note: If you are beginner to java, learn interface first and skip this example.  1. **interface** A{ 2. **void** a(); 3. **void** b(); 4. **void** c(); 5. **void** d(); 6. } 8. **abstract** **class** B **implements** A{ 9. **public** **void** c(){System.out.println("I am C");} 10. } 12. **class** M **extends** B{ 13. **public** **void** a(){System.out.println("I am a");} 14. **public** **void** b(){System.out.println("I am b");} 15. **public** **void** d(){System.out.println("I am d");} 16. } 18. **class** Test5{ 19. **public** **static** **void** main(String args[]){ 20. A a=**new** M(); 21. a.a(); 22. a.b(); 23. a.c(); 24. a.d(); 25. }}   [**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Test5)  Output:I am a  I am b  I am c  I am d Interface in Java  1. [Interface](http://www.javatpoint.com/interface-in-java) 2. [Example of Interface](http://www.javatpoint.com/interface-in-java#interfaceex) 3. [Multiple inheritance by Interface](http://www.javatpoint.com/interface-in-java#interfacemultiple) 4. [Why multiple inheritance is supported in Interface while it is not supported in case of class.](http://www.javatpoint.com/interface-in-java#interfacewhynot) 5. [Marker Interface](http://www.javatpoint.com/interface-in-java#interfacemarker) 6. [Nested Interface](http://www.javatpoint.com/nested-interface)   An **interface in java** is a blueprint of a class. It has static constants and abstract methods only.  The interface in java is **a mechanism to achieve fully abstraction**. There can be only abstract methods in the java interface not method body. It is used to achieve fully abstraction and multiple inheritance in Java.  Java Interface also **represents IS-A relationship**.  It cannot be instantiated just like abstract class. Why use Java interface? There are mainly three reasons to use interface. They are given below.   * It is used to achieve fully abstraction. * By interface, we can support the functionality of multiple inheritance. * It can be used to achieve loose coupling.  The java compiler adds public and abstract keywords before the interface method and public, static and final keywords before data members. In other words, Interface fields are public, static and final bydefault, and methods are public and abstract.  interface Understanding relationship between classes and interfaces As shown in the figure given below, a class extends another class, an interface extends another interface but a **class implements an interface**.  relationship between class and interface Simple example of Java interface  |  | | --- | | In this example, Printable interface have only one method, its implementation is provided in the A class. |  1. **interface** printable{ 2. **void** print(); 3. } 5. **class** A6 **implements** printable{ 6. **public** **void** print(){System.out.println("Hello");} 8. **public** **static** **void** main(String args[]){ 9. A6 obj = **new** A6(); 10. obj.print(); 11. } 12. }   [**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=A6)  Output:Hello Multiple inheritance in Java by interface If a class implements multiple interfaces, or an interface extends multiple interfaces i.e. known as multiple inheritance.  multiple inheritance in java   1. **interface** Printable{ 2. **void** print(); 3. } 5. **interface** Showable{ 6. **void** show(); 7. } 9. **class** A7 **implements** Printable,Showable{ 11. **public** **void** print(){System.out.println("Hello");} 12. **public** **void** show(){System.out.println("Welcome");} 14. **public** **static** **void** main(String args[]){ 15. A7 obj = **new** A7(); 16. obj.print(); 17. obj.show(); 18. } 19. }   [**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=A7)  Output:Hello  Welcome Q) Multiple inheritance is not supported through class in java but it is possible by interface, why?  |  | | --- | | As we have explained in the inheritance chapter, multiple inheritance is not supported in case of class. But it is supported in case of interface because there is no ambiguity as implementation is provided by the implementation class. For example: |  1. **interface** Printable{ 2. **void** print(); 3. } 4. **interface** Showable{ 5. **void** print(); 6. } 8. **class** TestTnterface1 **implements** Printable,Showable{ 9. **public** **void** print(){System.out.println("Hello");} 10. **public** **static** **void** main(String args[]){ 11. TestTnterface1 obj = **new** TestTnterface1(); 12. obj.print(); 13. } 14. }   [**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=testinterface1)  Hello  As you can see in the above example, Printable and Showable interface have same methods but its implementation is provided by class TestTnterface1, so there is no ambiguity. Interface inheritance A class implements interface but one interface extends another interface .   1. **interface** Printable{ 2. **void** print(); 3. } 4. **interface** Showable **extends** Printable{ 5. **void** show(); 6. } 7. **class** Testinterface2 **implements** Showable{ 9. **public** **void** print(){System.out.println("Hello");} 10. **public** **void** show(){System.out.println("Welcome");} 12. **public** **static** **void** main(String args[]){ 13. Testinterface2 obj = **new** Testinterface2(); 14. obj.print(); 15. obj.show(); 16. } 17. }   [**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Testinterface2)  Hello  Welcome Q) What is marker or tagged interface? An interface that have no member is known as marker or tagged interface. For example: Serializable, Cloneable, Remote etc. They are used to provide some essential information to the JVM so that JVM may perform some useful operation.   1. //How Serializable interface is written? 2. **public** **interface** Serializable{ 3. }  Nested Interface in Java Note: An interface can have another interface i.e. known as nested interface. We will learn it in detail in the nested classes chapter. For example:   1. **interface** printable{ 2. **void** print(); 3. **interface** MessagePrintable{ 4. **void** msg(); 5. } 6. }  ABSTRACT CLASS IN JAVA **Java Abstract classes** are used to declare common characteristics of subclasses. An abstract class cannot be instantiated. It can only be used as a superclass for other classes that extend the abstract class. Abstract classes are declared with the abstract keyword. Abstract classes are used to provide a template or design for concrete subclasses down the inheritance tree.  Like any other class, an abstract class can contain fields that describe the characteristics and methods that describe the actions that a class can perform. An abstract class can include methods that contain no implementation. These are called abstract methods. The abstract method declaration must then end with a semicolon rather than a block. If a class has any abstract methods, whether declared or inherited, the entire class must be declared abstract. Abstract methods are used to provide a template for the classes that inherit the abstract methods.  Abstract classes cannot be instantiated; they must be subclassed, and actual implementations must be provided for the abstract methods. Any implementation specified can, of course, be overridden by additional subclasses. An object must have an implementation for all of its methods. You need to create a subclass that provides an implementation for the abstract method.  A class abstract Vehicle might be specified as abstract to represent the general abstraction of a vehicle, as creating instances of the class would not be meaningful.  abstract class Vehicle {  int numofGears;  String color;  abstract boolean hasDiskBrake();  abstract int getNoofGears();  }  Example of a shape class as an abstract class  abstract class Shape {  public String color;  public Shape() {  }  public void setColor(String c) {  color = c;  }  public String getColor() {  return color;  }  abstract public double area();  }  We can also implement the generic shapes class as an abstract class so that we can draw lines, circles, triangles etc. All shapes have some common fields and methods, but each can, of course, add more fields and methods. The abstract class guarantees that each shape will have the same set of basic properties. We declare this class abstract because there is no such thing as a generic shape. There can only be concrete shapes such as squares, circles, triangles etc.  public class Point extends Shape {  static int x, y;  public Point() {  x = 0;  y = 0;  }  public double area() {  return 0;  }  public double perimeter() {  return 0;  }  public static void print() {  System.out.println("point: " + x + "," + y);  }  public static void main(String args[]) {  Point p = new Point();  p.print();  }  }  **Output**  point: 0, 0  Notice that, in order to create a Point object, its class cannot be abstract. This means that all of the abstract methods of the Shape class must be implemented by the Point class.  The subclass must define an implementation for every abstract method of the abstract superclass, or the subclass itself will also be abstract. Similarly other shape objects can be created using the generic Shape Abstract class.  A big Disadvantage of using abstract classes is not able to use multiple inheritance. In the sense, when a class extends an abstract class, it can’t extend any other class. JAVA INTERFACE In Java, this multiple inheritance problem is solved with a powerful construct called **interfaces**. Interface can be used to define a generic template and then one or more abstract classes to define partial implementations of the interface. Interfaces just specify the method declaration (implicitly public and abstract) and can only contain fields (which are implicitly public static final). Interface definition begins with a keyword interface. An interface like that of an abstract class cannot be instantiated.  Multiple Inheritance is allowed when extending interfaces i.e. one interface can extend none, one or more interfaces. Java does not support multiple inheritance, but it allows you to extend one class and implement many interfaces.  If a class that implements an interface does not define all the methods of the interface, then it must be declared abstract and the method definitions must be provided by the subclass that extends the abstract class.  **Example 1**: Below is an example of a Shape interface  interface Shape {  public double area();  public double volume();  }  Below is a Point class that implements the Shape interface.  public class Point implements Shape {  static int x, y;  public Point() {  x = 0;  y = 0;  }  public double area() {  return 0;  }  public double volume() {  return 0;  }  public static void print() {  System.out.println("point: " + x + "," + y);  }  public static void main(String args[]) {  Point p = new Point();  p.print();  }  }  Similarly, other shape objects can be created by interface programming by implementing generic Shape Interface.  **Example 2:** Below is a java interfaces program showing the power of interface programming in java  Listing below shows 2 interfaces and 4 classes one being an abstract class. Note: The method *toString* in class *A1* is an overridden version of the method defined in the class named**Object**. The classes B1 and *C1* satisfy the interface contract. But since the class**D1** does not define all the methods of the implemented interface *I2*, the class D1 is declared abstract. Also, i1.methodI2() produces a compilation error as the method is not declared in *I1* or any of its super interfaces if present. Hence a downcast of interface reference I1 solves the problem as shown in the program. The same problem applies to i1.methodA1(), which is again resolved by a downcast.  When we invoke the toString() method which is a method of an Object, there does not seem to be any problem as every interface or class extends Object and any class can override the default toString() to suit your application needs. ((C1)o1).methodI1() compiles successfully, but produces a ClassCastException at runtime. This is because B1 does not have any relationship with C1 except they are “siblings”. You can’t cast siblings into one another.  When a given interface method is invoked on a given reference, the behavior that results will be appropriate to the class from which that particular object was instantiated. This is runtime polymorphism based on interfaces and overridden methods.  interface I1 {  void methodI1(); // public static by default  }  interface I2 extends I1 {  void methodI2(); // public static by default  }  class A1 {  public String methodA1() {  String strA1 = "I am in methodC1 of class A1";  return strA1;  }  public String toString() {  return "toString() method of class A1";  }  }  class B1 extends A1 implements I2 {  public void methodI1() {  System.out.println("I am in methodI1 of class B1");  }  public void methodI2() {  System.out.println("I am in methodI2 of class B1");  }  }  class C1 implements I2 {  public void methodI1() {  System.out.println("I am in methodI1 of class C1");  }  public void methodI2() {  System.out.println("I am in methodI2 of class C1");  }  }  // Note that the class is declared as abstract as it does not  // satisfy the interface contract  abstract class D1 implements I2 {  public void methodI1() {  }  // This class does not implement methodI2() hence declared abstract.  }  public class InterFaceEx {  public static void main(String[] args) {  I1 i1 = new B1();  i1.methodI1(); // OK as methodI1 is present in B1  // i1.methodI2(); Compilation error as methodI2 not present in I1  // Casting to convert the type of the reference from type I1 to type I2  ((I2) i1).methodI2();  I2 i2 = new B1();  i2.methodI1(); // OK  i2.methodI2(); // OK  // Does not Compile as methodA1() not present in interface reference I1  // String var = i1.methodA1();  // Hence I1 requires a cast to invoke methodA1  String var2 = ((A1) i1).methodA1();  System.out.println("var2 : " + var2);  String var3 = ((B1) i1).methodA1();  System.out.println("var3 : " + var3);  String var4 = i1.toString();  System.out.println("var4 : " + var4);  String var5 = i2.toString();  System.out.println("var5 : " + var5);  I1 i3 = new C1();  String var6 = i3.toString();  System.out.println("var6 : " + var6); // It prints the Object toString() method  Object o1 = new B1();  // o1.methodI1(); does not compile as Object class does not define  // methodI1()  // To solve the probelm we need to downcast o1 reference. We can do it  // in the following 4 ways  ((I1) o1).methodI1(); // 1  ((I2) o1).methodI1(); // 2  ((B1) o1).methodI1(); // 3  /\*  \*  \* B1 does not have any relationship with C1 except they are "siblings".  \*  \* Well, you can't cast siblings into one another.  \*  \*/  // ((C1)o1).methodI1(); Produces a ClassCastException  }  }  **Output**  I am in methodI1 of class B1 I am in methodI2 of class B1 I am in methodI1 of class B1 I am in methodI2 of class B1 var2 : I am in methodC1 of class A1 var3 : I am in methodC1 of class A1 var4 : toString() method of class A1 var5 : toString() method of class A1 var6 : C1@190d11 I am in methodI1 of class B1 I am in methodI1 of class B1 I am in methodI1 of class B1  Polymorphism and dynamic method lookup form a powerful programming paradigm that simplifies client definitions, encourages object decoupling, and supports dynamically changing relationships between objects at runtime. **Example 6.14 Polymorphism and Dynamic Method Lookup** interface IDrawable {  void draw();  }  class Shape implements IDrawable {  public void draw() { System.out.println("Drawing a Shape."); }  }  class Circle extends Shape {  public void draw() { System.out.println("Drawing a Circle."); }  }  class Rectangle extends Shape {  public void draw() { System.out.println("Drawing a Rectangle."); }  }  class Square extends Rectangle {  public void draw() { System.out.println("Drawing a Square."); }  }  class Map implements IDrawable {  public void draw() { System.out.println("Drawing a Map."); }  }  public class PolymorphRefs {  public static void main(String[] args) {  Shape[] shapes = {new Circle(), new Rectangle(), new Square()}; // (1)  IDrawable[] drawables = {new Shape(), new Rectangle(), new Map()};// (2)  System.out.println("Draw shapes:");  for (int i = 0; i < shapes.length; i++) // (3)  shapes[i].draw();  System.out.println("Draw drawables:");  for (int i = 0; i < drawables.length; i++) // (4)  drawables[i].draw();  }  }  Output from the program:  Draw shapes:  Drawing a Circle.  Drawing a Rectangle.  Drawing a Square.  Draw drawables:  Drawing a Shape.  Drawing a Rectangle.  Drawing a Map.  - See more at: http://etutorials.org/Misc/programmers+guide+java+certification/Chapter+6.+Object-oriented+Programming/6.7+Polymorphism+and+Dynamic+Method+Lookup/#sthash.rOA34WSM.dpuf | |